# 1. Write a C++ program to calculate the product of two positive integers represented as strings. Return the result as a string.

Sample Input: sn1 = "12"

sn2 = "5"

Sample Output: 12 X 5 = 60

Sample Input: sn1 = "48"

sn2 = "85"

Sample Output: 48 X 85 = 4080

#include <iostream>

#include <algorithm>

#include <vector>

#include <functional>

using namespace std;

string multiply(string sn1, string sn2) {

const auto char\_to\_int = [](const char c) { return c - '0'; };

const auto int\_to\_char = [](const int i) { return i + '0'; };

vector<int> n1;

transform(sn1.rbegin(), sn1.rend(), back\_inserter(n1), char\_to\_int);

vector<int> n2;

transform(sn2.rbegin(), sn2.rend(), back\_inserter(n2), char\_to\_int);

vector<int> temp(n1.size() + n2.size());

for(int i = 0; i < n1.size(); ++i) {

for(int j = 0; j < n2.size(); ++j) {

temp[i + j] += n1[i] \* n2[j];

temp[i + j + 1] += temp[i + j] / 10;

temp[i + j] %= 10;

}

}

string result;

transform(find\_if(temp.rbegin(), prev(temp.rend()),

[](const int i) { return i != 0; }),

temp.rend(), back\_inserter(result), int\_to\_char);

return result;

}

int main()

{

string sn1 = "12";

string sn2 = "5";

cout << sn1 <<" X " << sn2 << " = " << multiply(sn1, sn2) << endl;

sn1 = "48";

sn2 = "85";

cout << sn1 <<" X " << sn2 << " = " << multiply(sn1, sn2) << endl;

return 0;

}

# 2. Write a program in C++ to produce a square matrix with 0's down the main diagonal, 1's in the entries just above and below the main diagonal, 2's above and below that, etc.

0 1 2 3 4

1 0 1 2 3

2 1 0 1 2

3 2 1 0 1

4 3 2 1 0

Sample Output:

Input number or rows: 8

0 1 2 3 4 5 6 7

1 0 1 2 3 4 5 6

2 1 0 1 2 3 4 5

3 2 1 0 1 2 3 4

4 3 2 1 0 1 2 3

5 4 3 2 1 0 1 2

6 5 4 3 2 1 0 1

7 6 5 4 3 2 1 0

#include <iostream>

using namespace std;

int main()

{

int n, i, j, k, m = 0;

cout << "\n\n Print patern........:\n";

cout << "-----------------------------------\n";

cout << " Input number or rows: ";

cin >> n;

for (i = 1; i <= n; i++) {

if (i == 1) {

for (j = 1; j <= i; j++) {

cout << m << " ";

}

for (k = 1; k <= n - i; k++) {

cout << k << " ";

}

}

else {

for (k = i - 1; k >= 1; k--) {

cout << k << " ";

}

cout << m << " ";

for (j = 1; j <= n - i; j++) {

cout << j << " ";

}

}

cout << endl;

}

cout << endl;

}

# 3. Write a program in C++ to create and display unique three-digit number using 1, 2, 3, 4. Also count how many three-digit numbers are there

Sample Output:

The three-digit numbers are:

123 124 132 134 142 143 213 214 231 234 241 243 312 314 321 324 341 342 412 413 421 423 431 432

Total number of the three-digit-number is: 24

#include <iostream>

using namespace std;

void revOfString(const string& a);

int main()

{

string str;

cout << "\n\n Create and display the unique three-digit number using 1, 2, 3, 4:\n";

cout << "-------------------------------------------------------------------\n";

cout<<" The three-digit numbers are: "<<endl;

int amount = 0;

cout<<" ";

for(int i = 1; i <= 4; i++)

{

for(int j = 1; j <= 4; j++)

{

for(int k = 1; k <= 4; k++)

{

if(k != i && k != j && i != j)

{

amount++;

cout<<i <<j<<k<<" ";

}

}

}

}

cout<<endl<<" Total number of the three-digit-number is: "<< amount<<endl<<endl;

}

# 4. Write a C++ Program to Swap Two Numbers without using third variable.

#include <iostream>

using namespace std;

int main()

{

int a,b ;

cout<<"Enter 1st number :: ";

cin>>a;

cout<<"\nEnter 2nd number :: ";

cin>>b;

cout << "\nBefore swapping, Numbers are :: " << endl;

cout << "\n\ta = " << a << ", b = " << b << endl;

a = a + b;

b = a - b;

a = a - b;

cout << "\nAfter swapping, Numbers are :: " << endl;

cout << "\n\ta = " << a << ", b = " << b << endl;

return 0;

}

# 5. Petya loves football very much. One day, as he was watching a football match, he was writing the players' current positions on a piece of paper.

To simplify the situation he depicted it as a string consisting of zeroes and ones. A zero corresponds to players of one team; a one corresponds to players of another team. If there are at least 7 players of some team standing one after another, then the situation is considered dangerous. For example, the situation 00100110111111101 is dangerous and 11110111011101 is not. You are given the current situation. Determine whether it is dangerous or not.

Input

The first input line contains a non-empty string consisting of characters "0" and "1", which represents players. The length of the string does not exceed 100 characters. There's at least one player from each team present on the field.

Output

Print "YES" if the situation is dangerous. Otherwise, print "NO".

#include <iostream>

#include <string>

using namespace std;

int main()

{

string s;

cin >> s;

int contiguous = 1;

for (size\_t i = 1; i < s.length(); ++i)

{

if (s[i] == s[i - 1])

{

contiguous += 1;

if (contiguous == 7)

{

cout << "YES" << endl;

return 0;

}

}

else

{

contiguous = 1;

}

}

cout << "NO" << endl;

return 0;

}

# 6. Capitalization is writing a word with its first letter as a capital letter. Your task is to capitalize the given word.

Note, that during capitalization all the letters except the first one remains unchanged.

Input

A single line contains a non-empty word. This word consists of lowercase and uppercase English letters. The length of the word will not exceed 103.

Output

Output the given word after capitalization.

#include <stdio.h>

#include <stdlib.h>

int main()

{

int i,l;

char s[1000];

scanf("%s",s);

for(i=0;i<strlen(s);i++){

if(s[0]>=97&&s[0]<=122) s[0]=65+s[0]-97;

}

printf("%s\n",s);

return 0;

}

# **7. Bob is preparing to pass IQ test. The most frequent task in this test is to find out which one of the given *n* numbers differs from the others.** Bob observed that one number usually differs from the others in evenness. Help Bob — to check his answers, he needs a program that among the given *n* numbers finds one that is different in evenness.

Input

The first line contains integer *n* (3 ≤ *n* ≤ 100) — amount of numbers in the task. The second line contains *n* space-separated natural numbers, not exceeding 100. It is guaranteed, that exactly one of these numbers differs from the others in evenness.

Output

Output index of number that differs from the others in evenness. Numbers are numbered from 1 in the input order.

#include<stdio.h>

int main()

{

int n,a[101],b=0,c=0,i,x,y;

scanf("%d",&n);

for(i=1;i<=n;i++){

scanf("%d",&a[i]);

}

for(i=1;i<=n;i++){

if(a[i]%2==0){

c++;

x=i;

}

else{

b++;

y=i;

}

}

if(c==1) printf("%d\n",x);

else if(b==1) printf("%d\n",y);

return 0;

# 9. Write an algorithm to get 0 and 1 with equal probability using a function that generates random numbers from 1 to 5 with equal probability.

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

// Function to generate a random number from 1 to 5 with equal probability

int random() {

return (rand() % 5) + 1;

}

// Returns 0 or 1 with equal probability using `random()` function

int generate()

{

int r;

do {

// `r` could be any one of 1, 2, 3, 4, and 5

r = random();

} while (r == 5);

// `r` could any of 1, 2, 3, 4 now

// since there are 2 odd and 2 even numbers, return the last bit of `r`,

// which could be 0 or 1 with equal probability

return r & 1;

}

int main(void)

{

srand(time(NULL));

int x = 0, y = 0;

// make 10000 calls to `generate()`

for (int i = 1; i <= 10000; i++) {

generate()? x++: y++;

}

// print the results

printf("0 ~ %0.2f%\n", x/100.0);

printf("1 ~ %0.2f%\n", y/100.0);

return 0;

}

# 10. Write an algorithm to generate any one of the given n numbers according to given probabilities.

For example, consider the following integer array and their probabilities. The solution should return 1 with 30% probability, 2 with 10% probability, 3 with 20% probability, and so on for every array element.

nums[] = { 1, 2, 3, 4, 5 };

probability[] = { 30, 10, 20, 15, 25 }; // total probability should sum to 100%

Algorithm:

Construct a sum array S[] from the given probability array P[], where S[i] holds the sum of all P[j] for 0 <= j <= i.

Generate a random integer from 1 to 100 and check where it lies in S[].

Based on the comparison result, return the corresponding element from the input array.

#include <iostream>

#include <vector>

#include <unordered\_map>

#include <cstdlib>

#include <ctime>

using namespace std;

// Function to generate random nums from a vector according to the given probabilities

int random(vector<int> const &nums, vector<int> const &probability)

{

int n = nums.size();

if (n != probability.size()) {

return -1; // error

}

// construct a sum vector from the given probabilities

vector<int> prob\_sum(n, 0);

// `prob\_sum[i]` holds sum of all `probability[j]` for `0 <= j <=i`

prob\_sum[0] = probability[0];

for (int i = 1; i < n; i++) {

prob\_sum[i] = prob\_sum.at(i-1) + probability[i];

}

// generate a random integer from 1 to 100 and check where it lies in `prob\_sum[]`

int r = (rand() % 100) + 1;

// based on the comparison result, return the corresponding

// element from the nums vector

if (r <= prob\_sum[0]) { // handle 0th index separately

return nums[0];

}

for (int i = 1; i < n; i++)

{

if (r > prob\_sum.at(i-1) && r <= prob\_sum[i]) {

return nums[i];

}

}

}

int main()

{

// Input: vector of integers and their probabilities

// Goal: generate `nums[i]` with probability equal to `probability[i]`

vector<int> nums = {1, 2, 3, 4, 5};

vector<int> probability = {30, 10, 20, 15, 25};

// initialize srand with a distinctive value

srand(time(NULL));

// maintain a frequency map to validate the results

unordered\_map<int, int> freq;

// make 1000000 calls to the `random()` function and

// store results in a map

for (int i = 0; i < 1000000; i++)

{

int val = random(nums, probability);

freq[val]++;

}

// print the results

for (int i = 0; i < nums.size(); i++) {

cout << nums[i] << " ~ " << freq[nums[i]]/10000.0 << "%" << endl;

}

return 0;

}

# 11. Find all n–digit strictly increasing numbers where n varies from 1 to 9. A number is strictly increasing if every digit is greater than its preceding digit.

8–digit strictly increasing numbers are:

12345678 12345679 12345689 12345789 12346789 12356789 12456789 13456789 23456789

7–digit strictly increasing numbers are:

1234567 1234568 1234569 1234578 1234579 1234589 1234678 1234679 1234689 1234789 1235678 1235679 1235689 1235789 1236789 1245678 1245679 1245689 1245789 1246789 1256789 1345678 1345679 1345689 1345789 1346789 1356789 1456789 2345678 2345679 2345689 2345789 2346789 2356789 2456789 3456789

#include <stdio.h>

// Function to find all n–digit strictly increasing

// numbers in a bottom-up manner

void printStrictlyInc(int prev, char result[], int index, int size)

{

// If the array becomes n–digit

if (index == size)

{

// null terminate the character array and print it

result[index] = '\0';

printf("%s ", result);

return;

}

// start from the next digit (the last digit is `prev` at `result[index-1]`)

for (int i = prev + 1; i <= 9; i++)

{

// put digit `i` in the current index

result[index] = '0' + i;

// recur for the next index

printStrictlyInc(i, result, index + 1, size);

}

}

int main(void)

{

int n = 7;

char result[n + 1]; // stores output

printStrictlyInc(0, result, 0, n);

return 0;

}

# 12. Write an efficient algorithm to construct the longest palindrome by shuffling or deleting characters from a given string.

Input: ABBDAB

Output: The longest palindrome is BABAB (or BADAB or ABBBA or ABDBA)

Input: ABCDD

Output: The longest palindrome is DAD (or DBD or DCD)

#include <iostream>

#include <unordered\_map>

using namespace std;

// Construct the longest palindrome by shuffling or deleting

// characters from a given string

string longestPalindrome(string str)

{

// create a frequency map for characters of a given string

unordered\_map<char, int> freq;

for (char ch: str) {

freq[ch]++;

}

string mid\_char; // stores odd character

string left; // stores left substring

// iterate through the frequency map

for (auto p: freq)

{

char ch = p.first; // get current character

int count = p.second; // get character frequency

// if the current character's frequency is odd,

// update mid to current char (and discard the old one)

if (count & 1) {

mid\_char = ch;

}

// append half of the characters to the left substring

// (the other half goes to the right substring in reverse order)

left.append(count/2, ch);

}

// the right substring will be the reverse of the left substring

string right(left.rbegin(), left.rend());

// return string formed by the left substring, mid-character (if any),

// and the right substring

return (left + mid\_char + right);

}

int main()

{

string str = "ABBDAB";

cout << "The longest palindrome is " << longestPalindrome(str);

return 0;

}

# 13. Given a positive number n, find all strings of length n containing balanced parentheses.

Input: n = 4

Output:

(())

()()

Input: n = 6

Output:

((()))

(()())

(())()

()(())

()()()

Input: n = 5

Output: Invalid input

| #include <iostream>  #include <string>  using namespace std;    // Function to find all strings of length `n` containing balanced parentheses  void balParenthesis(int n, string str, int open)  {  // if `n` is odd with no open parentheses, balanced parentheses  // cannot be formed  if ((n & 1) && !open) {  return;  }    // base case: length `n` is reached  if (n == 0)  {  // if the output string contains all balanced parenthesis, print it  if (open == 0) {  cout << str << endl;  }  return;  }    // Optimization: return if we cannot close all open parentheses with  // left characters  if (open > n) {  return;  }    // recur with open parentheses  balParenthesis(n - 1, str + "(", open + 1);    // recur with closed parentheses only if the output string has at least  // one unclosed parentheses  if (open > 0) {  balParenthesis(n - 1, str + ")", open - 1);  }  }    int main()  {  int n = 6;  balParenthesis(n, "", 0);  return 0;  } |
| --- |

# 14. Given two integer arrays, reorder elements of the first array by the order of elements defined by the second array.

The elements that are not present in the second array but present in the first array should be appended at the end sorted. The second array can contain some extra elements which are not part of the first array.

Input:first = [5, 8, 9, 3, 5, 7, 1, 3, 4, 9, 3, 5, 1, 8, 4]

second = [3, 5, 7, 2]

Output: [3, 3, 3, 5, 5, 5, 7, 1, 1, 4, 4, 8, 8, 9, 9]

#include <iostream>

#include <unordered\_map>

#include <algorithm>

using namespace std;

void customSort(int first[], int second[], int m, int n)

{

// map to store the frequency of each element of the first array

unordered\_map<int, int> freq;

// find the frequency of each element of the first array and

// store it in a map

for (int i = 0; i < m; i++) {

freq[first[i]]++;

}

// Note that once we have the frequencies of all elements of

// the first array, we can overwrite elements of the first array

int index = 0;

// do for every element of the second array

for (int i = 0; i < n; i++)

{

// If the current element is present on the map, print it `n` times

// where `n` is the frequency of that element in the first array

while (freq[second[i]])

{

first[index++] = second[i];

freq[second[i]]--;

}

// erase the element from the map

freq.erase(second[i]);

}

// Now we are left with elements only present in the first array,

// but not in the second array.

// Sort the remaining elements present on the map (Note that the keys are

// already sorted if we use `std::map`)

int i = index;

for (auto it = freq.begin(); it != freq.end(); it++)

{

while (it->second--) {

first[index++] = (it->first);

}

}

// sort the remaining elements

sort(first + i, first + index);

}

// Utility function to print the first `n` elements of an array `arr`

void printArray(int arr[], int n)

{

for (int i = 0; i < n; i++) {

cout << arr[i] << " ";

}

cout << endl;

}

int main()

{

int first[] = { 5, 8, 9, 3, 5, 7, 1, 3, 4, 9, 3, 5, 1, 8, 4 };

int second[] = { 3, 5, 7, 2 };

int m = sizeof(first) / sizeof(first[0]);

int n = sizeof(second) / sizeof(second[0]);

customSort(first, second, m, n);

cout << "The array after sorting is ";

printArray(first, m);

return 0;

}

# 15. Given an M × N rectangular grid, print all routes in the grid that start at the first cell (0, 0) and ends at the last cell (M-1, N-1). We can move down or right or diagonally (down-right), but not up or left.

**Input:**

**{ 1, 2, 3 }**

**{ 4, 5, 6 }**

**{ 7, 8, 9 }**

**Output:**

**[ 1, 4, 7, 8, 9 ]**

**[ 1, 4, 5, 8, 9 ]**

**[ 1, 4, 5, 6, 9 ]**

**[ 1, 4, 5, 9 ]**

**[ 1, 4, 8, 9 ]**

**[ 1, 2, 5, 8, 9 ]**

**[ 1, 2, 5, 6, 9 ]**

**[ 1, 2, 5, 9 ]**

**[ 1, 2, 3, 6, 9 ]**

**[ 1, 2, 6, 9 ]**

**[ 1, 5, 8, 9 ]**

**[ 1, 5, 6, 9 ]**

**[ 1, 5, 9 ]**

**#include <iostream>**

**#include <vector>**

**using namespace std;**

**// Recursive function to get all routes in a rectangular grid**

**// that start at cell (i, j) and ends at the last cell (M-1, N-1).**

**void printPaths(vector<vector<int>> const &mat, vector<int> &route, int i, int j)**

**{**

**// base case**

**if (mat.size() == 0) {**

**return;**

**}**

**// `M × N` matrix**

**int M = mat.size();**

**int N = mat[0].size();**

**// if the last cell is reached**

**if (i == M - 1 && j == N - 1)**

**{**

**// print the current route**

**for (int i: route) {**

**cout << i << ", ";**

**}**

**cout << mat[i][j] << endl;**

**return;**

**}**

**// include current cell in route**

**route.push\_back(mat[i][j]);**

**// move down**

**if (i + 1 < M) {**

**printPaths(mat, route, i + 1, j);**

**}**

**// move right**

**if (j + 1 < N) {**

**printPaths(mat, route, i, j + 1);**

**}**

**// move diagonally**

**if (i + 1 < M && j + 1 < N) {**

**printPaths(mat, route, i + 1, j + 1);**

**}**

**// backtrack**

**route.pop\_back();**

**}**

**// Print all routes in a rectangular grid**

**void printPaths(vector<vector<int>> const &mat)**

**{**

**// vector to store the current route**

**vector<int> route;**

**// start from the first cell (0, 0)**

**printPaths(mat, route, 0, 0);**

**}**

**int main()**

**{**

**vector<vector<int>> mat =**

**{**

**{ 1, 2, 3 },**

**{ 4, 5, 6 },**

**{ 7, 8, 9 }**

**};**

**printPaths(mat);**

**return 0;**

**}**

# 16. Write an efficient code to clone a linked list with each node containing an additional random pointer. The random pointer can point to any random node of the linked list or null.

To clone a linked list with random pointers, maintain a [hash table](https://www.techiedelight.com/hashing-in-data-structure/) for storing the mappings from a linked list node to its clone. We create a new node with the same data for each node in the original linked list and recursively set its next pointers. We also create a mapping from the original node to the duplicate node in the hash table. Finally, traverse the original linked list again and update the duplicate nodes’ random pointers using the hash table.

#include <iostream>

#include <unordered\_map>

using namespace std;

// A linked list node with a random pointer

struct Node

{

int data;

Node\* next;

Node\* random;

// Constructor

Node(int data)

{

this->data = data;

this->next = nullptr;

this->random = nullptr;

}

};

// Recursive function to print a linked list

void traverse(Node\* head)

{

if (head == nullptr)

{

cout << "null" << endl;

return;

}

// print current node data and random pointer data

if (head->random) {

cout << head->data << "(" << head->random->data << ") —> ";

}

else {

cout << head->data << "(" << "X" << ") —> ";

}

// recur for the next node

traverse(head->next);

}

// Recursive function to copy random pointers from the original linked list

// into the cloned linked list using the map

void updateRandomPointers(Node\* head, unordered\_map<Node\*, Node\*> &map)

{

// base case

if (map[head] == nullptr) {

return;

}

// update the random pointer of the cloned node

map[head]->random = map[head->random];

// recur for the next node

updateRandomPointers(head->next, map);

}

// Recursive function to clone the data and next pointer for each node

// of the linked list into a given map

Node\* cloneLinkedList(Node\* head, unordered\_map<Node\*, Node\*> &map)

{

// base case

if (head == nullptr) {

return nullptr;

}

// clone all fields of the head node except the random pointer

// create a new node with the same data as the head node

map[head] = new Node(head->data);

// clone the next node

map[head]->next = cloneLinkedList(head->next, map);

// return cloned head node

return map[head];

}

// Function to clone a linked list having random pointers

Node\* cloneLinkedList(Node\* head)

{

// Create a map to store mappings from a node to its clone

unordered\_map<Node\*, Node\*> map;

// clone data and next pointer for each node of the original

// linked list and put references into the map

cloneLinkedList(head, map);

// update random pointers from the original linked list in the map

updateRandomPointers(head, map);

// return the cloned head node

return map[head];

}

int main()

{

Node\* head = new Node(1);

head->next = new Node(2);

head->next->next = new Node(3);

head->next->next->next = new Node(4);

head->next->next->next->next = new Node(5);

head->random = head->next->next->next;

head->next->next->random = head->next;

cout << "Original Linked List:\n";

traverse(head);

Node\* clone = cloneLinkedList(head);

cout << "\nCloned Linked List:\n";

traverse(clone);

return 0;

}

# 17. Given a map containing employee to manager mappings, find all employees under each manager who directly or indirectly reports him.

**For example, consider the following employee-manager pairs:**

A —> A

B —> A

C —> B

D —> B

E —> D

F —> E

Here, A reports to himself, i.e., A is head of the company and is the manager of employee B. B is the manager of employees C and D, D is the manager of employee E, E is the manager of employee F, C, and F is not managers of any employee.

**Output:**

A —> [B, D, C, E, F]

B —> [D, C, E, F]

C —> []

D —> [E, F]

E —> [F]

F —> []

#include <iostream>

#include <unordered\_set>

#include <unordered\_map>

using namespace std;

// Utility function to print a unordered\_set

void printSet(char c, unordered\_set<char> const &v)

{

cout << c << " —> [";

int n = v.size();

for (auto i: v) {

cout << i;

if (--n) {

cout << ", ";

}

}

cout << "]\n";

}

// Recursive DP function to find all employees who directly or indirectly

// report to a given manager and store the result in `result`

unordered\_set<char> findAllReportingEmployees(char manager,

auto &managerToEmployeeMappings,

auto &result)

{

// if the subproblem is already seen before

if (result.find(manager) != result.end())

{

// return the already computed mapping

return result[manager];

}

// find all employees reporting directly to the current manager

unordered\_set<char> managerEmployees = managerToEmployeeMappings[manager];

// find all employees reporting indirectly to the current manager

for (char reportee: managerToEmployeeMappings[manager])

{

// find all employees reporting to the current employee

unordered\_set<char> employees = findAllReportingEmployees(reportee,

managerToEmployeeMappings, result);

// move those employees to the current manager

for (char c: employees) {

managerEmployees.insert(c);

}

}

// save the result to avoid recomputation and return it

result[manager] = managerEmployees;

return managerEmployees;

}

// Find all employees who directly or indirectly reports to a manager

unordered\_map<char, unordered\_set<char>> findEmployees(auto &employeeToManagerMappings)

{

// store manager to employee mappings in a new map.

// `unordered\_set<char>` is used since a manager can have several employees mapped

unordered\_map<char, unordered\_set<char>> managerToEmployeeMappings;

// fill the above map with the manager to employee mappings

for (auto it: employeeToManagerMappings)

{

char employee = it.first;

char manager = it.second;

// don't map an employee with itself

if (employee != manager) {

managerToEmployeeMappings[manager].insert(employee);

}

}

// construct an ordered map to store the result

unordered\_map<char, unordered\_set<char>> result;

// find all reporting employees (direct and indirect) for every manager

// and store the result in a map

for (auto p: employeeToManagerMappings) {

findAllReportingEmployees(p.first, managerToEmployeeMappings, result);

}

return result;

}

int main()

{

// construct a mapping from employee to manager

unordered\_map<char, char> employeeToManagerMappings = {

{'A', 'A'}, {'B', 'A'}, {'C', 'B'}, {'D', 'B'}, {'E', 'D'}, {'F', 'E'}

};

auto result = findEmployees(employeeToManagerMappings);

// print contents of the resulting map

for (auto p: result) {

printSet(p.first, p.second);

}

return 0;

}

# 18. Write an efficient algorithm to reverse the specified portion of a given linked list.

**Input:**

**Linked List: 1 —> 2 —> 3 —> 4 —> 5 —> 6 —> 7 —> None**

**start position = 2**

**end position = 5**

**Output: 1 —> 5 —> 4 —> 3 —> 2 —> 6 —> 7 —> None**

**#include <iostream>**

**#include <string>**

**using namespace std;**

**// A Linked List Node**

**struct Node**

**{**

**int data;**

**Node\* next;**

**};**

**// Utility function to print a linked list**

**void printList(string msg, Node\* head)**

**{**

**cout << msg;**

**Node\* ptr = head;**

**while (ptr)**

**{**

**cout << ptr->data << " —> ";**

**ptr = ptr->next;**

**}**

**cout << "null" << endl;**

**}**

**// Helper function to insert a new node at the beginning of the linked list**

**void push(Node\*\* head, int data)**

**{**

**Node\* newNode = new Node();**

**newNode->data = data;**

**newNode->next = \*head;**

**\*head = newNode;**

**}**

**// Iteratively reverse a linked list from position `m` to `n`**

**// Note that the head is passed by reference**

**void reverse(Node\* &head, int m, int n)**

**{**

**// base case**

**if (m > n) {**

**return;**

**}**

**Node\* prev = NULL; // the previous pointer**

**Node\* curr = head; // the main pointer**

**// 1. Skip the first `m` nodes**

**for (int i = 1; curr != NULL && i < m; i++)**

**{**

**prev = curr;**

**curr = curr->next;**

**}**

**// `prev` now points to (m-1)'th node**

**// `curr` now points to m'th node**

**Node\* start = curr;**

**Node\* end = NULL;**

**// 2. Traverse and reverse the sublist from position `m` to `n`**

**for (int i = 1; curr != NULL && i <= n - m + 1; i++)**

**{**

**// Take note of the next node**

**Node\* next = curr->next;**

**// move the current node onto the `end`**

**curr->next = end;**

**end = curr;**

**// move to the next node**

**curr = next;**

**}**

**/\***

**`start` points to the m'th node**

**`end` now points to the n'th node**

**`curr` now points to the (n+1)'th node**

**\*/**

**// 3. Fix the pointers and return the head node**

**if (start)**

**{**

**start->next = curr;**

**if (prev != NULL) {**

**prev->next = end;**

**}**

**// when m = 1, `prev` is nullptr**

**else {**

**// fix the head pointer to point to the new front**

**head = end;**

**}**

**}**

**}**

**int main()**

**{**

**int m = 2, n = 5;**

**Node\* head = NULL;**

**for (int i = 7; i >= 1; i--) {**

**push(&head, i);**

**}**

**printList("Original linked list: ", head);**

**reverse(head, m, n);**

**printList("Reversed linked list: ", head);**

**return 0;**

**}**

# 19. Generate fair results from a biased coin that prefers one side of the coin over another and returns TAILS with p probability and HEADS with 1-p probability where p != (1-p).

We can use the given biased coin for fair results by making two calls from the biased coin instead of one call. If the results of both calls match (both are HEADS, or both are TAILS), discard the results and start over. If the results differ, consider the first result.

How this works?

Suppose we have a biased() function that returns TAILS with p probability and HEADS with 1-p probability. We make two independent subsequent calls to the biased() and store the results. Then there are four possible possibilities:

1. The probability that both calls returns TAILS = p × p
2. The probability that both calls returns HEADS = (1 - p) × (1 - p)
3. The probability that the first call returns TAILS, and the second call returns HEADS = p × (1 - p)
4. The probability that the first call returns HEADS, and the second call returns TAILS = (1 - p) × p

Clearly, the biased coin has the same probability of getting TAILS and then HEADS as the probability of getting HEADS and then TAILS.

So if we exclude the events of two HEADS and two TAILS by repeating the procedure, we are left with the only two remaining outcomes having equivalent probability. That’s the reason why we will get a fair result.

#include <stdio.h>

#include <stdlib.h>

#define HEADS 1

#define TAILS 0

// A biased function that returns TAILS with probability `p` and

// HEADS with `1-p` probability

int biased()

{

// generate a random number between 0–99, both inclusive

int r = rand() % 100;

// return TAILS if we got a number between [0–79]; otherwise, return HEADS

return (r <= 79)? TAILS: HEADS;

}

// Return HEADS and TAILS with equal probability using the specified function

int generate()

{

while (1)

{

int first = biased();

int second = biased();

if (first != second) {

return first; // or return second

}

}

}

int main(void)

{

int x = 0, y = 0;

for (int i = 0; i < 100000; i++)

{

int val = generate();

(val == 0) ? x++ : y++;

}

printf("0 ~ %f%\n1 ~ %f%%", x/1000.0, y/1000.0);

return 0;

}

# **20, Least cost path in a digraph from a given source to a destination having exactly `m` edges**

Given a weighted digraph (directed graph), find the least-cost path from a given source to a given destination with exactly m edges.

For example, consider the following graph,
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Let source = 0, destination = 3, number of edges (m) = 4.

The graph has 3 routes from source 0 to destination 3 with 4 edges.

0—1—5—2—3 having cost 17

0—1—6—5—3 having cost 19

0—6—5—2—3 having cost 8

The solution should return the least-cost, i.e., 8.

[Practice this problem](https://techiedelight.com/practice/?problem=LeastCostPathII)

Whenever we see the term *shortest*, the first thing we should think about is doing a [BFS traversal](https://www.techiedelight.com/breadth-first-search/). So, here also, we start BFS traversal from the given source vertex. Usually, BFS doesn’t explore already discovered vertices again, but here we do the opposite. To cover all possible paths from source to destination, remove this check from BFS. But what if the graph contains a cycle? Removing this check will cause the program to go into an infinite loop. We can easily handle that if we don’t consider nodes having a BFS depth of more than m.

The solution below maintains the following information in a BFS queue node:

* The current vertex number.
* The current depth of BFS (i.e., how far the current node is from the source?).
* The cost of the current path chosen so far.

Whenever we encounter any node whose cost of a path is more and required BFS depth is reached, update the result. The BFS will terminate when we have explored every path in the given graph or BFS depth exceeds m.

| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106  107  108 | #include <iostream>  #include <queue>  #include <vector>  #include <climits>  using namespace std;    // Data structure to store a graph edge  struct Edge {  int src, dest, weight;  };    // A class to represent a graph object  class Graph  {  public:  // a vector of vectors to represent an adjacency list  vector<vector<Edge>> adjList;    // Graph Constructor  Graph(vector<Edge> const &edges, int n)  {  // resize the vector to hold `n` elements of type vector<Edge>  adjList.resize(n);    // add edges to the directed graph  for (auto &edge: edges) {  adjList[edge.src].push\_back(edge);  }  }  };    // A BFS Node  struct Node {  int vertex, depth, weight;  };    // Perform BFS on graph `g` starting from vertex `v`  int findLeastCost(Graph const &g, int src, int dest, int m)  {  // create a queue for doing BFS  queue<Node> q;    // enqueue source vertex  q.push({src, 0, 0});    // stores least-cost from source to destination  int minCost = INT\_MAX;    // loop till queue is empty  while (!q.empty())  {  // dequeue front node  Node node = q.front();  q.pop();    int v = node.vertex;  int depth = node.depth;  int cost = node.weight;    // if the destination is reached and BFS depth is equal to `m`,  // update the minimum cost calculated so far  if (v == dest && depth == m) {  minCost = min(minCost, cost);  }    // don't consider nodes having a BFS depth more than `m`.  // This check will result in optimized code and handle cycles  // in the graph (otherwise, the loop will never break)  if (depth > m) {  break;  }    // do for every adjacent edge of `v`  for (Edge edge: g.adjList[v])  {  // push every vertex (discovered or undiscovered) into  // the queue with depth as +1 of parent and cost equal  // to the cost of parent plus the current edge weight  q.push({edge.dest, depth + 1, cost + edge.weight});  }  }    // return least-cost  return minCost;  }    int main()  {  // vector of graph edges as per the above diagram  vector<Edge> edges =  {  {0, 6, -1}, {0, 1, 5}, {1, 6, 3}, {1, 5, 5}, {1, 2, 7}, {2, 3, 8}, {3, 4, 10},  {5, 2, -1}, {5, 3, 9}, {5, 4, 1}, {6, 5, 2}, {7, 6, 9}, {7, 1, 6}  };    // total number of nodes in the graph (labelled from 0 to 7)  int n = 8;    // build a graph from the given edges  Graph g(edges, n);    int src = 0, dest = 3, m = 4;    // Perform modified BFS traversal from source vertex `src`  cout << findLeastCost(g, src, dest, m);    return 0;  } |
| --- | --- |

[Download](https://www.techiedelight.com/code/iokgoB) [Run Code](https://techiedelight.com/compiler/?run=iokgoB)

**Output:**

# **21, Total paths in a digraph from a given source to a destination having exactly `m` edges**

Given a digraph (directed graph), find the total number of routes to reach the destination from a given source with exactly m edges.

For example, consider the following graph:
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Let source = 0, destination = 3, number of edges m = 4. The graph has 3 routes from source 0 to destination 3 with 4 edges. The solution should return the total number of routes 3.

0 —> 1 —> 5 —> 2 —> 3

0 —> 1 —> 6 —> 5 —> 3

0 —> 6 —> 5 —> 2 —> 3

[Practice this problem](https://techiedelight.com/practice/?problem=TotalPathsInDigraph)

The idea is to do a [BFS traversal](https://www.techiedelight.com/breadth-first-search/) from the given source vertex. BFS is generally used to find the shortest paths in graphs/matrices, but we can modify normal BFS to meet our requirements. Usually, BFS doesn’t explore already discovered vertices again, but here we do the opposite. To cover all possible paths from source to destination, remove this check from BFS. But if the graph contains a [cycle](https://www.techiedelight.com/check-undirected-graph-contains-cycle-not/), removing this check will cause the program to go into an infinite loop. We can easily handle that if we don’t consider nodes having a BFS depth of more than m. Basically, we maintain two things in the BFS queue node:

* The current vertex number.
* The current depth of BFS (i.e., how far away from the current node is from the source?).

So, whenever the destination vertex is reached and BFS depth is equal to m, we update the result. The BFS will terminate when we have explored every path in the given graph or BFS depth exceeds m. Following is the implementation in C++, Java, and Python based on the above idea:

| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106 | #include <iostream>  #include <vector>  #include <queue>  using namespace std;    // Data structure to store a graph edge  struct Edge {  int src, dest;  };    // A class to represent a graph object  class Graph  {  public:  // a vector of vectors to represent an adjacency list  vector<vector<int>> adjList;    // Graph Constructor  Graph(vector<Edge> const &edges, int n)  {  // resize the vector to hold `n` elements of type `vector<int>`  adjList.resize(n);    // add edges to the directed graph  for (auto &edge: edges) {  adjList[edge.src].push\_back(edge.dest);  }  }  };    // A BFS Node  struct Node  {  // stores current vertex number and the current depth of  // BFS (how far away from the source current node is)  int vertex, depth;  };    // Perform BFS on graph `graph` starting from vertex `v`  int findTotalPaths(Graph const &graph, int src, int dest, int m)  {  // create a queue for doing BFS  queue<Node> q;    // enqueue source vertex  q.push({src, 0});    // stores number of paths from source to destination having exactly `m` edges  int count = 0;    // loop till queue is empty  while (!q.empty())  {  // dequeue front node  Node node = q.front();  q.pop();    int v = node.vertex;  int depth = node.depth;    // if the destination is reached and BFS depth is equal to `m`, update count  if (v == dest && depth == m) {  count++;  }    // don't consider nodes having a BFS depth more than `m`.  // This check will result in optimized code and handle cycles  // in the graph (otherwise, the loop will never break)  if (depth > m) {  break;  }    // do for every adjacent vertex `u` of `v`  for (int u: graph.adjList[v])  {  // enqueue every vertex (discovered or undiscovered)  q.push({u, depth + 1});  }  }    // return number of paths from source to destination  return count;  }    int main()  {  // vector of graph edges as per the above diagram  vector<Edge> edges =  {  {0, 6}, {0, 1}, {1, 6}, {1, 5}, {1, 2}, {2, 3}, {3, 4},  {5, 2}, {5, 3}, {5, 4}, {6, 5}, {7, 6}, {7, 1}  };    // total number of nodes in the graph  int n = 8;    // build a graph from the given edges  Graph graph(edges, n);    int src = 0, dest = 3, m = 4;    // Do modified BFS traversal from the source vertex src  cout << findTotalPaths(graph, src, dest, m);    return 0;  } |
| --- | --- |

# **22, Find maximum cost path in a graph from a given source to a given destination**

Given a weighted undirected graph, find the maximum cost path from a given source to any other vertex in the graph which is greater than a given cost. The path should not contain any cycles.

For example, consider the following graph,
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Let source = 0 and cost = 50.

The maximum cost route from source vertex 0 is 0—6—7—1—2—5—3—4, having cost 51, which is more than cost 50. The solution should return 51.
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[Practice this problem](https://techiedelight.com/practice/?problem=MaximumCostPath)

The idea is to do a [Breadth–first search (BFS)](https://www.techiedelight.com/breadth-first-search/) traversal. BFS is generally used to find the shortest paths in graphs/matrices, but we can modify normal BFS to meet our requirements. By modifying BFS, we don’t mean using a [priority queue](https://www.techiedelight.com/introduction-priority-queues-using-binary-heaps/) that picks up the maximum weighted edge at every step, as that approach will fail. A low-weight edge can also be involved in the maximum cost path as there might be higher weight edges connected through it.

So, how can we use BFS?

Usually, BFS doesn’t explore already discovered vertices again, but here we do the opposite. To cover all possible paths from a given source, remove this check from BFS. But if the graph contains a [cycle](https://www.techiedelight.com/check-undirected-graph-contains-cycle-not/), removing this check will cause the program to go into an infinite loop. We can easily handle that if we maintain a list of nodes visited so far in the current path for a node in a queue. Basically, we maintain three things in the BFS queue node:

* The current vertex number.
* The cost of the current path chosen so far.
* The set of nodes visited so far in the current path.

Whenever we encounter any node whose cost of a path is more, update the result. The BFS will terminate when we have explored every path that doesn’t result in a cycle.

#include <iostream>

#include <queue>

#include <vector>

#include <set>

#include <climits>

using namespace std;

// Data structure to store a graph edge

struct Edge {

int src, dest, weight;

};

// A class to represent a graph object

class Graph

{

public:

// a vector of vectors of `Edge` to represent an adjacency list

vector<vector<Edge>> adjList;

// Constructor

Graph(vector<Edge> const &edges, int n)

{

// resize the vector to hold `n` elements of type vector<Edge>

adjList.resize(n);

// add edges to the undirected graph

for (auto &edge: edges)

{

int src = edge.src;

int dest = edge.dest;

int weight = edge.weight;

adjList[src].push\_back({src, dest, weight});

adjList[dest].push\_back({dest, src, weight});

}

}

};

// A BFS Node

struct Node

{

// current vertex number and cost of the current path

int vertex, weight;

// set of nodes visited so far in the current path

set<int> s;

};

// Perform BFS on graph `graph` starting from vertex `v`

int findMaxCost(Graph const &graph, int src, int k)

{

// create a queue for doing BFS

queue<Node> q;

// add source vertex to set and enqueue it

set<int> vertices;

vertices.insert(src);

q.push({src, 0, vertices});

// stores maximum cost of a path from the source

int maxCost = INT\_MIN;

// loop till queue is empty

while (!q.empty())

{

// dequeue front node

Node node = q.front();

q.pop();

int v = node.vertex;

int cost = node.weight;

vertices = node.s;

// if the destination is reached and BFS depth is equal to `m`,

// update the minimum cost calculated so far

if (cost > k) {

maxCost = max(maxCost, cost);

}

// do for every adjacent edge of `v`

for (Edge edge: graph.adjList[v])

{

// check for a cycle

if (vertices.find(edge.dest) == vertices.end())

{

// add current node to the path

set<int> s = vertices;

s.insert(edge.dest);

// push every vertex (discovered or undiscovered) into

// the queue with a cost equal to the

// parent's cost plus the current edge's weight

q.push({edge.dest, cost + edge.weight, s});

}

}

}

// return max-cost

return maxCost;

}

int main()

{

// vector of graph edges as per the above diagram

vector<Edge> edges =

{

{0, 6, 11}, {0, 1, 5}, {1, 6, 3}, {1, 5, 5}, {1, 2, 7},

{2, 3, -8}, {3, 4, 10}, {5, 2, -1}, {5, 3, 9}, {5, 4, 1},

{6, 5, 2}, {7, 6, 9}, {7, 1, 6}

};

// total number of nodes in the graph (labelled from 0 to 7)

int n = 8;

// build a graph from the given edges

Graph graph(edges, n);

int src = 0;

int cost = 50;

// Start modified BFS traversal from source vertex `src`

int maxCost = findMaxCost(graph, src, cost);

if (maxCost != INT\_MIN) {

cout << maxCost;

}

else {

cout << "All paths from source have their costs < " << cost;

}

return 0;

}

# **23, Check if an undirected graph contains a cycle or not**

Given a connected undirected graph, check if it contains any cycle or not.

For example, the following graph contains a cycle 2–5–10–6–2:
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When we do a [Breadth–first search (BFS)](https://www.techiedelight.com/breadth-first-search/) from any vertex v in an undirected graph, we may encounter **a cross-edge** that points to a previously discovered vertex that is neither an ancestor nor a descendant of the current vertex. Each “cross edge” defines a cycle in an undirected graph. If the cross edge is x —> y, then since y is already discovered, we have a path from v to y (or from y to v since the graph is undirected), where v is the starting vertex of BFS. So, we can say that we have a path v ~~ x ~ y ~~ v that forms a cycle. (Here, ~~ represents one more edge in the path, and ~ represents a direct edge).

#include <iostream>

#include <vector>

#include <queue>

using namespace std;

// Data structure to store a graph edge

struct Edge {

int src, dest;

};

// A class to represent a graph object

class Graph

{

public:

// a vector of vectors to represent an adjacency list

vector<vector<int>> adjList;

// Graph Constructor

Graph(vector<Edge> const &edges, int n)

{

// resize the vector to hold `n` elements of type `vector<int>`

adjList.resize(n);

// add edges to the undirected graph

for (auto &edge: edges)

{

adjList[edge.src].push\_back(edge.dest);

adjList[edge.dest].push\_back(edge.src);

}

}

};

// Node to store vertex and its parent info in BFS

struct Node {

int v, parent;

};

// Perform BFS on the graph starting from vertex `src` and

// return true if a cycle is found in the graph

bool BFS(Graph const &graph, int src, int n)

{

// to keep track of whether a vertex is discovered or not

vector<bool> discovered(n);

// mark the source vertex as discovered

discovered[src] = true;

// create a queue for doing BFS and

// enqueue source vertex

queue<Node> q;

q.push({src, -1});

// loop till queue is empty

while (!q.empty())

{

// dequeue front node and print it

Node node = q.front();

q.pop();

// do for every edge (v, u)

for (int u: graph.adjList[node.v])

{

if (!discovered[u])

{

// mark it as discovered

discovered[u] = true;

// construct the queue node containing info

// about vertex and enqueue it

q.push({ u, node.v });

}

// `u` is discovered, and `u` is not a parent

else if (u != node.parent)

{

// we found a cross-edge, i.e., the cycle is found

return true;

}

}

}

// no cross-edges were found in the graph

return false;

}

int main()

{

// initialize edges

vector<Edge> edges =

{

{0, 1}, {0, 2}, {0, 3}, {1, 4}, {1, 5}, {4, 8},

{4, 9}, {3, 6}, {3, 7}, {6, 10}, {6, 11}, {5, 9}

// edge {5, 9} introduces a cycle in the graph

};

// total number of nodes in the graph (0 to 11)

int n = 12;

// build a graph from the given edges

Graph graph(edges, n);

// Perform BFS traversal in connected components of a graph

if (BFS(graph, 0, n)) {

cout << "The graph contains a cycle";

}

else {

cout << "The graph doesn't contain any cycle";

}

return 0;

}

# **24, Breadth-First Search (BFS) – Iterative and Recursive Implementation**

Breadth–first search (BFS) is an algorithm for traversing or searching tree or graph data structures. It starts at the tree root (or some arbitrary node of a graph, sometimes referred to as a ‘search key’) and explores the neighbor nodes first before moving to the next-level neighbors.

The following graph shows the order in which the nodes are discovered in BFS:
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#include <iostream>

#include <queue>

#include <vector>

using namespace std;

// Data structure to store a graph edge

struct Edge {

int src, dest;

};

// A class to represent a graph object

class Graph

{

public:

// a vector of vectors to represent an adjacency list

vector<vector<int>> adjList;

// Graph Constructor

Graph(vector<Edge> const &edges, int n)

{

// resize the vector to hold `n` elements of type `vector<int>`

adjList.resize(n);

// add edges to the undirected graph

for (auto &edge: edges)

{

adjList[edge.src].push\_back(edge.dest);

adjList[edge.dest].push\_back(edge.src);

}

}

};

// Perform BFS on the graph starting from vertex `v`

void BFS(Graph const &graph, int v, vector<bool> &discovered)

{

// create a queue for doing BFS

queue<int> q;

// mark the source vertex as discovered

discovered[v] = true;

// enqueue source vertex

q.push(v);

// loop till queue is empty

while (!q.empty())

{

// dequeue front node and print it

v = q.front();

q.pop();

cout << v << " ";

// do for every edge (v, u)

for (int u: graph.adjList[v])

{

if (!discovered[u])

{

// mark it as discovered and enqueue it

discovered[u] = true;

q.push(u);

}

}

}

}

int main()

{

// vector of graph edges as per the above diagram

vector<Edge> edges = {

{1, 2}, {1, 3}, {1, 4}, {2, 5}, {2, 6}, {5, 9},

{5, 10}, {4, 7}, {4, 8}, {7, 11}, {7, 12}

// vertex 0, 13, and 14 are single nodes

};

// total number of nodes in the graph (labelled from 0 to 14)

int n = 15;

// build a graph from the given edges

Graph graph(edges, n);

// to keep track of whether a vertex is discovered or not

vector<bool> discovered(n, false);

// Perform BFS traversal from all undiscovered nodes to

// cover all connected components of a graph

for (int i = 0; i < n; i++)

{

if (discovered[i] == false)

{

// start BFS traversal from vertex `i`

BFS(graph, i, discovered);

}

}

return 0;

}

# **25, Convert a multilevel linked list to a singly linked list**

Given a multilevel linked list, convert it into a [singly linked list](https://www.techiedelight.com/introduction-linked-lists/) so that all nodes of the first level appear first, followed by all nodes of the second level, and so on.

The multilevel linked list is similar to the simple linked list, except that it has one extra field that points to that node’s child. The child may point to a separate list altogether, which may have children of its own.

For example, consider the following multilevel linked list:

![](data:image/png;base64,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)

We should convert it into list 1—>2—>3—>4—>5—>6—>7—>8—>9—>10—>11—>12—>null.

The idea is to use the [queue data structure](https://www.techiedelight.com/queue-implementation-cpp/) to solve this problem. We start by traversing the list horizontally from the head node using the next pointer, and whenever a node with a child is found, insert the child node into a queue. If the end of the list is reached, dequeue the front node, set it as the next node of the last encountered node, and repeat the entire process till the queue becomes empty.

#include <iostream>

#include <vector>

#include <queue>

using namespace std;

// A Linked List Node

struct Node

{

int data;

Node \*next, \*child;

};

// Helper function to create a new node with the given data and

// pushes it onto the list's front

void push(Node\* &headRef, int data)

{

Node\* newNode = new Node;

newNode->data = data;

newNode->next = headRef;

newNode->child = nullptr;

headRef = newNode;

}

// Helper function to create a linked list with elements of a given vector

Node\* createHorizontalList(vector<int> const &input)

{

Node\* head = nullptr;

for (int i = input.size() - 1; i >= 0; i--) {

push(head, input[i]);

}

return head;

}

// Function to convert a multilevel linked list into a singly linked list

void convertList(Node\* const head)

{

Node\* curr = head;

queue<Node\*> q;

// process all nodes

while (curr)

{

// last node is reached

if (curr->next == nullptr)

{

// dequeue the front node and set it as the next node of the current node

curr->next = q.front();

q.pop();

}

// if the current node has a child

if (curr->child) {

q.push(curr->child);

}

// advance the current node

curr = curr->next;

}

}

// Helper function to print a given linked list

void printList(Node\* const head)

{

Node\* ptr = head;

while (ptr)

{

cout << ptr->data << " —> ";

ptr = ptr->next;

}

cout << "nullptr" << endl;

}

int main()

{

// create a multilevel linked list

Node\* head = createHorizontalList({1, 2, 3, 4, 5});

head->child = createHorizontalList({6, 7});

head->next->next->child = createHorizontalList({8, 9});

head->child->next->child = createHorizontalList({10, 11});

head->child->next->child->child = createHorizontalList({12});

convertList(head);

printList(head);

return 0;

}

# **26, Find the shortest distance of every cell from a landmine inside a maze**

Given a [maze](https://www.techiedelight.com/maze-problems-in-data-structures/) in the form of a rectangular matrix, filled with either O, X, or M, where O represents an open cell, X represents a blocked cell, and M represents landmines in the maze, find the shortest distance of every open cell in the maze from its nearest mine.

We are only allowed to travel either of the four directions, and diagonal moves are not allowed. We can assume cells with the mine have distance 0. Also, blocked and unreachable cells have distance -1.

For example,

**Input:** 6 × 5 matrix filled with O (Open cell), X (Blocked Cell), and M (Landmine).

O M O O X

O X X O M

O O O O O

O X X X O

O O M O O

O X X M O

**Output:**

1 0 1 2 -1

2 -1 -1 1 0

3 4 3 2 1

3 -1 -1 -1 2

2 1 0 1 2

3 -1 -1 0 1

[Practice this problem](https://techiedelight.com/practice/?problem=ShortestPathIII)

The idea is to perform a [BFS](https://www.techiedelight.com/breadth-first-search/) to solve this problem. Start by creating an empty [queue](https://www.techiedelight.com/circular-queue-implementation-c/) and enqueue all cells with the mines. Then loop through the queue and consider each of four adjacent cells of the front cell. Enqueue the adjacent cell (with updated distance) if it represents an open space, and its distance from the mine is yet to be calculated. Repeat the procedure till the queue is empty.

#include <iostream>

#include <vector>

#include <queue>

#include <iomanip>

using namespace std;

// A Queue Node

struct Node

{

int x; // stores x–coordinate of a matrix cell

int y; // stores y–coordinate of a matrix cell

int distance; // stores the distance of (x, y) from mine

};

// check if specified row and column are valid matrix index

bool isValid(int i, int j, int M, int N) {

return (i >= 0 && i < M) && (j >= 0 && j < N);

}

// check if the current cell is an open area, and its

// distance from the mine is not yet calculated

bool isSafe(int i, int j, vector<vector<char>> const &mat,

vector<vector<int>> const &result) {

return mat[i][j] == 'O' && result[i][j] == -1;

}

// Replace all O's in a matrix with their shortest distance

// from the nearest mine

vector<vector<int>> updateShortestDistance(vector<vector<char>> const &mat)

{

// base case

if (mat.size() == 0) {

return {};

}

// `M × N` matrix

int M = mat.size();

int N = mat[0].size();

vector<vector<int>> result(M, vector<int>(N));

// initialize an empty queue

queue<Node> q;

// find all mines location and add them to the queue

for (int i = 0; i < M; i++)

{

for (int j = 0; j < N; j++)

{

// if the current cell represents a mine

if (mat[i][j] == 'M')

{

q.push({i, j, 0});

// update mine distance as 0

result[i][j] = 0;

}

// otherwise, initialize the mine distance by -1

else {

result[i][j] = -1;

}

}

}

// arrays to get indices of four adjacent cells of a given cell

int row[] = { 0, -1, 0, 1 };

int col[] = { -1, 0, 1, 0 };

// do for each node in the queue

while (!q.empty())

{

// process front cell in the queue

int x = q.front().x;

int y = q.front().y;

int distance = q.front().distance;

// dequeue front cell

q.pop();

// update the four adjacent cells of the front node in the queue

for (int i = 0; i < 4; i++)

{

// enqueue adjacent cell if it is valid, unvisited,

// and has a path through it

if (isValid(x + row[i], y + col[i], M, N) &&

isSafe(x + row[i], y + col[i], mat, result))

{

result[x + row[i]][y + col[i]] = distance + 1;

q.push({x + row[i], y + col[i], distance + 1});

}

}

}

return result;

}

// Utility function to print a matrix

void printMatrix(vector<vector<int>> const &mat)

{

for (int i = 0; i < mat.size(); i++)

{

for (int j = 0; j < mat[0].size(); j++) {

cout << setw(3) << mat[i][j];

}

cout << endl;

}

}

int main()

{

vector<vector<char>> mat =

{

{'O', 'M', 'O', 'O', 'X'},

{'O', 'X', 'X', 'O', 'M'},

{'O', 'O', 'O', 'O', 'O'},

{'O', 'X', 'X', 'X', 'O'},

{'O', 'O', 'M', 'O', 'O'},

{'O', 'X', 'X', 'M', 'O'}

};

vector<vector<int>> output = updateShortestDistance(mat);

printMatrix(output);

return 0;

}

# **27, Snake and Ladder Problem**

Find the minimum number of throws required to win a given Snakes and Ladders board game. For example, the following game requires at least 7 dice throws to win:
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The idea is to consider the snakes and ladders board as a directed graph and run [Breadth–first search (BFS)](https://www.techiedelight.com/breadth-first-search/) from the starting node, vertex 0, as per game rules. We construct a directed graph, keeping in mind the following conditions:

1. For any vertex in graph v, we have an edge from v to v+1, v+2, v+3, v+4, v+5, v+6 as we can reach any of these nodes in one throw of dice from node v.
2. If any of these neighbors of v has a ladder or snake, which takes us to position x, then x becomes the neighbor instead of the base of the ladder or head of the snake.

Now the problem is reduced to finding the shortest path between two nodes in a directed graph problem. We represent the snakes and ladders board using a map.

#include <iostream>

#include <queue>

#include <unordered\_map>

using namespace std;

// Total number of vertices in the graph

// 10 x 10 board

#define N 100

// Data structure to store a graph edge

struct Edge {

int src, dest;

};

// A class to represent a graph object

class Graph

{

public:

// a vector of vectors to represent an adjacency list

vector<int> adjList[N + 1];

// Constructor

Graph(vector<Edge> const &edges)

{

// add edges to the graph

for (Edge edge: edges)

{

// Please note that the graph is directed

adjList[edge.src].push\_back(edge.dest);

}

}

};

// A queue node

struct Node

{

// stores number associated with graph node

int ver;

// `min\_dist` stores the minimum distance of a node from the starting vertex

int min\_dist;

};

// Perform BFS on graph `g` starting from a given source vertex

int BFS(Graph const &g, int source)

{

// create a queue for doing BFS

queue<Node> q;

// to keep track of whether a vertex is discovered or not

vector<bool> discovered(N + 1);

// mark the source vertex as discovered

discovered[source] = true;

// assign the minimum distance of the source vertex as 0 and

// enqueue it

Node node = { source, 0 };

q.push(node);

// loop till queue is empty

while (!q.empty())

{

// dequeue front node

node = q.front();

q.pop();

// Stop BFS if the last node is reached

if (node.ver == N) {

return node.min\_dist;

}

// do for every adjacent node of the current node

for (int u: g.adjList[node.ver])

{

if (!discovered[u])

{

// mark it as discovered and enqueue it

discovered[u] = true;

// assign the minimum distance of the current node

// one more than the minimum distance of the parent node

Node n = {u, node.min\_dist + 1};

q.push(n);

}

}

}

}

int findMinimumMoves(unordered\_map<int, int> &ladder, unordered\_map<int, int> &snake)

{

// find all edges involved and store them in a vector

vector<Edge> edges;

for (int i = 0; i < N; i++)

{

for (int j = 1; j <= 6 && i + j <= N; j++)

{

int src = i;

// update destination if there is any ladder

// or snake from the current position.

int dest = (ladder[i + j] || snake[i + j]) ?

(ladder[i + j] + snake[i + j]) : (i + j);

// add an edge from src to dest

Edge e = { src, dest };

edges.push\_back(e);

}

}

// construct a directed graph

Graph g(edges);

// Find the shortest path between 1 and 100 using BFS

return BFS(g, 0);

}

int main()

{

// snakes and ladders are represented using a map

unordered\_map<int, int> ladder, snake;

// insert ladders into the map

ladder[1] = 38;

ladder[4] = 14;

ladder[9] = 31;

ladder[21] = 42;

ladder[28] = 84;

ladder[51] = 67;

ladder[72] = 91;

ladder[80] = 99;

// insert snakes into the map

snake[17] = 7;

snake[54] = 34;

snake[62] = 19;

snake[64] = 60;

snake[87] = 36;

snake[93] = 73;

snake[95] = 75;

snake[98] = 79;

cout << findMinimumMoves(ladder, snake);

return 0;

}

# **28, Convert a Binary Search Tree into a Min Heap**

Given a binary search tree (BST), efficiently convert it into a min-heap. In order words, convert a binary search tree into a complete binary tree where each node has a higher value than its parent’s value.

For example, the solution should convert the BST on the left into the binary tree on the right, or any other binary tree with the same set of keys that satisfies the [structural and heap-ordering property](https://www.techiedelight.com/introduction-priority-queues-using-binary-heaps/#Heap) of min-heap data structure.
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If the given BST is already a complete binary tree, the min-heap’s structural property is already satisfied, and we need to take care of the only heap-ordering property of the min-heap. Basically, we need to ensure that each node’s value is greater than its parent’s value, with the minimum element present at the root.

The idea is to traverse the binary search tree in an [inorder fashion](https://www.techiedelight.com/inorder-tree-traversal-iterative-recursive/) and enqueue all encountered keys. Then traverse the tree in a [preorder fashion](https://www.techiedelight.com/preorder-tree-traversal-iterative-recursive/) and for each encountered node, dequeue a key and assign it to the node.

Following is the implementation of the above algorithm in C++, Java, and Python. The logic works since the nodes get visited in the increasing order of their keys inorder traversal. The preorder traversal ensures that each node in the binary tree has a value greater than its parent’s.

#include <iostream>

#include <vector>

#include <queue>

#include <string>

#include <utility>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node\* left = nullptr, \*right = nullptr;

Node() {}

Node(int data): data(data) {}

};

// Recursive function to insert a key into a BST

Node\* insert(Node\* root, int key)

{

// if the root is null, create a new node and return it

if (root == nullptr) {

return new Node(key);

}

// if the given key is less than the root node, recur for the left subtree

if (key < root->data) {

root->left = insert(root->left, key);

}

// if the given key is more than the root node, recur for the right subtree

else {

root->right = insert(root->right, key);

}

return root;

}

// Helper function to perform level order traversal on a binary tree

void printLevelOrderTraversal(Node\* root)

{

// base case: empty tree

if (root == nullptr) {

return;

}

queue<Node\*> q;

q.push(root);

while (!q.empty())

{

int n = q.size();

while (n--)

{

Node\* front = q.front();

q.pop();

cout << front->data << ' ';

if (front->left) {

q.push(front->left);

}

if (front->right) {

q.push(front->right);

}

}

cout << endl;

}

}

// Function to perform inorder traversal on a given binary tree and

// enqueue all nodes (in encountered order)

void inorder(Node\* root, queue<int> &keys)

{

if (root == nullptr) {

return;

}

inorder(root->left, keys);

keys.push(root->data);

inorder(root->right, keys);

}

// Function to perform preorder traversal on a given binary tree.

// Assign each encountered node with the next key from the queue

void preorder(Node\* root, queue<int> &keys)

{

// base case: empty tree

if (root == nullptr) {

return;

}

// replace the root's key value with the next key from the queue

root->data = keys.front();

keys.pop();

// process left subtree

preorder(root->left, keys);

// process right subtree

preorder(root->right, keys);

}

// Function to convert a BST into a min-heap

void convert(Node\* root)

{

// base case

if (root == nullptr) {

return;

}

// maintain a queue to store inorder traversal on the tree

queue<int> keys;

// fill the queue in an inorder fashion

inorder(root, keys);

// traverse tree in preorder fashion, and for each encountered node,

// dequeue a key and assign it to the node

preorder(root, keys);

}

int main()

{

vector<int> keys = { 5, 3, 2, 4, 8, 6, 10 };

/\* Construct the following BST
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/ \

/ \
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/ \ / \

/ \ / \

2 4 6 10

\*/

Node\* root = nullptr;

for (int key: keys) {

root = insert(root, key);

}

convert(root);

printLevelOrderTraversal(root);

return 0;

}

# **29, Invert alternate levels of a perfect binary tree**

Write an efficient algorithm to invert alternate levels of a perfect binary tree.

For example, consider the following tree:
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We should convert it into the following tree:
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The idea is to perform a [level order traversal](https://www.techiedelight.com/level-order-traversal-binary-tree/) of the perfect binary tree and traverse its nodes level-by-level. Then for each odd level, push all nodes present in that level into a [stack](https://www.techiedelight.com/stack-implementation/). Finally, at the end of each odd level, we put nodes present in the stack into their correct position. Following is the C++, Java, and Python program that demonstrates it:

#include <iostream>

#include <vector>

#include <algorithm>

#include <string>

#include <utility>

#include <queue>

#include <stack>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Function to print level order traversal of a perfect binary tree

void levelOrderTraversal(Node\* root)

{

if (root == nullptr) {

return;

}

// create an empty queue and enqueue the root node

queue<Node\*> queue;

queue.push(root);

// pointer to store the current node

Node\* curr = nullptr;

// loop till queue is empty

while (queue.size())

{

// process each node in the queue and enqueue their

// non-empty left and right child

curr = queue.front();

queue.pop();

cout << curr->data << " ";

if (curr->left) {

queue.push(curr->left);

}

if (curr->right) {

queue.push(curr->right);

}

}

}

// Iterative function to invert alternate levels of a perfect binary tree

// using level order traversal

void invertBinaryTree(Node\* root)

{

// base case: if the tree is empty

if (root == nullptr) {

return;

}

// maintain a queue and enqueue the root node

queue<Node\*> q;

q.push(root);

// to store current level information

bool level = false;

// maintain another queue to store nodes present at an odd level

queue<Node\*> level\_nodes;

// maintain a stack to store node's data on an odd level

stack<int> level\_data;

// loop till queue is empty

while (!q.empty())

{

// get the size of the current level

int n = q.size();

// process all nodes present at the current level

while (n--)

{

// dequeue front node

Node\* curr = q.front();

q.pop();

// if the level is odd

if (level)

{

// enqueue current node

level\_nodes.push(curr);

// push the current node data into the stack

level\_data.push(curr->data);

}

// if the current node is the last node of the level

if (n == 0)

{

// flip the level

level = !level;

// put elements present in the `level\_data` into their correct

// position using `level\_nodes`

while (!level\_nodes.empty())

{

Node\* front = level\_nodes.front();

front->data = level\_data.top();

level\_nodes.pop();

level\_data.pop();

}

}

// enqueue left child of the current node

if (curr->left) {

q.push(curr->left);

}

// enqueue right child of the current node

if (curr->right) {

q.push(curr->right);

}

}

}

}

int main()

{

/\* Construct the following tree

1

/ \

/ \

2 3

/ \ / \

4 5 6 7

/ \ / \ / \ / \

8 9 10 11 12 13 14 15

\*/

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->left->right = new Node(5);

root->right->left = new Node(6);

root->right->right = new Node(7);

root->left->left->left = new Node(8);

root->left->left->right = new Node(9);

root->left->right->left = new Node(10);

root->left->right->right = new Node(11);

root->right->left->left = new Node(12);

root->right->left->right = new Node(13);

root->right->right->left = new Node(14);

root->right->right->right = new Node(15);

invertBinaryTree(root);

levelOrderTraversal(root);

return 0;

}

# **30, Compute modulus division without division and modulo operator**

Compute modulus division of a positive number n by another positive number d, which is a power of 2, without using division or modulo operator.

In order words, compute n % d without using / and % operators, where d is one of 1, 2, 4, 8, 16, 32, …. Since d is a power of 2, d can be represented as 1 << s, where s is a positive number.

We can use the expression n & (d-1) to compute the value of the expression n % d when n and d are both positive and d is a power of 2.

How this works?

The expression d-1 has all the bits flipped (0 to 1) after the set bit of d (which is also flipped from 1 to 0), i.e.,

00001000 (d = 8)

00000111 (d-1 = 7)

So, the expression n & (d-1) converts all left bits of n starting from the i'th bit to 0 and leave bits from 0 to i-1 as it is. Here, i is the position of the only set bit in d. For example,

00010010 & (n = 18)

00000111 (d-1 = 7)

~~~~~~~~

00000010 (n % d)

This method is demonstrated below in C:

| #include <stdio.h>    // Function to compute `n % d` without using division and modulo operator  unsigned int compute(const unsigned int n, const unsigned int d) {  return n & (d - 1);  }    int main()  {  const unsigned int n = 18;    const unsigned int s = 3;  const unsigned int d = 1U << s; // So, `d` is one of 1, 2, 4, 8, 16, 32, …    unsigned int m; // `m` will be `n % d`  m = compute(n, d);    printf("%d %% %d = %d", n, d, m);    return 0;  }  **Output:**  18 % 8 = 2    Note that if d is not a power of 2, then to compute n % d, do repeated subtractions until we get the remainder, as demonstrated below in C:  #include <stdio.h>    // Function to compute `n % d` without using division and modulo operator  int compute(int n, int d)  {  while (n > 0) {  n = n - d;  }    return n + d;  }    int main()  {  const unsigned int n = 38;  const unsigned int d = 7;    unsigned int m = compute(n, d);  printf("%d %% %d = %d", n, d, m);    return 0;  } **31, Generate random input from an array according to given probabilities** Write an algorithm to generate any one of the given n numbers according to given probabilities.  For example, consider the following integer array and their probabilities. The solution should return 1 with 30% probability, 2 with 10% probability, 3 with 20% probability, and so on for every array element.  nums[] = { 1, 2, 3, 4, 5 };  probability[] = { 30, 10, 20, 15, 25 }; // total probability should sum to 100%  [Practice this problem](https://techiedelight.com/practice/?problem=ProbabilityVI)  Algorithm:   1. Construct a sum array S[] from the given probability array P[], where S[i] holds the sum of all P[j] for 0 <= j <= i. 2. Generate a random integer from 1 to 100 and check where it lies in S[]. 3. Based on the comparison result, return the corresponding element from the input array.  | #include <iostream>  #include <vector>  #include <unordered\_map>  #include <cstdlib>  #include <ctime>  using namespace std;    // Function to generate random nums from a vector according to the given probabilities  int random(vector<int> const &nums, vector<int> const &probability)  {  int n = nums.size();  if (n != probability.size()) {  return -1; // error  }    // construct a sum vector from the given probabilities  vector<int> prob\_sum(n, 0);    // `prob\_sum[i]` holds sum of all `probability[j]` for `0 <= j <=i`  prob\_sum[0] = probability[0];  for (int i = 1; i < n; i++) {  prob\_sum[i] = prob\_sum.at(i-1) + probability[i];  }    // generate a random integer from 1 to 100 and check where it lies in `prob\_sum[]`  int r = (rand() % 100) + 1;    // based on the comparison result, return the corresponding  // element from the nums vector    if (r <= prob\_sum[0]) { // handle 0th index separately  return nums[0];  }    for (int i = 1; i < n; i++)  {  if (r > prob\_sum.at(i-1) && r <= prob\_sum[i]) {  return nums[i];  }  }  }    int main()  {  // Input: vector of integers and their probabilities  // Goal: generate `nums[i]` with probability equal to `probability[i]`    vector<int> nums = {1, 2, 3, 4, 5};  vector<int> probability = {30, 10, 20, 15, 25};    // initialize srand with a distinctive value  srand(time(NULL));    // maintain a frequency map to validate the results  unordered\_map<int, int> freq;    // make 1000000 calls to the `random()` function and  // store results in a map  for (int i = 0; i < 1000000; i++)  {  int val = random(nums, probability);  freq[val]++;  }    // print the results  for (int i = 0; i < nums.size(); i++) {  cout << nums[i] << " ~ " << freq[nums[i]]/10000.0 << "%" << endl;  }    return 0;  } **32, Get 0 and 1 with equal probability using a specified function** Write an algorithm to get 0 and 1 with equal probability using a function that generates random numbers from 1 to 5 with equal probability.  The algorithm can be implemented as follows in C (self-explanatory):  #include <stdio.h>  #include <stdlib.h>  #include <time.h>    // Function to generate a random number from 1 to 5 with equal probability  int random() {  return (rand() % 5) + 1;  }    // Returns 0 or 1 with equal probability using `random()` function  int generate()  {  int r;    do {  // `r` could be any one of 1, 2, 3, 4, and 5  r = random();  } while (r == 5);    // `r` could any of 1, 2, 3, 4 now    // since there are 2 odd and 2 even numbers, return the last bit of `r`,  // which could be 0 or 1 with equal probability  return r & 1;  }    int main(void)  {  srand(time(NULL));    int x = 0, y = 0;    // make 10000 calls to `generate()`  for (int i = 1; i <= 10000; i++) {  generate()? x++: y++;  }    // print the results  printf("0 ~ %0.2f%\n", x/100.0);  printf("1 ~ %0.2f%\n", y/100.0);    return 0;  }  **Output (will vary):**  0 ~ 50.23%  1 ~ 49.77%    We can also do something like below, but this will increase the number of calls made to the random() function:   | 1  2  3  4  5  6  7  8  9  10  11  12  13 | int generate()  {  int r;    do {  // `r` could be any one of 1, 2, 3, 4, and 5  r = random();  } while (r > 2);    // `r` could be 1 or 2 now    return r - 1;  } | | --- | --- |  **33, Determine if two integers are equal without using comparison and arithmetic operators** This post will discuss how to determine whether two integers are equal without using comparison operators (==, !=, <, >, <=, >=) and arithmetic operators (+, -, \*, /, %).  The simplest solution is to use the bitwise XOR operator. We know that for equal numbers, the XOR operator returns 0.  #include <stdio.h>    // Determine if two integers are equal without using comparison  // and arithmetic operators  int checkForEquality(int x, int y) {  return !(x ^ y);  }    int main(void)  {  int x = 10, y = 10;    if (checkForEquality(x, y)) {  printf ("x=%d is equal to y=%d\n", x, y);  }  else {  printf ("x=%d is not equal to y=%d\n", x, y);  }    return 0;  } **34, Implement ternary operator without using conditional expressions** This post will implement a ternary-like operator in C without using conditional expressions like ternary operator, if–else expression, or switch-case statements.  The solution should implement the condition x ? a : b.  If x = 1, a is returned; if x = 0, b should be returned.  The idea is to use the expression x × a + !x × b or x × a + (1 - x) × b.  Let’s consider the first expression x × a + !x × b:   * For x = 1, the expression reduces to (1 × a) + (!1 × b) = a. * For x = 0, the expression reduces to (0 × a) + (!0 × b) = b.   The following C program demonstrates it:  #include <stdio.h>    // Function to return the result of the expression (x ? a : b)  int ternary(int x, int a, int b) {  return x \* a + !x \* b;  }    // Implement a ternary operator without using conditional expressions  int main(void)  {  int a = 10, b = 20;    printf ("%d\n", ternary(0, a, b));  printf ("%d\n", ternary(1, a, b));    return 0;  } **35, Generate numbers from 1 to 7 with equal probability using a specified function** Write an algorithm to generate numbers from 1 to 7 with equal probability using a specified function that produces random numbers between 1 and 5.  [Practice this problem](https://techiedelight.com/practice/?problem=ProbabilityIV)  Suppose the specified function is random(), which generates random numbers from 1 to 5 with equal probability. The idea is to use the expression 5 × (random() - 1) + random() which uniformly produces random numbers in the range [1–25]. So if we exclude the possibility of the random number being one among [8–25] by repeating the procedure, we are left with numbers between 1 and 7 having equivalent probability.  How this works?  Since random() returns random numbers from 1 to 5 with equal probability, R = 5 × (random() - 1) can be any of 0, 5, 10, 15 or 20. Now for the second random() call, let’s explore all possibilities:  If R = 0, R + random() can be any of 1, 2, 3, 4, 5  If R = 5, R + random() can be any of 6, 7, 8, 9, 10  If R = 10, R + random() can be any of 11, 12, 13, 14, 15  If R = 15, R + random() can be any of 15, 16, 17, 18, 19, 20  If R = 20, R + random() can be any of 21, 22, 23, 24, 25  So, the expression uniformly distributes the numbers in the range  #include <stdio.h>  #include <stdlib.h>  #include <time.h>  #include <string.h>    // Function to generate a random number from 1 to 5 with equal probability  int random() {  return (rand() % 5) + 1;  }    // Function to generate a random number from 1 to 7 with equal probability  // by using the specified function  int generate()  {  int r;  do {  r = 5 \* (random() - 1) + random();  } while (r > 7);    return r;  }    int main(void)  {  // initialize srand with a distinctive value  srand(time(NULL));    // count array to validate the results  int count[8];  memset(count, 0, sizeof count);    // make 1000000 calls to the `generate()` function and store the results  for (int i = 1; i <= 1000000; i++)  {  int val = generate();  count[val]++;  }    // print the results  for (int i = 1; i <= 7; i++) {  printf("%d ~ %0.2f%\n", i, count[i]/10000.0);  }    return 0;  } **36, Merge `M` sorted lists each containing `N` elements** Given m sorted lists, each containing n elements, print them efficiently in sorted order.  For example,  **Input:** 5 sorted lists of fixed size 4    [10, 20, 30, 40]  [15, 25, 35, 45]  [27, 29, 37, 48]  [32, 33, 39, 50]  [16, 18, 22, 28]    **Output:**    [10, 15, 16, 18, 20, 22, 25, 27, 28, 29, 30, 32, 33, 35, 37, 39, 40, 45, 48, 50]  A simple solution would be to create an auxiliary array containing all lists’ elements (order doesn’t matter). Then use an efficient sorting algorithm to [sort the array](https://www.techiedelight.com/sort-array-ascending-order-cpp/) in ascending order and print the elements. The worst-case time complexity of this approach will be O(m.n.log(m.n)). Also, this approach does not take advantage of the fact that each list is already sorted.    We can easily solve this problem in O(m.n.log(m)) time by using a [min-heap](https://www.techiedelight.com/introduction-priority-queues-using-binary-heaps/#Heap). The idea is to construct a min-heap of size m and insert the first element of each list in it. Then, pop the root element (minimum element) from the heap and insert the next element from the “same” list as the popped element. Repeat this process till the heap is exhausted. Depending upon the requirement, either print the popped element or store it in an auxiliary array.  #include <iostream>  #include <vector>  #include <queue>  using namespace std;    // Data structure to store a heap node  struct Node  {  // `val` stores the element,  // `i` stores the list number of the element  // `index` stores the column number of the i'th list from which element was taken  int val, i, index;  };    // Comparison object to be used to order the min-heap  struct comp  {  bool operator()(const Node &lhs, const Node &rhs) const {  return lhs.val > rhs.val;  }  };    // Function to merge `M` sorted lists each of size `N` and  // print them in ascending order  void printSorted(vector<vector<int>> lists)  {  // create an empty min-heap  priority\_queue<Node, vector<Node>, comp> pq;    // push the first element of each list into the min-heap  // along with the list number and their index in the list  for (int i = 0; i < lists.size(); i++) {  pq.push({lists[i][0], i, 0});  }    // run till min-heap is empty  while (!pq.empty())  {  // extract the minimum node from the min-heap  Node min = pq.top();  pq.pop();    // print the minimum element  cout << min.val << " ";    // take the next element from the "same" list and  // insert it into the min-heap  if (min.index + 1 < lists[min.i].size())  {  min.index += 1;  min.val = lists[min.i][min.index];  pq.push(min);  }  }  }    int main()  {  // `M` lists of size `N`, each in the form of a 2D-matrix  vector<vector<int>> lists =  {  { 10, 20, 30, 40 },  { 15, 25, 35, 45 },  { 27, 29, 37, 48 },  { 32, 33, 39, 50 },  { 16, 18, 22, 28 }  };    printSorted(lists);    return 0;  } **37, Count all paths in a matrix from the first cell to the last cell** Given an M × N rectangular grid, efficiently count all paths starting from the first cell (0, 0) to the last cell (M-1, N-1). We can either move down or move towards right from a cell.  For example,  **Input:**  3 × 3 matrix    **Output:** Total number of paths are 6    (0, 0) —> (0, 1) —> (0, 2) —> (1, 2) —> (2, 2)  (0, 0) —> (0, 1) —> (1, 1) —> (1, 2) —> (2, 2)  (0, 0) —> (0, 1) —> (1, 1) —> (2, 1) —> (2, 2)  (0, 0) —> (1, 0) —> (2, 0) —> (2, 1) —> (2, 2)  (0, 0) —> (1, 0) —> (1, 1) —> (1, 2) —> (2, 2)  (0, 0) —> (1, 0) —> (1, 1) —> (2, 1) —> (2, 2)  [Practice this problem](https://techiedelight.com/practice/?problem=MatrixPathVI)  The idea is to start from the top-left corner of the matrix and recur for the next cell, which can be either the immediate right cell or the immediate bottom cell.  **#include <stdio.h>**    **// Top-down recursive function to count all paths from cell (m, n)**  **// to the last cell (M-1, N-1) in a given `M × N` rectangular grid**  **int countPaths(int m, int n, int M, int N)**  **{**  **// there is only one way to reach the last cell**  **// when we are at the last row or the last column**  **if (m == M - 1 || n == N - 1) {**  **return 1;**  **}**    **return countPaths(m + 1, n, M, N) // move down**  **+ countPaths(m, n + 1, M, N); // move right**  **}**    **int main(void)**  **{**  **// `M × N` matrix**  **int M = 3;**  **int N = 3;**    **int k = countPaths(0, 0, M, N);**  **printf("The total number of paths is %d", k);**    **return 0;**  **}** **38, Calculate the minimum cost to reach the destination city from the source city** **Given an N × N matrix of non-negative integers, where each cell of the matrix (i, j) indicates the direct flight cost from the city i to city j. Find the minimum cost to reach the destination city N-1 from the source city 0.**  **For example,**  **Input: The cost matrix for 4 cities:**    **[ 0 20 30 100 ]**  **[ 20 0 15 75 ]**  **[ 30 15 0 50 ]**  **[ 100 75 50 0 ]**    **Output: The minimum cost is 80.**  **The minimum cost path is:**  **city 0 —> city 2 (cost = 30)**  **city 2 —> city 3 (cost = 50)**  **Input: The cost matrix for 5 cities:**  **[ 0 25 20 10 105 ]**  **[ 20 0 15 80 80 ]**  **[ 30 15 0 70 90 ]**  **[ 10 10 50 0 100 ]**  **[ 40 50 5 10 0 ]**  **Output: The minimum cost is 100.**  **The minimum cost path is:**  **city 0 —> city 3 (cost = 10)**  **city 3 —> city 1 (cost = 10)**  **city 1 —> city 4 (cost = 80)**  [**Practice this problem**](https://techiedelight.com/practice/?problem=MinimumCostPathII)  **The idea is to recur for all cities reachable from the source city and consider their minimum cost. The recurrence relation T(0) can be written as:**  **T(n) = minimum { T(i) + cost[i][n] }**  **for all cities i between source city 0 and destination city n**  **i.e., the minimum cost C(0, n) to reach city n from city 0 is**  **C(0, n) = minimum(cost[0][n],**  **C(0, 1) + cost[1][n],**  **C(0, 2) + cost[2][n],**  **…**  **C(0, n-1) + cost[n-1][n]**  **)**  **The time complexity of this solution would be exponential since we might end up computing the same subproblem repeatedly. We can use** [**dynamic programming**](https://www.techiedelight.com/dynamic-programming-interview-questions/) **to optimize the code since this problem exhibits both properties of dynamic programming, i.e.,** [**overlapping subproblems**](https://www.techiedelight.com/introduction-dynamic-programming/#overlapping-subproblems) **and** [**optimal substructure**](https://www.techiedelight.com/introduction-dynamic-programming/#optimal-substructure)**.**    **The idea is to construct an auxiliary array lookup[] for storing the subproblem solutions where each element lookup[i] of the lookup table stores the minimum cost to reach city i from city 0.**  **#include <iostream>**  **#include <vector>**  **#include <algorithm>**  **#include <climits>**  **using namespace std;**    **// DP function to calculate the minimum cost to reach the destination city `n`**  **// from the source city 0**  **int findMinCost(vector<vector<int>> const &cost)**  **{**  **// base case**  **if (cost.size() == 0) {**  **return 0;**  **}**    **// `N × N` matrix**  **int N = cost.size();**    **// `lookup[i]` stores the minimum cost to reach city `i` from city 0**  **int lookup[N];**    **// Initialize `lookup[]` with the direct ticket price from the source city**  **for (int i = 0; i < N; i++) {**  **lookup[i] = cost[0][i];**  **}**    **// repeat loop till `lookup[]` is filled with all minimum values**  **bool is\_filled = false;**  **while (!is\_filled)**  **{**  **is\_filled = true;**    **// fill `lookup[]` in a bottom-up manner**  **for (int i = 0; i < N; i++)**  **{**  **for (int j = 0; j < N; j++)**  **{**  **if (lookup[i] > lookup[j] + cost[j][i])**  **{**  **lookup[i] = lookup[j] + cost[j][i];**  **is\_filled = false; // mark lookup[] as NOT filled**  **}**  **}**  **}**  **}**    **// return the minimum cost to reach city `N-1` from city 0**  **return lookup[N-1];**    **}**    **int main()**  **{**  **vector<vector<int>> cost =**  **{**  **{ 0, 25, 20, 10, 105 },**  **{ 20, 0, 15, 80, 80 },**  **{ 30, 15, 0, 70, 90 },**  **{ 10, 10, 50, 0, 100 },**  **{ 40, 50, 5, 10, 0 }**  **};**    **cout << "The minimum cost is " << findMinCost(cost) << endl;**    **return 0;**  **}** **39, Find the shortest route in a device to construct a given string** **Given a device having left, right, top, and bottom buttons and an OK button to enter a text from a virtual keypad having alphabets from A–Y arranged in a 5 × 5 grid, as shown below. Find the shortest route in the device to construct a given string if we start from the top-left position in the keypad.**  **For example,**  **Keypad:**    **A B C D E**  **F G H I J**  **K L M N O**  **P Q R S T**  **U V W X Y**    **Device:**    **T**  **L M R**  **B**    **where,**    **T — Move up**  **B — Move down**  **L — Move left**  **R — Move right**  **M — Press OK**  **The shortest route to construct string TECHIE with the device’s help is BBBRRRRMTTTMLLMBMRMTRM.**    **The idea is to consider all characters of the specified string, and for each character, print out the shortest route to the next character from it. For finding the shortest route, compare the coordinates of the current character with the coordinates of the next character in the matrix. Based on the difference between the x–coordinate and y–coordinate of the current and next character, move left, right, top, or bottom.**   | **#include <iostream>**  **using namespace std;**    **// Find the shortest route in a device to construct the given string**  **void printPath(string str)**  **{**  **// start from the top-left corner with coordinates, i.e., (0, 0) cell**  **int x = 0, y = 0;**    **int n = str.length();**  **for (int i = 0; i < n; i++)**  **{**  **// find coordinates of the next character**  **int X = (str[i] - 'A') / 5;**  **int Y = (str[i] - 'A') % 5;**    **// if the next character is above the current character**  **while (x > X)**  **{**  **cout << "T";**  **x--; // Go up**  **}**    **// if the next character is below the current character**  **while (x < X)**  **{**  **cout << "B";**  **x++; // Go down**  **}**    **// if the next character is to the left of the current character**  **while (y > Y)**  **{**  **cout << "L";**  **y--; // Go left**  **}**    **// if the next character is to the right of the current character**  **while (y < Y)**  **{**  **cout << "R";**  **y++; // Go right**  **}**    **// next character is found**  **cout << "M";**  **}**  **}**    **int main()**  **{**  **string str = "TECHIE";**    **printPath(str);**    **return 0;**  **}** | | --- |  **40, Find the shortest distance of every cell from a landmine inside a maze** **Given a** [**maze**](https://www.techiedelight.com/maze-problems-in-data-structures/) **in the form of a rectangular matrix, filled with either O, X, or M, where O represents an open cell, X represents a blocked cell, and M represents landmines in the maze, find the shortest distance of every open cell in the maze from its nearest mine.**  **We are only allowed to travel either of the four directions, and diagonal moves are not allowed. We can assume cells with the mine have distance 0. Also, blocked and unreachable cells have distance -1.**    **For example,**  **Input: 6 × 5 matrix filled with O (Open cell), X (Blocked Cell), and M (Landmine).**    **O M O O X**  **O X X O M**  **O O O O O**  **O X X X O**  **O O M O O**  **O X X M O**    **Output:**    **1 0 1 2 -1**  **2 -1 -1 1 0**  **3 4 3 2 1**  **3 -1 -1 -1 2**  **2 1 0 1 2**  **3 -1 -1 0 1**  [**Practice this problem**](https://techiedelight.com/practice/?problem=ShortestPathIII)  **The idea is to perform a** [**BFS**](https://www.techiedelight.com/breadth-first-search/) **to solve this problem. Start by creating an empty** [**queue**](https://www.techiedelight.com/circular-queue-implementation-c/) **and enqueue all cells with the mines. Then loop through the queue and consider each of four adjacent cells of the front cell. Enqueue the adjacent cell (with updated distance) if it represents an open space, and its distance from the mine is yet to be calculated. Repeat the procedure till the queue is empty.**  **#include <iostream>**  **#include <vector>**  **#include <queue>**  **#include <iomanip>**  **using namespace std;**    **// A Queue Node**  **struct Node**  **{**  **int x; // stores x–coordinate of a matrix cell**  **int y; // stores y–coordinate of a matrix cell**  **int distance; // stores the distance of (x, y) from mine**  **};**    **// check if specified row and column are valid matrix index**  **bool isValid(int i, int j, int M, int N) {**  **return (i >= 0 && i < M) && (j >= 0 && j < N);**  **}**    **// check if the current cell is an open area, and its**  **// distance from the mine is not yet calculated**  **bool isSafe(int i, int j, vector<vector<char>> const &mat,**  **vector<vector<int>> const &result) {**  **return mat[i][j] == 'O' && result[i][j] == -1;**  **}**    **// Replace all O's in a matrix with their shortest distance**  **// from the nearest mine**  **vector<vector<int>> updateShortestDistance(vector<vector<char>> const &mat)**  **{**  **// base case**  **if (mat.size() == 0) {**  **return {};**  **}**    **// `M × N` matrix**  **int M = mat.size();**  **int N = mat[0].size();**    **vector<vector<int>> result(M, vector<int>(N));**    **// initialize an empty queue**  **queue<Node> q;**    **// find all mines location and add them to the queue**  **for (int i = 0; i < M; i++)**  **{**  **for (int j = 0; j < N; j++)**  **{**  **// if the current cell represents a mine**  **if (mat[i][j] == 'M')**  **{**  **q.push({i, j, 0});**    **// update mine distance as 0**  **result[i][j] = 0;**  **}**  **// otherwise, initialize the mine distance by -1**  **else {**  **result[i][j] = -1;**  **}**  **}**  **}**    **// arrays to get indices of four adjacent cells of a given cell**  **int row[] = { 0, -1, 0, 1 };**  **int col[] = { -1, 0, 1, 0 };**    **// do for each node in the queue**  **while (!q.empty())**  **{**  **// process front cell in the queue**  **int x = q.front().x;**  **int y = q.front().y;**  **int distance = q.front().distance;**    **// dequeue front cell**  **q.pop();**    **// update the four adjacent cells of the front node in the queue**  **for (int i = 0; i < 4; i++)**  **{**  **// enqueue adjacent cell if it is valid, unvisited,**  **// and has a path through it**  **if (isValid(x + row[i], y + col[i], M, N) &&**  **isSafe(x + row[i], y + col[i], mat, result))**  **{**  **result[x + row[i]][y + col[i]] = distance + 1;**  **q.push({x + row[i], y + col[i], distance + 1});**  **}**  **}**  **}**    **return result;**  **}**    **// Utility function to print a matrix**  **void printMatrix(vector<vector<int>> const &mat)**  **{**  **for (int i = 0; i < mat.size(); i++)**  **{**  **for (int j = 0; j < mat[0].size(); j++) {**  **cout << setw(3) << mat[i][j];**  **}**  **cout << endl;**  **}**  **}**    **int main()**  **{**  **vector<vector<char>> mat =**  **{**  **{'O', 'M', 'O', 'O', 'X'},**  **{'O', 'X', 'X', 'O', 'M'},**  **{'O', 'O', 'O', 'O', 'O'},**  **{'O', 'X', 'X', 'X', 'O'},**  **{'O', 'O', 'M', 'O', 'O'},**  **{'O', 'X', 'X', 'M', 'O'}**  **};**    **vector<vector<int>> output = updateShortestDistance(mat);**  **printMatrix(output);**    **return 0;** **41, Find maximum value of `M[c][d] – M[a][b]` over all choices of indexes** **Given a square matrix of integers, find the maximum value of M[c][d] - M[a][b] over every choice of indexes such that c > a and d > b in a single traversal of the matrix.**  **For example,**  **Input Matrix:**    **{ 1, 2, -1, -4, -20 }**  **{ -8, -3, 4, 2, 1 }**  **{ 3, 8, 6, 1, 3 }**  **{ -4, -1, 1, 7, -6 }**  **{ 0, -4, 10, -5, 1 }**    **Output: The maximum value is 18 as M[4][2] – M[1][0] has maximum difference.**  [**Practice this problem**](https://techiedelight.com/practice/?problem=MaximumDifferencePairII)  **A naive solution would be to find M[c][d] for all values M[a][b] in the matrix, having the maximum value and satisfies c > a and d > b. We keep track of the maximum value found so far in a variable and finally return the maximum value. The implementation can be seen** [**here**](https://techiedelight.com/compiler/?run=5yYWh1) **and runs in O(N4) time for an N × N matrix.**    **The efficient solution is to use an auxiliary matrix whose index (i, j) will store the value of the maximum element in the input matrix from coordinates (i, j) to (N-1, N-1). We keep track of the maximum value found so far in a variable and finally return the maximum value.**  **#include <iostream>**  **#include <algorithm>**  **#include <vector>**  **#include <climits>**  **using namespace std;**    **// Returns maximum value `M[c][d] - M[a][b]` over every choice of indexes**  **// such that `c > a` and `d > b`**  **int findMax(vector<vector<int>> const &M)**  **{**  **// base case**  **if (M.size() == 0) {**  **return 0;**  **}**    **// get size of the matrix**  **int n = M.size();**    **// `K[i][j]` stores a maximum of elements in the matrix from `(i, j)`**  **// to `(n-1, n-1)`**  **int K[n][n];**    **// last element of `K[][]` will be the same as that of the specified matrix**  **K[n-1][n-1] = M[n-1][n-1];**    **int max = M[n-1][n-1]; // Initialize max**    **// preprocess the last row**  **for (int j = n-2; j >= 0; j--)**  **{**  **if (M[n-1][j] > max) {**  **max = M[n-1][j];**  **}**  **K[n-1][j] = max;**  **}**    **max = M[n-1][n-1]; // Initialize max**    **// preprocess the last column**  **for (int i = n-2; i >= 0; i--)**  **{**  **if (M[i][n-1] > max) {**  **max = M[i][n-1];**  **}**  **K[i][n-1] = max;**  **}**    **max = INT\_MIN; // Initialize max**    **// preprocess the rest of the matrix from the bottom**  **for (int i = n-2; i >= 0; i--)**  **{**  **for (int j = n-2; j >= 0; j--)**  **{**  **// update the max value**  **if (K[i+1][j+1] - M[i][j] > max) {**  **max = K[i+1][j+1] - M[i][j];**  **}**    **// assign `K[i][j]`**  **K[i][j] = std::max(M[i][j], std::max(K[i][j+1], K[i+1][j]));**  **}**  **}**    **return max;**  **}**    **int main()**  **{**  **vector<vector<int>> M =**  **{**  **{ 1, 2, -1, -4, -20 },**  **{ -8, -3, 4, 2, 1 },**  **{ 3, 8, 6, 1, 3 },**  **{ -4, -1, 1, 7, -6 },**  **{ 0, -4, 10, -5, 1 }**  **};**    **cout << "The maximum value is " << findMax(M) << endl;**    **return 0;**  **}** **42, Calculate the size of the largest plus of 1’s in a binary matrix** **Given a square matrix of 0's and 1's, calculate the size of the largest plus formed by 1's.**  **For example, for the matrix below, we have highlighted the largest plus of ones having size 17.**    **We start by creating four auxiliary matrices left[][], right[][], top[][], bottom[][], where left[j][j], right[i][j], top[i][j], and bottom[i][j] store the maximum number of consecutive 1's present at the left, right, top and bottom of cell (i, j) including cell (i, j), respectively by using** [**dynamic programming**](https://www.techiedelight.com/introduction-dynamic-programming/)**:**  **if grid[i][j] == 1**  **left[i][j] = left[i][j – 1] + 1**    **if grid[i][j] == 1**  **top[i][j] = top[i – 1][j] + 1**    **if grid[i][j] == 1**  **bottom[i][j] = bottom[i + 1][j] + 1**    **if grid[i][j] == 1**  **right[i][j] = right[i][j + 1] + 1**  **After calculating the above matrices, find cell (i, j) that has maximum value in each direction (by considering the minimum of left[i][j], right[i][j], top[i][j], bottom[i][j]).**  **#include <stdio.h>**  **#include <string.h>**    **// size of the binary square matrix**  **#define N 10**    **int min(int a, int b) {**  **return (a < b) ? a : b;**  **}**    **int minimum(int a, int b, int c, int d) {**  **return min(min(a, b), min(c, d));**  **}**    **// Calculate the size of the largest `+` formed by 1's**  **int calculateSize(int grid[][N])**  **{**  **// left[j][j] stores the maximum number of consecutive 1's**  **// present at the left of grid[i][j] (including grid[i][j])**  **int left[N][N];**  **memset(left, 0, sizeof left);**    **// right[j][j] stores the maximum number of consecutive 1's**  **// present at the right of grid[i][j] (including grid[i][j])**  **int right[N][N];**  **memset(right, 0, sizeof right);**    **// top[j][j] stores the maximum number of consecutive 1's**  **// present at the top of grid[i][j] (including grid[i][j])**  **int top[N][N];**  **memset(top, 0, sizeof top);**    **// bottom[j][j] stores the maximum number of consecutive 1's**  **// present at the bottom of grid[i][j] (including grid[i][j])**  **int bottom[N][N];**  **memset(bottom, 0, sizeof bottom);**    **// initialize the above matrices**  **for (int i = 0; i < N; i++)**  **{**  **// initialize the first row of the top matrix**  **top[0][i] = grid[0][i];**    **// initialize the last row of the bottom matrix**  **bottom[N - 1][i] = grid[N - 1][i];**    **// initialize the first column of the left matrix**  **left[i][0] = grid[i][0];**    **// initialize the last column of the right matrix**  **right[i][N - 1] = grid[i][N - 1];**  **}**    **// fill all cells of the above matrices**  **for (int i = 0; i < N; i++)**  **{**  **for (int j = 1; j < N; j++)**  **{**  **// fill the left matrix**  **if (grid[i][j] == 1) {**  **left[i][j] = left[i][j - 1] + 1;**  **}**    **// fill the top matrix**  **if (grid[j][i] == 1) {**  **top[j][i] = top[j - 1][i] + 1;**  **}**    **// fill the bottom matrix**  **if (grid[N - 1 - j][i] == 1) {**  **bottom[N - 1 - j][i] = bottom[N - j][i] + 1;**  **}**    **// fill the right matrix**  **if (grid[i][N - 1 - j] == 1) {**  **right[i][N - 1 - j] = right[i][N - j] + 1;**  **}**  **}**  **}**    **// bar` stores the length of the longest `+` found so far**  **int bar = 0;**    **// compute the longest plus**  **for (int i = 0; i < N; i++)**  **{**  **for (int j = 0; j < N; j++)**  **{**  **// find minimum of left(i, j), right(i, j), top(i, j), bottom(i, j)**  **int len = minimum(top[i][j], bottom[i][j], left[i][j], right[i][j]);**    **// largest `+` would be formed by a cell that has a maximum value**  **if (len - 1 > bar) {**  **bar = len - 1;**  **}**  **}**  **}**    **return bar;**  **}**    **int main()**  **{**  **int grid[N][N] =**  **{**  **{ 1, 0, 1, 1, 1, 1, 0, 1, 1, 1 },**  **{ 1, 0, 1, 0, 1, 1, 1, 0, 1, 1 },**  **{ 1, 1, 1, 0, 1, 1, 0, 1, 0, 1 },**  **{ 0, 0, 0, 0, 1, 0, 0, 1, 0, 0 },**  **{ 1, 1, 1, 0, 1, 1, 1, 1, 1, 1 },**  **{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 0 },**  **{ 1, 0, 0, 0, 1, 0, 0, 1, 0, 1 },**  **{ 1, 0, 1, 1, 1, 1, 0, 0, 1, 1 },**  **{ 1, 1, 0, 0, 1, 0, 1, 0, 0, 1 },**  **{ 1, 0, 1, 1, 1, 1, 0, 1, 0, 0 }**  **};**    **int bar = calculateSize(grid);**    **// 4 directions of length `4×bar+1` for a middle cell**  **if (bar) {**  **printf("The largest plus of 1's has a size of %d", 4\*bar + 1);**  **}**    **return 0;**  **}** **43, Find the shortest path in a maze** **Given a** [**maze**](https://www.techiedelight.com/maze-problems-in-data-structures/) **in the form of a binary rectangular matrix, find the shortest path’s length in the maze from a given source to a given destination. The path can only be constructed out of cells having value 1, and at any moment, we can only move one step in one of the four directions.**  **The valid moves are:**  **Go Top: (x, y) ——> (x – 1, y)**  **Go Left: (x, y) ——> (x, y – 1)**  **Go Down: (x, y) ——> (x + 1, y)**  **Go Right: (x, y) ——> (x, y + 1)**    **For example, consider the following binary matrix. If source = (0, 0) and destination = (7, 5), the shortest path from source to destination has length 12.**  **[ 1 1 1 1 1 0 0 1 1 1 ]**  **[ 0 1 1 1 1 1 0 1 0 1 ]**  **[ 0 0 1 0 1 1 1 0 0 1 ]**  **[ 1 0 1 1 1 0 1 1 0 1 ]**  **[ 0 0 0 1 0 0 0 1 0 1 ]**  **[ 1 0 1 1 1 0 0 1 1 0 ]**  **[ 0 0 0 0 1 0 0 1 0 1 ]**  **[ 0 1 1 1 1 1 1 1 0 0 ]**  **[ 1 1 1 1 1 0 0 1 1 1 ]**  **[ 0 0 1 0 0 1 1 0 0 1 ]**  [**Practice this problem**](https://techiedelight.com/practice/?problem=ShortestPath)    **To find the maze’s shortest path, search for all possible paths in the maze from the starting position to the goal position until all possibilities are exhausted. We can easily achieve this with the help of** [**backtracking**](https://www.techiedelight.com/backtracking-interview-questions/)**. The idea is to start from the given source cell in the matrix and explore all four paths possible and recursively check if they will lead to the destination or not. Then update the minimum path length whenever the destination cell is reached. If a path doesn’t reach the destination or explored all possible routes from the current cell, backtrack. To make sure that the path is simple and doesn’t contain any cycles, keep track of cells involved in the current path in a matrix, and before exploring any cell, ignore the cell if it is already covered in the current path.** | | --- | --- | --- | --- |   **44: Find the index of 0 to be replaced to get the maximum length sequence of continuous ones**  **Given a binary array, find the index of 0 to be replaced with 1 to get the maximum length sequence of continuous ones.**  **For example, consider the array { 0, 0, 1, 0, 1, 1, 1, 0, 1, 1 }. We need to replace index 7 to get the continuous sequence of length 6 containing all 1’s.**  **#include <stdio.h>**    **// Find the index of 0 to replace with 1 to get the maximum sequence**  **// of continuous 1's**  **int findIndexofZero(int arr[], int n)**  **{**  **int max\_count = 0; // stores maximum number of 1's (including zero)**  **int max\_index = -1; // stores index of 0 to be replaced**    **int prev\_zero\_index = -1; // stores index of previous zero**  **int count = 0; // stores current count of zeros**    **// consider each index `i` in the array**  **for (int i = 0; i < n; i++)**  **{**  **// if the current element is 1**  **if (arr[i] == 1) {**  **count++;**  **}**  **// if the current element is 0**  **else {**  **// reset count to 1 + number of ones to the left of current 0**  **count = i - prev\_zero\_index;**    **// update `prev\_zero\_index` to the current index**  **prev\_zero\_index = i;**  **}**    **// update maximum count and index of 0 to be replaced if required**  **if (count > max\_count)**  **{**  **max\_count = count;**  **max\_index = prev\_zero\_index;**  **}**  **}**    **// return index of 0 to be replaced or -1 if the array contains all 1's**  **return max\_index;**  **}**    **int main(void)**  **{**  **int arr[] = { 0, 0, 1, 0, 1, 1, 1, 0, 1, 1 };**  **int n = sizeof(arr) / sizeof(arr[0]);**    **int index = findIndexofZero(arr, n);**    **if (index != -1) {**  **printf("Index to be replaced is %d", index);**  **}**  **else {**  **printf("Invalid input");**  **}**    **return 0;**  **}**  **45: Maximum Sum Circular Subarray**  **Given a circular integer array, find a subarray with the largest sum in it.**  **Input: {2, 1, -5, 4, -3, 1, -3, 4, -1} Output: Subarray with the largest sum is {4, -1, 2, 1} with sum 6. Input: {-3, 1, -3, 4, -1, 2, 1, -5, 4} Output: Subarray with the largest sum is {4, -1, 2, 1} with sum 6.**   | **#include <iostream>**  **#include <numeric>**  **#include <algorithm>**  **using namespace std;**    **// Function to find contiguous subarray with the largest sum**  **// in a given set of integers**  **int kadane(int arr[], int n)**  **{**  **// stores the sum of maximum subarray found so far**  **int max\_so\_far = 0;**    **// stores the maximum sum of subarray ending at the current position**  **int max\_ending\_here = 0;**    **// traverse the given array**  **for (int i = 0; i < n; i++)**  **{**  **// update the maximum sum of subarray "ending" at index `i` (by adding the**  **// current element to maximum sum ending at previous index `i-1`)**  **max\_ending\_here = max\_ending\_here + arr[i];**    **// if the maximum sum is negative, set it to 0 (which represents**  **// an empty subarray)**  **max\_ending\_here = max(max\_ending\_here, 0);**    **// update result if the current subarray sum is found to be greater**  **max\_so\_far = max(max\_so\_far, max\_ending\_here);**  **}**    **return max\_so\_far;**  **}**    **// Function to find the maximum sum circular subarray in a given array**  **int runCircularKadane(int arr[], int n)**  **{**  **// empty array has sum of 0**  **if (n == 0) {**  **return 0;**  **}**    **// find the maximum element present in a given array**  **int max\_num = \*max\_element(arr, arr + n);**    **// if the array contains all negative values, return the maximum element**  **if (max\_num < 0) {**  **return max\_num;**  **}**    **// negate all the array elements**  **for (int i = 0; i < n; i++) {**  **arr[i] = -arr[i];**  **}**    **// run Kadane’s algorithm on the modified array**  **int neg\_max\_sum = kadane(arr, n);**    **// restore the array**  **for (int i = 0; i < n; i++) {**  **arr[i] = -arr[i];**  **}**    **/\* Return the maximum of the following:**  **1. Sum returned by Kadane’s algorithm on the original array.**  **2. Sum returned by Kadane’s algorithm on the modified array +**  **the sum of all the array elements.**  **\*/**    **return max(kadane(arr, n), accumulate(arr, arr + n, 0) + neg\_max\_sum);**  **}**    **int main()**  **{**  **int arr[] = { 2, 1, -5, 4, -3, 1, -3, 4, -1 };**  **int n = sizeof(arr)/sizeof(arr[0]);**    **cout << "The sum of the subarray with the largest sum is " <<**  **runCircularKadane(arr, n);**    **return 0;**  **}** | | --- |   **46: Maximum Product Subarray Problem**  **Given an integer array, find the subarray that has the maximum product of its elements. The solution should return the maximum product of elements among all possible subarrays.  Input: { -6, 4, -5, 8, -10, 0, 8 } Output: 1600 Explanation: The maximum product subarray is {4, -5, 8, -10} having product 1600**  **Input: { 40, 0, -20, -10 } Output: 200 Explanation: The maximum product subarray is {-20, -10} having product 200**  **#include <stdio.h>**    **// Utility function to find a minimum of two numbers**  **int min(int x, int y) {**  **return (x < y) ? x : y;**  **}**    **// Utility function to find a maximum of two numbers**  **int max(int x, int y) {**  **return (x > y) ? x : y;**  **}**    **// Function to return the maximum product of a subarray of a given array**  **int findMaxProduct(int arr[], int n)**  **{**  **// base case**  **if (n == 0) {**  **return 0;**  **}**    **// maintain two variables to store the maximum and minimum product**  **// ending at the current index**  **int max\_ending = arr[0], min\_ending = arr[0];**    **// to store the maximum product subarray found so far**  **int max\_so\_far = arr[0];**    **// traverse the given array**  **for (int i = 1; i < n; i++)**  **{**  **int temp = max\_ending;**    **// update the maximum product ending at the current index**  **max\_ending = max(arr[i], max(arr[i] \* max\_ending, arr[i] \* min\_ending));**    **// update the minimum product ending at the current index**  **min\_ending = min(arr[i], min(arr[i] \* temp, arr[i] \* min\_ending));**    **max\_so\_far = max(max\_so\_far, max\_ending);**  **}**    **// return maximum product**  **return max\_so\_far;**  **}**    **int main(void)**  **{**  **int arr[] = { -6, 4, -5, 8, -10, 0, 8 };**  **int n = sizeof(arr) / sizeof(arr[0]);**    **printf("The maximum product of a subarray is %d",**  **findMaxProduct(arr, n));**    **return 0;**  **}**  **47:Find the longest continuous sequence length with the same sum in given binary arrays**  **Given two binary arrays, X and Y, find the length of the longest continuous sequence that starts and ends at the same index in both arrays and have the same sum. In other words, find max(j-i+1) for every j >= i, where the sum of subarray X[i, j] is equal to the sum of subarray Y[i, j].**  **For example, consider the following binary arrays X and Y: X[]: {0, 0, 1, 1, 1, 1} Y[]: {0, 1, 1, 0, 1, 0}**  **The length of the longest continuous sequence with the same sum is 5 as X[0, 4]: {0, 0, 1, 1, 1} (sum = 3) Y[0, 4]: {0, 1, 1, 0, 1} (sum = 3)**  **#include <iostream>**  **#include <unordered\_map>**  **using namespace std;**    **// Given two binary arrays, `X` and `Y`, find the length of the longest**  **// continuous sequence that starts and ends at the same index in both**  **// arrays and have the same sum**  **int findMaxSubarrayLength(bool X[], bool Y[], int n)**  **{**  **// create an empty map**  **unordered\_map<int, int> map;**    **// to handle the case when the required sequence starts from index 0**  **map[0] = -1;**    **// stores length of the longest continuous sequence**  **int result = 0;**    **// `sum\_x` and `sum\_y` stores the sum of elements of `X[]` and `Y[]`,**  **// respectively, till the current index**  **int sum\_x = 0, sum\_y = 0;**    **// traverse both lists simultaneously**  **for (int i = 0; i < n; i++)**  **{**  **// update `sum\_x` and `sum\_y`**  **sum\_x += X[i];**  **sum\_y += Y[i];**    **// calculate the difference between the sum of elements in two lists**  **int diff = sum\_x - sum\_y;**    **// if the difference is seen for the first time, store the**  **// difference and current index in a map**  **if (map.find(diff) == map.end()) {**  **map[diff] = i;**  **}**    **// if the difference is seen before, then update the result**  **else {**  **result = max(result, i - map[diff]);**  **}**  **}**    **return result;**  **}**    **int main()**  **{**  **bool X[] = {0, 0, 1, 1, 1, 1};**  **bool Y[] = {0, 1, 1, 0, 1, 0};**    **int n = sizeof(X)/sizeof(X[0]);**    **cout << "The length of the longest continuous sequence with the same sum is " <<**  **findMaxSubarrayLength(X, Y, n);**    **return 0;**  **}**  **48: Rearrange array such that `A[A[i]]` is set to `i` for every element `A[i]`**  **Given an unsorted integer array A of size n, whose elements lie in the range 0 to n-1, rearrange the array such that A[A[i]] is set to i for every array element A[i]. Do this in linear time and without using any extra constant space.**  **Input: {1, 3, 4, 2, 0} Output: {4, 0, 3, 1, 2}  Explanation:**  **A[0] = 1, A[1] becomes 0**  **A[1] = 3, A[3] becomes 1**  **A[2] = 4, A[4] becomes 2**  **A[3] = 2, A[2] becomes 3**  **A[4] = 0, A[0] becomes 4**   | **#include <stdio.h>**    **// Function to rearrange an array such that `A[A[i]]` is set to `i`**  **// for every element `A[i]`**  **void rearrange(int A[], int n)**  **{**  **// create an auxiliary array of size `n`**  **int aux[n];**    **// for each element `A[i]` of the input array, set**  **// value `i` at index `A[i]` in the auxiliary array**  **for (int i = 0; i < n; i++) {**  **aux[A[i]] = i;**  **}**    **// copy auxiliary array elements back to the given array**  **for (int i = 0; i < n; i++) {**  **A[i] = aux[i];**  **}**  **}**    **int main()**  **{**  **int A[] = { 1, 3, 4, 2, 0 };**  **int n = sizeof(A) / sizeof(A[0]);**    **rearrange(A, n);**    **for (int i = 0; i < n; i++) {**  **printf("%d ", A[i]);**  **}**    **return 0;**  **}** | | --- |   **49: Find the maximum absolute difference between the sum of two non-overlapping subarrays**  **Given an array, find the maximum absolute difference between the sum of elements of two non-overlapping subarrays in linear time.**  **Input: A[] = { -3, -2, 6, -3, 5, -9, 3, 4, -1, -8, 2 } Output: The maximum absolute difference is 19.**  **The two subarrays are { 6, -3, 5 }, { -9, 3, 4, -1, -8 } whose sum of elements are 8 and -11, respectively. So, abs(8-(-11)) or abs(-11-8) = 19.**   | **#include <iostream>**  **#include <algorithm>**  **#include <climits>**  **using namespace std;**    **// `diff` ——> counter for loop from `i` to `j` in `A[]` (`diff` can be `+1` or `-1`)**  **// If the `diff` is 1, fill `aux[k]` with the maximum sum of subarray `A[0, k]`**  **// If the `diff` is -1, fill `aux[k]` with the maximum sum of subarray `A[k, n-1]`**  **// using Kadane’s algorithm**    **void findMaxSumSubarray(int A[], int aux[], int i, int j, int diff)**  **{**  **int max\_so\_far = A[i];**  **int max\_ending\_here = A[i];**  **aux[i] = A[i];**    **for (int k = i + diff; k != j; k += diff)**  **{**  **// update the maximum sum of subarray "ending" or "starting" at index `k`**  **max\_ending\_here = max(A[k], max\_ending\_here + A[k]);**    **// update the result if the current subarray sum is found to be greater**  **max\_so\_far = max(max\_so\_far, max\_ending\_here);**  **aux[k] = max\_so\_far;**  **}**  **}**    **void fillArrays(int A[], int left\_max[], int right\_max[],**  **int left\_min[], int right\_min[], int n)**  **{**  **findMaxSumSubarray(A, left\_max, 0, n - 1, 1);**  **findMaxSumSubarray(A, right\_max, n - 1, 0, -1);**    **// negate `A[]` for finding the minimum sum of subarrays using**  **// the same logic for finding the maximum sum of subarrays**  **transform(A, A + n, A, negate<int>());**    **// `transform()` is equivalent to**    **/\* for (int i = 0; i < n; i++) {**  **A[i] = -A[i];**  **} \*/**    **findMaxSumSubarray(A, left\_min, 0, n - 1, 1);**  **findMaxSumSubarray(A, right\_min, n - 1, 0, -1);**    **// negate `left\_min[]` and `right\_min[]` to get the minimum sum of subarrays**  **transform(left\_min, left\_min + n, left\_min, negate<int>());**  **transform(right\_min, right\_min + n, right\_min, negate<int>());**    **// restore the sign of `A[]`**  **transform(A, A + n, A, negate<int>());**  **}**    **// Find the maximum absolute difference between the sum of elements of**  **// two non-overlapping subarrays in a given array**  **int findMaxAbsDiff(int A[], int n)**  **{**  **// base case**  **if (n == 0) {**  **return 0;**  **}**    **// base case**  **if (n == 1) {**  **return A[0];**  **}**    **// `left\_max[i]` stores maximum sum of subarray in `A(0, i)`**  **// `right\_max[i]` stores maximum sum of subarray in `A(i, n-1)`**  **// `left\_min[i]` stores minimum sum of subarray in `A(0, i)`**  **// `right\_min[i]` stores minimum sum of subarray in `A(i, n-1)`**    **int left\_max[n], right\_max[n], left\_min[n], right\_min[n];**  **fillArrays(A, left\_max, right\_max, left\_min, right\_min, n);**    **// stores the maximum absolute difference**  **int max\_abs\_diff = INT\_MIN;**    **// do for each index `i` in the array**  **for (int i = 0; i < n - 1; i++)**  **{**  **max\_abs\_diff = max(max\_abs\_diff, max(abs(left\_max[i] - right\_min[i+1]),**  **abs(left\_min[i] - right\_max[i+1])));**  **}**    **return max\_abs\_diff;**  **}**    **int main()**  **{**  **int A[] = { -3, -2, 6, -3, 5, -9, 3, 4, -1, -8, 2 };**  **int n = sizeof(A) / sizeof(A[0]);**    **cout << "The maximum absolute difference is " << findMaxAbsDiff(A, n);**    **return 0;**  **}** | | --- |   **50: Print all combinations of positive integers in increasing order that sums to a given number**  **Write code to print all combinations of positive integers in increasing order that sum to a given positive number.**  **Input: N = 3 1 1 1 1 2 3**  **Input: N = 4 1 1 1 1 1 1 2 1 3 2 2 4**  **Input: N = 5 1 1 1 1 1 1 1 1 2 1 1 3 1 2 2 1 4 2 3 5**   | **#include <stdio.h>**    **// Utility function to print given array**  **void printArray(int nums[], int n)**  **{**  **for (int i = 0; i <= n; i++) {**  **printf("%d ", nums[i]);**  **}**    **printf("\n");**  **}**    **// Recursive function to print all combinations of positive integers**  **// in increasing order that sum to a given number**  **void printCombinations(int nums[], int i, int sum, int sum\_left)**  **{**  **// to maintain the increasing order, start the loop from the**  **// previous number stored in `nums[]`**  **int prev\_num = (i > 0) ? nums[i - 1] : 1;**  **for (int k = prev\_num; k <= sum; k++)**  **{**  **// set the next array element to `k`**  **nums[i] = k;**    **// recur with the sum left and the next location in the array**  **if (sum\_left > k) {**  **printCombinations(nums, i + 1, sum, sum\_left - k);**  **}**    **// if the sum is found**  **if (sum\_left == k) {**  **printArray(nums, i);**  **}**  **}**  **}**    **// Wrapper over `printCombinations()` function**  **void findCombinations(int sum)**  **{**  **// create a temporary array for storing the combinations**  **int nums[sum];**    **// recur for all combinations**  **int starting\_index = 0;**  **printCombinations(nums, starting\_index, sum, sum);**  **}**    **int main(void)**  **{**  **int sum = 5;**  **findCombinations(sum);**    **return 0;**  **}** | | --- |   **51: Find a minimum range with at least one element from each of the given arrays**  **Given three sorted arrays of variable length, efficiently compute the minimum range with at least one element from each array. Input: 3 sorted arrays of variable length [ 3, 6, 8, 10, 15 ] [ 1, 5, 12 ] [ 4, 8, 15, 16 ] Output: Minimum range is 3–5  Input: 3 sorted arrays of variable length [ 2, 3, 4, 8, 10, 15 ] [ 1, 5, 12 ] [ 7, 8, 15, 16 ] Output: Minimum range is 4–7**  **#include <iostream>**  **#include <vector>**  **#include <limits>**  **using namespace std;**    **// Function to find the minimum range with at least one element from**  **// each of the given arrays**  **pair<int, int> findMinRange(auto &a, auto &b, auto &c)**  **{**  **// create a pair to store the result**  **pair<int, int> pair;**    **// stores the low difference**  **int diff = numeric\_limits<int>::max();**    **// consider all triplets formed by `(a[i], b[j], c[k])`**  **for (int i = 0; i < a.size(); i++)**  **{**  **for (int j = 0; j < b.size(); j++)**  **{**  **for (int k = 0; k < c.size(); k++)**  **{**  **// find the minimum and maximum value in the current triplet**  **int low = min(min(a[i], b[j]), c[k]);**  **int high = max(max(a[i], b[j]), c[k]);**    **// update the low difference if the current difference is more**  **// and store the range in a pair**  **if (diff > high - low)**  **{**  **pair = make\_pair(low, high);**  **diff = high - low;**  **}**  **}**  **}**  **}**    **return pair;**  **}**    **int main()**  **{**  **vector<int> a = { 3, 6, 8, 10, 15 };**  **vector<int> b = { 1, 5, 12 };**  **vector<int> c = { 4, 8, 15, 16 };**    **auto pair = findMinRange(a, b, c);**  **cout << "The minimum range is [" << pair.first << ", " << pair.second << "]";**    **return 0;**  **}**  **52: 3–partition problem extended | Printing all partitions**  **Given an array of positive integers, which can be partitioned into three disjoint subsets having the same sum, print the partitions.  For example, consider the following set: S = { 7, 3, 2, 1, 5, 4, 8 } We can partition S into three partitions, each having a sum of 10. S1 = {7, 3} S2 = {5, 4, 1} S3 = {8, 2}**   | **#include <iostream>**  **#include <vector>**  **#include <numeric>**  **using namespace std;**    **// Helper function to 3–partition problem.**  **// It returns true if there exist three subsets with a given sum**  **bool isSubsetExist(vector<int> const &S, int n, int a, int b, int c, vector<int> &arr)**  **{**  **// return true if the subset is found**  **if (a == 0 && b == 0 && c == 0) {**  **return true;**  **}**    **// base case: no items left**  **if (n < 0) {**  **return false;**  **}**    **// Case 1. The current item becomes part of the first subset**  **bool A = false;**  **if (a - S[n] >= 0)**  **{**  **arr[n] = 1; // current element goes to the first subset**  **A = isSubsetExist(S, n - 1, a - S[n], b, c, arr);**  **}**    **// Case 2. The current item becomes part of the second subset**  **bool B = false;**  **if (!A && (b - S[n] >= 0))**  **{**  **arr[n] = 2; // current element goes to the second subset**  **B = isSubsetExist(S, n - 1, a, b - S[n], c, arr);**  **}**    **// Case 3. The current item becomes part of the third subset**  **bool C = false;**  **if ((!A && !B) && (c - S[n] >= 0))**  **{**  **arr[n] = 3; // current element goes to the third subset**  **C = isSubsetExist(S, n - 1, a, b, c - S[n], arr);**  **}**    **// return true if we get a solution**  **return A || B || C;**  **}**    **// Function for solving the 3–partition problem. It prints the subset if**  **// the given set `S[0…n-1]` can be divided into three subsets with an equal sum**  **void partition(vector<int> const &S)**  **{**  **// get the sum of all elements in the set**  **int sum = accumulate(S.begin(), S.end(), 0);**    **// total number of items in `S`**  **int n = S.size();**    **// construct an array to track the subsets**  **// `arr[i] = k` represents i'th item of `S` is part of k'th subset**  **vector<int> arr(n);**    **// set result to true if the sum is divisible by 3 and the set `S` can**  **// be divided into three subsets with an equal sum**  **bool result = (n >= 3) && !(sum % 3) &&**  **isSubsetExist(S, n - 1, sum/3, sum/3, sum/3, arr);**    **if (!result)**  **{**  **cout << "3-Partition of set is not possible";**  **return;**  **}**    **// print the partitions**  **for (int i = 0; i < 3; i++)**  **{**  **cout << "Partition " << i << " is ";**  **for (int j = 0; j < n; j++)**  **{**  **if (arr[j] == i + 1) {**  **cout << S[j] << " ";**  **}**  **}**  **cout << endl;**  **}**  **}**    **int main()**  **{**  **// Input: a set of integers**  **vector<int> S = { 7, 3, 2, 1, 5, 4, 8 };**    **partition(S);**    **return 0;**  **}** | | --- |   **53. Inversion count of an array**  **Given an array, find the total number of inversions of it. If (i < j) and (A[i] > A[j]), then pair (i, j) is called an inversion of an array A. We need to count all such pairs in the array. Input: A[] = [1, 9, 6, 4, 5] Output: The inversion count is 5 There are 5 inversions in the array: (9, 6), (9, 4), (9, 5), (6, 4), (6, 5)**   | **#include <stdio.h>**    **// Function to find inversion count of a given array**  **int findInversionCount(int arr[], int n)**  **{**  **int inversionCount = 0;**  **for (int i = 0; i < n - 1; i++)**  **{**  **for (int j = i + 1; j < n; j++)**  **{**  **if (arr[i] > arr[j]) {**  **inversionCount++;**  **}**  **}**  **}**  **return inversionCount;**  **}**    **int main()**  **{**  **int arr[] = { 1, 9, 6, 4, 5 };**  **int N = sizeof(arr)/sizeof(arr[0]);**    **printf("The inversion count is %d", findInversionCount(arr, N));**    **return 0;**  **}** | | --- |   **54: Find surpasser count for each array element**  **Given an integer array having distinct elements, find the surpasser count for each element in it. In other words, for each array element, find the total number of elements to its right, which are greater than it.**  **Input: { 4, 6, 3, 9, 7, 10 } Output: { 4, 3, 3, 1, 1, 0 }**  **#include <iostream>**  **#include <unordered\_map>**  **#include <cstring>**  **using namespace std;**    **// Function to merge two sorted subarrays `arr[low … mid]` and**  **// `arr[mid+1 … high]`**  **void merge(int arr[], int aux[], int low, int mid, int high,**  **auto &surpasser\_count)**  **{**  **int k = low, i = low, j = mid + 1;**  **int count = 0;**    **// run if there are elements in the left and right runs**  **while (i <= mid && j <= high)**  **{**  **if (arr[i] > arr[j])**  **{**  **// update surpasser count of `arr[i]`**  **surpasser\_count[arr[i]] += count;**    **aux[k++] = arr[i++];**  **}**  **else {**  **aux[k++] = arr[j++];**  **count++;**  **}**  **}**    **// copy remaining elements**  **while (i <= mid)**  **{**  **surpasser\_count[arr[i]] += count;**  **aux[k++] = arr[i++];**  **}**    **/\* no need to copy the second half (since the remaining items**  **are already in their correct position in the temporary array) \*/**    **// copy back to the original array to reflect sorted order**  **for (int i = low; i <= high; i++) {**  **arr[i] = aux[i];**  **}**  **}**    **// Function to sort array `arr[low…high]` in descending order**  **void merge\_sort(int arr[], int aux[], int low, int high,**  **auto &surpasser\_count)**  **{**  **// base case: run size is less than or equal to 1**  **if (high <= low) {**  **return;**  **}**    **// find midpoint**  **int mid = (low + ((high - low) >> 1));**    **// recursively split runs into two halves until run size == 1,**  **// merge them, and return up the call chain**    **merge\_sort(arr, aux, low, mid, surpasser\_count);**  **merge\_sort(arr, aux, mid + 1, high, surpasser\_count);**    **merge(arr, aux, low, mid, high, surpasser\_count);**  **}**    **// Function to find the surpasser count for each array element**  **auto surpasserCount(int const A[], int n)**  **{**  **unordered\_map<int, int> surpasser\_count;**    **// create two copies of the original array**  **int aux[n], arr[n];**  **memcpy(aux, A, n \* sizeof(A[0]));**  **memcpy(arr, A, n \* sizeof(A[0]));**    **// sort array `arr[]` in descending order using auxiliary array aux[]**  **merge\_sort(arr, aux, 0, n - 1, surpasser\_count);**    **return surpasser\_count;**  **}**    **int main()**  **{**  **int arr[] = { 4, 6, 3, 9, 7, 10 };**  **int n = sizeof(arr) / sizeof(arr[0]);**    **// find the surpasser count for array elements**  **unordered\_map<int, int> surpasser\_count = surpasserCount(arr, n);**  **for (int i = 0; i < n; i++) {**  **cout << surpasser\_count[arr[i]] << " ";**  **}**    **return 0;**  **}**  **55: Find the area of the largest rectangle of 1’s in a binary matrix**  **Given a rectangular binary matrix, calculate the area of the largest rectangle of 1's in it. Assume that a rectangle can be formed by swapping any number of columns with each other.**  **Input: [0, 1, 0, 1, 1] [1, 1, 0, 0, 1] [1, 1, 0, 1, 1] [1, 1, 1, 1, 1]**  **Output: The area of the largest rectangle of 1’s is 9 Explanation: The largest rectangle of 1’s can be formed by swapping column 3 with column 5. [0, 1, 1, 1, 0] [1, 1, 1, 0, 0] [1, 1, 1, 1, 0] [1, 1, 1, 1, 1]**  **Input: [0, 1, 1, 0] [1, 0, 0, 1] [1, 1, 0, 1] [1, 1, 1, 1]**  **Output: The area of the largest rectangle of 1’s is 6 Explanation: The largest rectangle of 1’s can be formed by swapping column 2 with column 4 or swapping column 3 with column 4. [0, 0, 1, 1] [1, 1, 0, 0] [1, 1, 0, 1] [1, 1, 1, 1]**  **OR**  **[0, 1, 0, 1] [1, 0, 1, 0] [1, 1, 1, 0] [1, 1, 1, 1]**   | **#include <stdio.h>**  **#include <limits.h>**    **// `M × N` matrix**  **#define M 4**  **#define N 5**    **// Utility function to replace all non-zero values in a matrix by 1**  **void resetMatrix(int mat[][N])**  **{**  **for (int i = 0; i < M; i++)**  **{**  **for (int j = 0; j < N; j++)**  **{**  **if (mat[i][j] != 0) {**  **mat[i][j] = 1;**  **}**  **}**  **}**  **}**    **// Utility function to find the maximum of two numbers**  **int max(int x, int y) {**  **return (x > y) ? x : y;**  **}**    **// Function to calculate the area of the largest rectangle of 1's where swapping of**  **// columns is allowed**  **int findMaxRectArea(int mat[][N])**  **{**  **// update the matrix to store the counts of consecutive 1's present in each column**  **for (int j = 0; j < N; j++)**  **{**  **// process each column from bottom to top**  **for (int i = M - 2; i >= 0; i--)**  **{**  **if (mat[i][j] == 1) {**  **mat[i][j] = mat[i+1][j] + 1;**  **}**  **}**  **}**    **// keep track of the largest rectangle of 1's found so far**  **int maxArea = 0;**    **// traverse each row in the modified matrix to find the maximum area**  **for (int i = 0; i < M; i++)**  **{**  **// create a count array for each row `i`**  **int count[M + 1] = { 0 };**    **// process row `i`**  **for (int j = 0; j < N; j++)**  **{**  **if (mat[i][j] > 0)**  **{**  **// increment value in the count array using the current element**  **// as an index**  **count[mat[i][j]] += 1;**    **// the area can be calculated by multiplying the current**  **// element `mat[i][j]` with the corresponding value**  **// in the count array `count[mat[i][j]]`**    **maxArea = max(maxArea, mat[i][j] \* count[mat[i][j]]);**  **}**  **}**  **}**    **// reset matrix before returning**  **resetMatrix(mat);**    **return maxArea;**  **}**    **int main(void)**  **{**  **int mat[M][N] =**  **{**  **{ 0, 1, 0, 1, 1 },**  **{ 1, 1, 0, 0, 1 },**  **{ 1, 1, 0, 1, 1 },**  **{ 1, 1, 1, 1, 1 }**  **};**    **printf("The area of the largest rectangle of 1's is %d", findMaxRectArea(mat));**    **return 0;**  **}** | | --- |   **56: Sort an array using Young tableau**  **In this post, we will see how to sort N2 numbers in increasing order using an N × N Young tableau in O(N3) time.**  **An N × N Young tableau is an N × N matrix such that entries of each row are sorted from left to right and the entries of each column are sorted from top to bottom. Some entries of a Young tableau may be infinity, which indicates an empty entry. Thus, a Young tableau can be used to hold n <= N2 finite numbers.**  **#include <iostream>**  **#include <vector>**  **#include <algorithm>**  **#include <sstream>**  **#include <cstring>**  **#include <climits>**  **#include <cmath>**  **using namespace std;**    **class YoungTableau**  **{**  **// Recursive function to fix the tableau property in an `N × N` Young tableau.**  **// An infinite value is initially placed at the first cell `(0, 0)` of the tableau.**  **// The function works by swapping the smallest of `[i+i, j]` and `[i, j+1]` with**  **// `[i, j]` and recur for the smaller value.**  **void fixTableau(vector<vector<int>> &tableau, int i, int j)**  **{**  **int N = tableau.size();**    **// get the values present at the bottom and right cell of the current cell**  **int bottom = (i + 1 < N) ? tableau[i + 1][j] : INT\_MAX;**  **int right = (j + 1 < N) ? tableau[i][j + 1] : INT\_MAX;**    **if (bottom == INT\_MAX && right == INT\_MAX) {**  **return;**  **}**    **if (bottom < right) // go down**  **{**  **swap(tableau[i][j], tableau[i + 1][j]);**  **fixTableau(tableau, i + 1, j);**  **}**  **else // go right**  **{**  **swap(tableau[i][j], tableau[i][j + 1]);**  **fixTableau(tableau, i, j + 1);**  **}**  **}**    **// Recursive function to insert a new element into a non-full `N × N` Young tableau.**  **// The new element is initially placed at the bottom-right corner of the tableau.**  **// The function works by swapping the smallest of `[i-i, j]` and `[i, j-1]` with**  **// `[i, j]` and recur for the smaller value.**  **void insert(vector<vector<int>> &tableau, int i, int j)**  **{**  **// base case**  **if (i == 0 && j == 0) {**  **return;**  **}**    **// handle separately for the first row**  **if (i == 0)**  **{**  **if (tableau[i][j] < tableau[i][j - 1])**  **{**  **swap(tableau[i][j], tableau[i][j - 1]);**  **insert(tableau, i, j - 1);**  **}**  **return;**  **}**    **// handle separately for the first column**  **if (j == 0)**  **{**  **if (tableau[i][j] < tableau[i - 1][j])**  **{**  **swap(tableau[i][j], tableau[i - 1][j]);**  **insert(tableau, i - 1, j);**  **}**  **return;**  **}**    **if (tableau[i][j] < tableau[i - 1][j]) // go up**  **{**  **swap(tableau[i][j], tableau[i - 1][j]);**  **insert(tableau, i - 1, j);**  **}**    **if (tableau[i][j] < tableau[i][j - 1]) // go left**  **{**  **swap(tableau[i][j], tableau[i][j - 1]);**  **insert(tableau, i, j - 1);**  **}**  **}**    **public:**    **// Function construct an `N × N` Young tableau from the given keys**  **vector<vector<int>> construct(vector<int> &keys)**  **{**  **// initialize the Young tableau by infinity**  **int N = (int) ceil(sqrt(keys.size()));**  **vector<vector<int>> tableau(N, vector<int>(N, INT\_MAX));**    **// do for each key**  **for (int key: keys)**  **{**  **// check for overflow**  **if (tableau[N - 1][N - 1] != INT\_MAX) {**  **break;**  **}**    **// place the key at the bottom-right corner of the tableau**  **tableau[N - 1][N - 1] = key;**    **// move the key to its correct position in the tableau**  **insert(tableau, N - 1, N - 1);**  **}**    **return tableau;**  **}**    **// Function to extract the next minimum element from the Young tableau**  **int extractMin(vector<vector<int>> &tableau)**  **{**  **// the first cell of the tableau stores the minimum element**  **int min = tableau[0][0];**    **// make the first element as infinity**  **tableau[0][0] = INT\_MAX;**    **// fix the Young tableau property**  **fixTableau(tableau, 0, 0);**    **return min;**  **}**  **};**    **void sort(vector<int> &keys)**  **{**  **if (keys.size() == 0) {**  **return;**  **}**    **// construct a Young tableau from the above keys**  **YoungTableau s;**  **vector<vector<int>> tableau = s.construct(keys);**    **// repeatedly call `extractMin()` and fill `keys[]` with the returned values**  **for (int i = 0; i < keys.size(); i++) {**  **keys[i] = s.extractMin(tableau);**  **}**  **}**    **int main()**  **{**  **// unsorted input**  **vector<int> keys { 6, 4, 8, 7, 2, 3, 1, 5 };**    **// sort the input keys**  **sort(keys);**    **// print the sorted input**  **for (int i: keys) {**  **cout << i << ' ';**  **}**    **return 0;**  **}**  **57:Print all possible solutions to N–Queens problem**  **The N–queens puzzle is the problem of placing N chess queens on an N × N chessboard so that no two queens threaten each other. Thus, the solution requires that no two queens share the same row, column, or diagonal.**  **For example, for a standard 8 × 8 chessboard, below is one such configuration:**  **Q – – – – – – –  – – – – Q – – –  – – – – – – – Q  – – – – – Q – –  – – Q – – – – –  – – – – – – Q –  – Q – – – – – –  – – – Q – – – –**  **#include <stdio.h>**  **#include <string.h>**    **// `N × N` chessboard**  **#define N 8**    **// Function to check if two queens threaten each other or not**  **int isSafe(char mat[][N], int r, int c)**  **{**  **// return 0 if two queens share the same column**  **for (int i = 0; i < r; i++)**  **{**  **if (mat[i][c] == 'Q') {**  **return 0;**  **}**  **}**    **// return 0 if two queens share the same `` diagonal**  **for (int i = r, j = c; i >= 0 && j >= 0; i--, j--)**  **{**  **if (mat[i][j] == 'Q') {**  **return 0;**  **}**  **}**    **// return 0 if two queens share the same `/` diagonal**  **for (int i = r, j = c; i >= 0 && j < N; i--, j++)**  **{**  **if (mat[i][j] == 'Q') {**  **return 0;**  **}**  **}**    **return 1;**  **}**    **void printSolution(char mat[][N])**  **{**  **for (int i = 0; i < N; i++)**  **{**  **for (int j = 0; j < N; j++) {**  **printf("%c ", mat[i][j]);**  **}**  **printf("\n");**  **}**  **printf("\n");**  **}**    **void nQueen(char mat[][N], int r)**  **{**  **// if `N` queens are placed successfully, print the solution**  **if (r == N)**  **{**  **printSolution(mat);**  **return;**  **}**    **// place queen at every square in the current row `r`**  **// and recur for each valid movement**  **for (int i = 0; i < N; i++)**  **{**  **// if no two queens threaten each other**  **if (isSafe(mat, r, i))**  **{**  **// place queen on the current square**  **mat[r][i] = 'Q';**    **// recur for the next row**  **nQueen(mat, r + 1);**    **// backtrack and remove the queen from the current square**  **mat[r][i] = '-';**  **}**  **}**  **}**    **int main()**  **{**  **// `mat[][]` keeps track of the position of queens in the current configuration**  **char mat[N][N];**    **// initialize `mat[][]` by `-`**  **memset(mat, '-', sizeof mat);**    **nQueen(mat, 0);**    **return 0;**  **}**  **58: Print all possible Knight’s tours on a chessboard**  **Given a chessboard, print all sequences of moves of a knight on a chessboard such that the knight visits every square only once. For example, for the standard 8 × 8 chessboards, below is one such tour. We have started the tour from the top-leftmost of the board (marked as 1), and the next number represents the knight’s consecutive moves.**  **1 50 45 62 31 18 9 64 46 61 32 49 10 63 30 17 51 2 47 44 33 28 19 8 60 35 42 27 48 11 16 29 41 52 3 34 43 24 7 20 36 59 38 55 26 21 12 15 53 40 57 4 23 14 25 6 58 37 54 39 56 5 22 13**   | **#include <iostream>**  **#include <cstring>**  **using namespace std;**    **// `N × N` chessboard**  **#define N 5**    **// Below arrays detail all eight possible movements for a knight.**  **// It is important to avoid changing the sequence of the below arrays**  **int row[] = { 2, 1, -1, -2, -2, -1, 1, 2, 2 };**  **int col[] = { 1, 2, 2, 1, -1, -2, -2, -1, 1 };**    **// Check if `(x, y)` is valid chessboard coordinates.**  **// Note that a knight cannot go out of the chessboard**  **bool isValid(int x, int y)**  **{**  **if (x < 0 || y < 0 || x >= N || y >= N) {**  **return false;**  **}**    **return true;**  **}**    **// Recursive function to perform the knight's tour using backtracking**  **void knightTour(int visited[N][N], int x, int y, int pos)**  **{**  **// mark the current square as visited**  **visited[x][y] = pos;**    **// if all squares are visited, print the solution**  **if (pos >= N\*N)**  **{**  **for (int i = 0; i < N; i++)**  **{**  **for (int j = 0; j < N; j++) {**  **cout << visited[i][j] << " ";**  **}**  **cout << endl;**  **}**  **cout << endl;**    **// backtrack before returning**  **visited[x][y] = 0;**  **return;**  **}**    **// check for all eight possible movements for a knight**  **// and recur for each valid movement**  **for (int k = 0; k < 8; k++)**  **{**  **// get the new position of the knight from the current**  **// position on the chessboard**  **int newX = x + row[k];**  **int newY = y + col[k];**    **// if the new position is valid and not visited yet**  **if (isValid(newX, newY) && !visited[newX][newY]) {**  **knightTour(visited, newX, newY, pos + 1);**  **}**  **}**    **// backtrack from the current square and remove it from the current path**  **visited[x][y] = 0;**  **}**    **int main()**  **{**  **// `visited[][]` serves two purposes:**  **// 1. It keeps track of squares involved in the knight's tour.**  **// 2. It stores the order in which the squares are visited.**  **int visited[N][N];**    **// initialize `visited[][]` by 0 (unvisited)**  **memset(visited, 0, sizeof visited);**    **int pos = 1;**    **// start knight tour from corner square `(0, 0)`**  **knightTour(visited, 0, 0, pos);**    **return 0;**  **}** | | --- |   **59: K–Partition Problem | Printing all partitions**  **In the k–partition problem, we need to partition an array of positive integers into k disjoint subsets that all have an equal sum, and they completely cover the set.  For example, consider set S = { 7, 3, 5, 12, 2, 1, 5, 3, 8, 4, 6, 4 }. 1. S can be partitioned into two partitions, each having a sum of 30. S1 = { 5, 3, 8, 4, 6, 4 } S2 = { 7, 3, 5, 12, 2, 1 }  2. S can be partitioned into three partitions, each having a sum of 20. S1 = { 2, 1, 3, 4, 6, 4 } S2 = { 7, 5, 8 } S3 = { 3, 5, 12 }  3. S can be partitioned into four partitions, each having a sum of 15. S1 = { 1, 4, 6, 4 } S2 = { 2, 5, 8 } S3 = { 12, 3 } S4 = { 7, 3, 5 }  4. S can be partitioned into five partitions, each having a sum of 12. S1 = { 2, 6, 4 } S2 = { 8, 4 } S3 = { 3, 1, 5, 3 } S4 = { 12 } S5 = { 7, 5 }**  **#include <iostream>**  **#include <numeric>**  **using namespace std;**    **// Function to check if all subsets are filled or not**  **bool checkSum(int sumLeft[], int k)**  **{**  **int r = true;**  **for (int i = 0; i < k; i++)**  **{**  **if (sumLeft[i] != 0) {**  **r = false;**  **}**  **}**    **return r;**  **}**    **// Helper function for solving `k` partition problem.**  **// It returns true if there exist `k` subsets with the given sum**  **bool subsetSum(int S[], int n, int sumLeft[], int A[], int k)**  **{**  **// return true if a subset is found**  **if (checkSum(sumLeft, k)) {**  **return true;**  **}**    **// base case: no items left**  **if (n < 0) {**  **return false;**  **}**    **bool result = false;**    **// consider current item `S[n]` and explore all possibilities**  **// using backtracking**  **for (int i = 0; i < k; i++)**  **{**  **if (!result && (sumLeft[i] - S[n]) >= 0)**  **{**  **// mark the current element subset**  **A[n] = i + 1;**    **// add the current item to the i'th subset**  **sumLeft[i] = sumLeft[i] - S[n];**    **// recur for remaining items**  **result = subsetSum(S, n - 1, sumLeft, A, k);**    **// backtrack: remove the current item from the i'th subset**  **sumLeft[i] = sumLeft[i] + S[n];**  **}**  **}**    **// return true if we get a solution**  **return result;**  **}**    **// Function for solving k–partition problem. It prints the subsets if**  **// set `S[0…n-1]` can be divided into `k` subsets with equal sum**  **void partition(int S[], int n, int k)**  **{**  **// base case**  **if (n < k)**  **{**  **cout << "k-partition of set S is not possible";**  **return;**  **}**    **// get the sum of all elements in the set**  **int sum = accumulate(S, S + n, 0);**    **int A[n], sumLeft[k];**    **// create an array of size `k` for each subset and initialize it**  **// by their expected sum, i.e., `sum/k`**  **for (int i = 0; i < k; i++) {**  **sumLeft[i] = sum/k;**  **}**    **// return true if the sum is divisible by `k` and set `S` can**  **// be divided into `k` subsets with equal sum**  **bool result = !(sum % k) && subsetSum(S, n - 1, sumLeft, A, k);**    **if (!result)**  **{**  **cout << "k-partition of set S is not possible";**  **return;**  **}**    **// print all k–partitions**  **for (int i = 0; i < k; i++)**  **{**  **cout << "Partition " << i << " is ";**  **for (int j = 0; j < n; j++)**  **{**  **if (A[j] == i + 1) {**  **cout << S[j] << " ";**  **}**  **}**  **cout << endl;**  **}**  **}**    **int main()**  **{**  **// Input: a set of integers**  **int S[] = { 7, 3, 5, 12, 2, 1, 5, 3, 8, 4, 6, 4 };**    **// total number of items in `S`**  **int n = sizeof(S) / sizeof(S[0]);**  **int k = 5;**    **partition(S, n, k);**    **return 0;**  **}**  **60: Check if a repeated subsequence is present in a string or not**  **Given a string, check if a repeated subsequence is present in it or not. The repeated subsequence should have a length of 2 or more. String XYBAXB has XB(XBXB) as a repeated subsequence String XBXAXB has XX(XXX) as a repeated subsequence String ABCA doesn’t have any repeated subsequence String XYBYAXBY has XB(XBXB), XY(XYXY), YY(YYY), YB(YBYB), and YBY(YBYBY) as repeated subsequences.**   | **#include <iostream>**  **#include <string>**  **#include <unordered\_map>**  **using namespace std;**    **// Recursive function to check if `str[low…high]` is a palindrome or not**  **bool isPalindrome(string str, int low, int high)**  **{**  **// base case**  **if (low >= high) {**  **return true;**  **}**    **return (str[low] == str[high]) &&**  **isPalindrome(str, low + 1, high - 1);**  **}**    **// Function to checks if repeated subsequence is present**  **// in the string**  **bool hasRepeatedSubsequence(string str)**  **{**  **// base case**  **if (str.length() == 0) {**  **return false;**  **}**    **// map to store the frequency of each distinct character**  **// of a given string**  **unordered\_map<char, int> freq;**    **// update map with frequency**  **for (int i = 0; i < str.length(); i++)**  **{**  **// if the frequency of any character becomes 3,**  **// we have found the repeated subsequence**  **if (++freq[str[i]] >= 3) {**  **return true;**  **}**  **}**    **string temp;**    **// consider all repeated elements (frequency 2 or more)**  **// and discard all non-repeating elements (frequency 1)**  **for (int i = 0; i < str.length(); i++)**  **{**  **if (freq[str[i]] >= 2) {**  **temp += str[i];**  **}**  **}**    **// return false if `temp` is a palindrome**  **return !isPalindrome(temp, 0, temp.length() - 1);**  **}**    **int main()**  **{**  **string str = "XYBYAXB"; // 'XB' and 'YB' are repeated subsequences**    **if (hasRepeatedSubsequence(str)) {**  **cout << "Repeated subsequence is present";**  **}**  **else {**  **cout << "No repeated subsequence is present";**  **}**    **return 0;**  **}** | | --- |   **61: Find all possible combinations of words formed from the mobile keypad**  **Given a sequence of numbers between 2 and 9, print all possible combinations of words formed from the mobile keypad which has english alphabets associated with each key.  Input: [2, 3, 4] Output: ADG BDG CDG AEG BEG CEG AFG BFG CFG ADH BDH CDH AEH BEH CEH AFH BFH CFH ADI BDI CDI AEI BEI CEI AFI BFI CFI**   | **#include <iostream>**  **#include <vector>**  **#include <unordered\_set>**  **using namespace std;**    **// Top-down recursive function to find all possible combinations by**  **// replacing key's digits with characters of the corresponding list**  **void findCombinations(auto &keypad, auto const &keys, auto &combinations,**  **string result, int index)**  **{**  **// if we have processed every digit of the key, print the result**  **if (index == -1)**  **{**  **combinations.insert(result);**  **return;**  **}**    **// stores the current digit**  **int digit = keys[index];**    **// get the list corresponding to the current digit and**  **// one by one, replace the digit with each character in the**  **// corresponding list and recur for the next digit**  **for (char c: keypad[digit]) {**  **findCombinations(keypad, keys, combinations, c + result, index - 1);**  **}**  **}**    **unordered\_set<string> findAllCombinations(auto const &keypad, auto const &keys)**  **{**  **// create a set to store all combinations**  **unordered\_set<string> combinations;**    **// invalid input - return empty set**  **if (keypad.size() == 0 || keys.size() == 0) {**  **return combinations;**  **}**    **// find and return all combinations**  **int n = keys.size();**  **findCombinations(keypad, keys, combinations, "", n - 1);**  **return combinations;**  **}**    **int main()**  **{**  **// mobile keypad**  **vector<vector<char>> keypad =**  **{**  **{}, {}, // 0 and 1 digit doesn't have any characters associated**  **{ 'A', 'B', 'C' },**  **{ 'D', 'E', 'F' },**  **{ 'G', 'H', 'I' },**  **{ 'J', 'K', 'L' },**  **{ 'M', 'N', 'O' },**  **{ 'P', 'Q', 'R', 'S'},**  **{ 'T', 'U', 'V' },**  **{ 'W', 'X', 'Y', 'Z'}**  **};**    **// input number in the form of an array (number cannot start from 0 or 1)**  **vector<int> keys = { 2, 3, 4 };**    **// find all combinations**  **unordered\_set<string> combinations = findAllCombinations(keypad, keys);**  **for (string s: combinations) {**  **cout << s << ' ';**  **}**    **return 0;**  **}** | | --- |  44. **Sort binary array in linear time** Given a binary array, sort it in linear time and constant space. The output should print all zeroes, followed by all ones.  For example,  **Input:**  { 1, 0, 1, 0, 1, 0, 0, 1 }    **Output:** { 0, 0, 0, 0, 1, 1, 1, 1 }  [Practice this problem](https://techiedelight.com/practice/?problem=SortBinaryArray)  A simple solution would be to count the total number of 0’s present in the array, say k, and fill the first k indices in the array by 0 and all remaining indices by 1.  Alternatively, we can count the total number of 1’s present in the array k and fill the last k indices in the array by 1 and all remaining indices by 0.   | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40 | #include <stdio.h>    // Function to sort a binary array in linear time  int sort(int A[], int n)  {  // count number of 0's  int zeros = 0;  for (int i = 0; i < n; i++)  {  if (A[i] == 0) {  zeros++;  }  }    // put 0's at the beginning  int k = 0;  while (zeros--) {  A[k++] = 0;  }    // fill all remaining elements by 1  while (k < n) {  A[k++] = 1;  }  }    int main(void)  {  int A[] = { 0, 0, 1, 0, 1, 1, 0, 1, 0, 0 };  int n = sizeof(A)/sizeof(A[0]);    sort(A, n);    // print the rearranged array  for (int i = 0; i < n; i++) {  printf("%d ", A[i]);  }    return 0;  } | | --- | --- |   We can also solve this problem in linear time by using the [partitioning logic of Quicksort](https://www.techiedelight.com/quicksort/). The idea is to use 1 as a pivot element and make one pass of the partition process.   | #include <stdio.h>    // Utility function to swap elements `A[i]` and `A[j]` in an array  void swap(int A[], int i, int j)  {  int temp = A[i];  A[i] = A[j];  A[j] = temp;  }    // Function to sort a binary array in linear time  int partition(int A[], int n)  {  int pivot = 1;  int j = 0;    // each time we encounter a 0, `j` is incremented, and  // 0 is placed before the pivot  for (int i = 0; i < n; i++)  {  if (A[i] < pivot)  {  swap(A, i, j);  j++;  }  }  }    int main(void)  {  int A[] = { 1, 0, 0, 0, 1, 0, 1, 1 };  int n = sizeof(A)/sizeof(A[0]);    partition(A, n);    // print the rearranged array  for (int i = 0; i < n; i++) {  printf("%d ", A[i]);  }    return 0;  } | | --- |  **45**. **Complete Search** Complete search (aka brute force or recursive backtracking) is a method for solving a problem by traversing the entire search space in search of a solution. During the search we can prune parts of the search space that we are sure do not lead to the required solution. In programming contests, complete search will likely lead to Time Limit Exceeded (TLE), however, it’s a good strategy for small input problems.  #include <cstdlib>  #include <cstdio>  #include <cstring>  using namespace std;  //row[8]: row # for each queen  //TC: traceback counter  //(a, b): 1st queen placement at (r=a, c=b)  int row[8], TC, a, b, line\_counter;  bool place(int r, int c)  {  // check previously placed queens  for (int prev = 0; prev < c; prev++)  {  // check if same row or same diagonal  if (row[prev] == r || (abs(row[prev] — r) == abs(prev — c)))  return false;  }  return true;  }  void backtrack(int c)  {  // candidate solution; (a, b) has 1 initial queen  if (c == 8 && row[b] == a)  {  printf(“%2d %d”, ++line\_counter, row[0] + 1);  for (int j=1; j < 8; j++) {printf(“ %d”, row[j] + 1);}  printf(“\n”);  }  //try all possible rows  for (int r = 0; r < 8; r++)  {  if (place(r, c))  {  row[c] = r; // place a queen at this col and row  backtrack(c + 1); //increment col and recurse  }  }  }  int main()  {  scanf(“%d”, &TC);  while (TC--)  {  scanf(“%d %d”, &a, &b); a--; b--; //0-based indexing  memset(row, 0, sizeof(row)); line\_counter = 0;  printf(“SOLN COLUMN\n”);  printf(“ # 1 2 3 4 5 6 7 8\n\n”);  backtrack(0); //generate all possible 8! candidate solutions  if (TC) printf(“\n”);  }  return 0;  }  For TC=8 and an initial queen position at (a,b) = (1,1) the above code results in the following output:  SOLN COLUMN  # 1 2 3 4 5 6 7 8  1 1 5 8 6 3 7 2 4  2 1 6 8 3 7 4 2 5  3 1 7 4 6 8 2 5 3  4 1 7 5 8 2 4 6 3  which indicates that there are four possible placements given the initial queen position at (r=1,c=1). Notice that the use of recursion allows to more easily prune the search space in comparison to an iterative solution. |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |

# **46**. **Greedy Algorithms**

A greedy algorithm takes a locally optimum choice at each step with the hope of eventually reaching a globally optimal solution. Greedy algorithms often rely on a greedy heuristic and one can often find examples in which greedy algorithms fail to achieve the global optimum.

## **Greedy Example: Fractional Knapsack**

A greedy knapsack problem consists of selecting what items to place in a knapsack of limited capacity W so as to maximize the total value of knapsack items, where each item has an associated weight and value. We can define a greedy heuristic to be a ratio of item value to item weight, i.e. we would like to greedily choose items that are simultaneously high value and low weight and sort the items based on this criteria. In the fractional knapsack problem, we are allowed to take fractions of an item (as opposed to 0–1 Knapsack).

#include <iostream>

#include <algorithm>

using namespace std;

struct Item{

int value, weight;

Item(int value, int weight) : value(value), weight(weight) {}

};

bool cmp(struct Item a, struct Item b){

double r1 = (double) a.value / a.weight;

double r2 = (double) b.value / b.weight;

return r1 > r2;

}

double fractional\_knapsack(int W, struct Item arr[], int n)

{

sort(arr, arr + n, cmp);

int cur\_weight = 0; double tot\_value = 0.0;

for (int i=0; i < n; ++i)

{

if (cur\_weight + arr[i].weight <= W)

{

cur\_weight += arr[i].weight;

tot\_value += arr[i].value;

}

else

{ //add a fraction of the next item

int rem\_weight = W — cur\_weight;

tot\_value += arr[i].value \*

((double) rem\_weight / arr[i].weight);

break;

}

}

return tot\_value;

}

int main()

{

int W = 50; // total knapsack weight

Item arr[] = {{60, 10}, {100, 20}, {120, 30}}; //{value, weight}

int n = sizeof(arr) / sizeof(arr[0]);

cout << “greedy fractional knapsack” << endl;

cout << “maximum value: “ << fractional\_knapsack(W, arr, n);

cout << endl;

return 0;

}

Since sorting is the most expensive operation, the algorithm runs in O(n log n) time. Given (value, weight) pairs of three items: {(60, 10), (100, 20), (120, 30)}, and the total capacity W=50, the code above produces the following output:

greedy fractional knapsack

maximum value: 240

We can see that the input items are sorted in decreasing ratio of value / cost, after greedily selecting items 1 and 2, we take a 2/3 fraction of item 3 for a total value of 60+100+(2/3)120 = 240.

# 47. **Divide and Conquer**

Divide and Conquer (D&C) is a technique that divides a problem into smaller,*independent* sub-problems and then combines solutions to each of the sub-problems.

Examples of divide and conquer technique include sorting algorithms such as quick sort, merge sort and heap sort as well as binary search.

## **D&C Example: Binary Search**

The classic use of binary search is in searching for a value in a *sorted* array. First, we check the middle of the array to see if if contains what we are looking for. If it does or there are no more items to consider, we stop. Otherwise, we decide whether the answer is to the left or the right of the middle element and continue searching. As the size of the search space is halved after each check, the complexity of the algorithm is O(log n).

#include <algorithm>

#include <vector>

#include <iostream>

using namespace std;

int bsearch(const vector<int> &arr, int l, int r, int q)

{

while (l <= r)

{

int mid = l + (r-l)/2;

if (arr[mid] == q) return mid;

if (q < arr[mid]) { r = mid — 1; }

else { l = mid + 1; }

}

return -1; //not found

}

int main()

{

int query = 10;

int arr[] = {2, 4, 6, 8, 10, 12};

int N = sizeof(arr)/sizeof(arr[0]);

vector<int> v(arr, arr + N);

//sort input array

sort(v.begin(), v.end());

int idx;

idx = bsearch(v, 0, v.size(), query);

if (idx != -1)

cout << "custom binary\_search: found at index " << idx;

else

cout << "custom binary\_search: not found";

return 0;

}

The code above produces the following output:

custom binary\_search: found at index 4

# 48. Dynamic Programming

Dynamic Programming (DP) is a technique that divides a problem into smaller *overlapping* sub-problems, computes a solution for each sub-problem and stores it in a DP table. The final solution is read off the DP table.

Key skills in mastering dynamic programming is the ability to determine the problem states (entries of the DP table) and the relationships or transitions between the states. Then, having defined base cases and recursive relationships, one can populate the DP table in a top-down or bottom-up fashion.

In the top-down DP, the table is populated recursively, as needed, starting from the top and going down to smaller sub-problems. In the bottom-up DP, the table is populated iteratively starting from the smallest sub-problems and using their solutions to build-on and arrive at solutions to bigger sub-problems. In both cases, if a sub-problem was already encountered, its solution is simply looked up in the table (as opposed to re-computing the solution from scratch). This dramatically reduces computational cost.

## **DP Example: Binomial Coefficients**

We use binomial coefficients example to illustrate the use of top-down and bottom-up DP. The code below is based on the recursion for binomial coefficients with overlapping sub-problems. Let C(n,k) denote n choose k, then, we have:

Base case: C(n,0) = C(n,n) = 1

Recursion: C(n,k) = C(n-1, k-1) + C(n-1, k)

Notice that we have multiple over-lapping sub-problems. E.g. For C(n=5, k=2) the recursion tree is as follows:

C(5, 2)

/ \

C(4, 1) C(4, 2)

/ \ / \

C(3, 0) C(3, 1) C(3, 1) C(3, 2)

/ \ / \ / \

C(2, 0) C(2, 1) C(2, 0) C(2, 1) C(2, 1) C(2, 2)

/ \ / \ / \

C(1, 0) C(1, 1) C(1, 0) C(1, 1) C(1, 0) C(1, 1)

We can implement top-down and bottom-up DP as follows:

#include <iostream>

#include <cstring>

using namespace std;

#define V 8

int memo[V][V]; //DP table

int min(int a, int b) {return (a < b) ? a : b;}

void print\_table(int memo[V][V])

{

for (int i = 0; i < V; ++i)

{

for (int j = 0; j < V; ++j)

{

printf(" %2d", memo[i][j]);

}

printf("\n");

}

}

int binomial\_coeffs1(int n, int k)

{

// top-down DP

if (k == 0 || k == n) return 1;

if (memo[n][k] != -1) return memo[n][k];

return memo[n][k] = binomial\_coeffs1(n-1, k-1) +

binomial\_coeffs1(n-1, k);

}

int binomial\_coeffs2(int n, int k)

{

// bottom-up DP

for (int i = 0; i <= n; ++i)

{

for (int j = 0; j <= min(i, k); ++j)

{

if (j == 0 || j == i)

{

memo[i][j] = 1;

}

else

{

memo[i][j] = memo[i-1][j-1] + memo[i-1][j];

}

}

}

return memo[n][k];

}

int main()

{

int n = 5, k = 2;

printf("Top-down DP:\n");

memset(memo, -1, sizeof(memo));

int nCk1 = binomial\_coeffs1(n, k);

print\_table(memo);

printf("C(n=%d, k=%d): %d\n", n, k, nCk1);

printf("Bottom-up DP:\n");

memset(memo, -1, sizeof(memo));

int nCk2 = binomial\_coeffs2(n, k);

print\_table(memo);

printf("C(n=%d, k=%d): %d\n", n, k, nCk2);

return 0;

}

For C(n=5, k=2), the code above produces the following output:

Top-down DP:

-1 -1 -1 -1 -1 -1 -1 -1

-1 -1 -1 -1 -1 -1 -1 -1

-1 2 -1 -1 -1 -1 -1 -1

-1 3 3 -1 -1 -1 -1 -1

-1 4 6 -1 -1 -1 -1 -1

-1 -1 10 -1 -1 -1 -1 -1

-1 -1 -1 -1 -1 -1 -1 -1

-1 -1 -1 -1 -1 -1 -1 -1

C(n=5, k=2): 10

Bottom-up DP:

1 -1 -1 -1 -1 -1 -1 -1

1 1 -1 -1 -1 -1 -1 -1

1 2 1 -1 -1 -1 -1 -1

1 3 3 -1 -1 -1 -1 -1

1 4 6 -1 -1 -1 -1 -1

1 5 10 -1 -1 -1 -1 -1

-1 -1 -1 -1 -1 -1 -1 -1

-1 -1 -1 -1 -1 -1 -1 -1

C(n=5, k=2): 10

The time complexity is O(n \* k) and the space complexity is O(n \* k). In the case of top-down DP, solutions to sub-problems are stored (memoized) as needed, whereas in the bottom-up DP, the entire table is computed starting from the base case. Note: a small DP table size (V=8) was chosen for printing purposes, a much larger table size is recommended.

# 49. **Box Stacking Problem | DP-22**

* Difficulty Level : [Hard](https://www.geeksforgeeks.org/hard/)
* Last Updated : 30 Jun, 2021

You are given a set of n types of rectangular 3-D boxes, where the i^th box has height h(i), width w(i) and depth d(i) (all real numbers). You want to create a stack of boxes which is as tall as possible, but you can only stack a box on top of another box if the dimensions of the 2-D base of the lower box are each strictly larger than those of the 2-D base of the higher box. Of course, you can rotate a box so that any side functions as its base. It is also allowable to use multiple instances of the same type of box.

**Source:** <http://people.csail.mit.edu/bdean/6.046/dp/>. The link also has a video for an explanation of the solution.
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**Method 1 : dynamic programming using tabulation**

**1)** Generate all 3 rotations of all boxes. The size of rotation array becomes 3 times the size of the original array. For simplicity, we consider width as always smaller than or equal to depth.

**2)** Sort the above generated 3n boxes in decreasing order of base area.

**3)** After sorting the boxes, the problem is same as LIS with following optimal substructure property.

MSH(i) = Maximum possible Stack Height with box i at top of stack

MSH(i) = { Max ( MSH(j) ) + height(i) } where j < i and width(j) > width(i) and depth(j) > depth(i).

If there is no such j then MSH(i) = height(i)

**4)** To get overall maximum height, we return max(MSH(i)) where 0 < i < n

Following is the implementation of the above solution.

/\* Dynamic Programming implementation of Box Stacking problem \*/

#include<stdio.h>

#include<stdlib.h>

/\* Representation of a box \*/

struct Box

{

// h --> height, w --> width, d --> depth

int h, w, d; // for simplicity of solution, always keep w <= d

};

// A utility function to get minimum of two integers

int min (int x, int y)

{ return (x < y)? x : y; }

// A utility function to get maximum of two integers

int max (int x, int y)

{ return (x > y)? x : y; }

/\* Following function is needed for library function qsort(). We

use qsort() to sort boxes in decreasing order of base area.

Refer following link for help of qsort() and compare()

<http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/> \*/

int compare (const void \*a, const void \* b)

{

return ( (\*(Box \*)b).d \* (\*(Box \*)b).w ) -

( (\*(Box \*)a).d \* (\*(Box \*)a).w );

}

/\* Returns the height of the tallest stack that can be

formed with give type of boxes \*/

int maxStackHeight( Box arr[], int n )

{

/\* Create an array of all rotations of given boxes

For example, for a box {1, 2, 3}, we consider three

instances{{1, 2, 3}, {2, 1, 3}, {3, 1, 2}} \*/

Box rot[3\*n];

int index = 0;

for (int i = 0; i < n; i++)

{

// Copy the original box

rot[index].h = arr[i].h;

rot[index].d = max(arr[i].d, arr[i].w);

rot[index].w = min(arr[i].d, arr[i].w);

index++;

// First rotation of box

rot[index].h = arr[i].w;

rot[index].d = max(arr[i].h, arr[i].d);

rot[index].w = min(arr[i].h, arr[i].d);

index++;

// Second rotation of box

rot[index].h = arr[i].d;

rot[index].d = max(arr[i].h, arr[i].w);

rot[index].w = min(arr[i].h, arr[i].w);

index++;

}

// Now the number of boxes is 3n

n = 3\*n;

/\* Sort the array 'rot[]' in non-increasing order

of base area \*/

qsort (rot, n, sizeof(rot[0]), compare);

// Uncomment following two lines to print all rotations

// for (int i = 0; i < n; i++ )

// printf("%d x %d x %d\n", rot[i].h, rot[i].w, rot[i].d);

/\* Initialize msh values for all indexes

msh[i] --> Maximum possible Stack Height with box i on top \*/

int msh[n];

for (int i = 0; i < n; i++ )

msh[i] = rot[i].h;

/\* Compute optimized msh values in bottom up manner \*/

for (int i = 1; i < n; i++ )

for (int j = 0; j < i; j++ )

if ( rot[i].w < rot[j].w &&

rot[i].d < rot[j].d &&

msh[i] < msh[j] + rot[i].h

)

{

msh[i] = msh[j] + rot[i].h;

}

/\* Pick maximum of all msh values \*/

int max = -1;

for ( int i = 0; i < n; i++ )

if ( max < msh[i] )

max = msh[i];

return max;

}

/\* Driver program to test above function \*/

int main()

{

Box arr[] = { {4, 6, 7}, {1, 2, 3}, {4, 5, 6}, {10, 12, 32} };

int n = sizeof(arr)/sizeof(arr[0]);

printf("The maximum possible height of stack is %d\n",

maxStackHeight (arr, n) );

return 0;

}

**Output**

The maximum possible height of stack is 60

In the above program, given input boxes are {4, 6, 7}, {1, 2, 3}, {4, 5, 6}, {10, 12, 32}. Following are all rotations of the boxes in decreasing order of base area.

10 x 12 x 32

12 x 10 x 32

32 x 10 x 12

4 x 6 x 7

4 x 5 x 6

6 x 4 x 7

5 x 4 x 6

7 x 4 x 6

6 x 4 x 5

1 x 2 x 3

2 x 1 x 3

3 x 1 x 2

/\* Dynamic Programming top-down implementation of Box

\* Stacking problem \*/

#include <bits/stdc++.h>

using namespace std;

/\* Representation of a box \*/

class Box {

public:

int length;

int width;

int height;

};

// dp array

int dp[303];

/\*

boxes -> vector of Box

bottom\_box\_index -> index of the bottom box

index -> index of current box

\*/

/\* NOTE: we can use only one variable in place of bottom\_box\_index and index

but it has been avoided to make it simple \*/

int findMaxHeight(vector<Box>& boxes, int bottom\_box\_index, int index)

{

// base case

if (index < 0)

return 0;

if (dp[index] != -1)

return dp[index];

int maximumHeight = 0;

// recurse

for (int i = index; i >= 0; i--) {

// if there is no bottom box

if (bottom\_box\_index == -1

// or if length & width of new box is < that of

// bottom box

|| (boxes[i].length

< boxes[bottom\_box\_index].length

&& boxes[i].width

< boxes[bottom\_box\_index].width))

maximumHeight

= max(maximumHeight,

findMaxHeight(boxes, i, i - 1)

+ boxes[i].height);

}

return dp[index] = maximumHeight;

}

/\* wrapper function for recursive calls which

Returns the height of the tallest stack that can be

formed with give type of boxes \*/

int maxStackHeight(int height[], int width[], int length[],

int types)

{

// creating a vector of type Box class

vector<Box> boxes;

// Initialize dp array with -1

memset(dp, -1, sizeof(dp));

Box box;

/\* Create an array of all rotations of given boxes

For example, for a box {1, 2, 3}, we consider three

instances{{1, 2, 3}, {2, 1, 3}, {3, 1, 2}} \*/

for (int i = 0; i < types; i++) {

// copy original box

box.height = height[i];

box.length = max(length[i], width[i]);

box.width = min(length[i], width[i]);

boxes.push\_back(box);

// First rotation of box

box.height = width[i];

box.length = max(length[i], height[i]);

box.width = min(length[i], height[i]);

boxes.push\_back(box);

// Second rotation of box

box.height = length[i];

box.length = max(width[i], height[i]);

box.width = min(width[i], height[i]);

boxes.push\_back(box);

}

// sort by area in ascending order .. because we will be dealing with this vector in reverse

sort(boxes.begin(), boxes.end(), [](Box b1, Box b2) {

// if area of box1 < area of box2

return (b1.length \* b1.width)

< (b2.length \* b2.width);

});

// Uncomment following two lines to print all rotations

//for (int i = boxes.size() - 1; i >= 0; i-- )

// printf("%d x %d x %d\n", boxes[i].length, boxes[i].width, boxes[i].height);

return findMaxHeight(boxes, -1, boxes.size() - 1);

}

int main()

{

// where length, width and height of a particular box

// are at ith index of the following arrays

int length[] = { 4, 1, 4, 10 };

int width[] = { 6, 2, 5, 12 };

int height[] = { 7, 3, 6, 32 };

int n = sizeof(length) / sizeof(length[0]);

printf("The maximum possible height of stack is %d\n",

maxStackHeight(height, length, width, n));

return 0;

}

**Output**

The maximum possible height of stack is 60

In the above program, for boxes of dimensions of {4, 6, 7}, {1, 2, 3}, {4, 5, 6}, {10, 12, 32} on giving the input as {4, 1, 4, 10} for length, {6, 2, 5, 12} for width and {7, 3, 6, 32} for height. Following rotations are possible for the boxes in decreasing order of base area.

32 x 12 x 10 <-

32 x 10 x 12

12 x 10 x 32 <-

7 x 6 x 4 <-

6 x 5 x 4 <-

7 x 4 x 6

6 x 4 x 5

6 x 4 x 7

5 x 4 x 6 <-

3 x 2 x 1 <-

3 x 1 x 2

2 x 1 x 3 <-

The maximum possible height of stack is 60

The height 60 is obtained by boxes { {2, 1, 3}, {3, 2, 1}, {5, 4, 6}, {6, 5, 4}, {7, 6, 4}, {12, 10, 32}, {32, 12, 10}}

# 50. **Maximum size rectangle binary sub-matrix with all 1s**

* Difficulty Level : [Hard](https://www.geeksforgeeks.org/hard/)
* Last Updated : 25 Jan, 2022

Given a binary matrix, find the maximum size rectangle binary-sub-matrix with all 1’s.

**Example:**

**Input:**

0 1 1 0

1 1 1 1

1 1 1 1

1 1 0 0

**Output :**

**8**

**Explanation :**

The largest rectangle with only 1's is from

(1, 0) to (2, 3) which is

1 1 1 1

1 1 1 1

**Input:**

0 1 1

1 1 1

0 1 1

**Output:**

**6**

**Explanation :**

The largest rectangle with only 1's is from

(0, 1) to (2, 2) which is

1 1

1 1

1 1

**Approach:** In this post, an interesting method is discussed that uses [largest rectangle under histogram](https://www.geeksforgeeks.org/largest-rectangle-under-histogram/) as a subroutine.

If the height of bars of the histogram is given then the largest area of the histogram can be found. This way in each row, the largest area of bars of the histogram can be found. To get the largest rectangle full of 1’s, update the next row with the previous row and find the largest area under the histogram, i.e. consider each 1’s as filled squares and 0’s with an empty square and consider each row as the base.

**Illustration:**

**Input :**

0 1 1 0

1 1 1 1

1 1 1 1

1 1 0 0

**Step 1:**

0 1 1 0 maximum area = 2

**Step 2:**

row 1 1 2 2 1 area = 4, maximum area becomes 4

row 2 2 3 3 2 area = 8, maximum area becomes 8

row 3 3 4 0 0 area = 6, maximum area remains 8

**Algorithm:**

1. Run a loop to traverse through the rows.
2. Now If the current row is not the first row then update the row as follows, if matrix[i][j] is not zero then matrix[i][j] = matrix[i-1][j] + matrix[i][j].
3. Find the maximum rectangular area under the histogram, consider the ith row as heights of bars of a histogram. This can be calculated as given in this article [Largest Rectangular Area in a Histogram](https://www.geeksforgeeks.org/largest-rectangle-under-histogram/)
4. Do the previous two steps for all rows and print the maximum area of all the rows.

*Note*: It is strongly recommended to refer to [this](https://www.geeksforgeeks.org/largest-rectangle-under-histogram/) post first as most of the code is taken from there.

// C++ program to find largest

// rectangle with all 1s

// in a binary matrix

#include <bits/stdc++.h>

using namespace std;

// Rows and columns in input matrix

#define R 4

#define C 4

// Finds the maximum area under

// the histogram represented

// by histogram. See below article for details.

int maxHist(int row[])

{

// Create an empty stack.

// The stack holds indexes of

// hist[] array/ The bars stored

// in stack are always

// in increasing order of their heights.

stack<int> result;

int top\_val; // Top of stack

int max\_area = 0; // Initialize max area in current

// row (or histogram)

int area = 0; // Initialize area with current top

// Run through all bars of given histogram (or row)

int i = 0;

while (i < C) {

// If this bar is higher than the bar on top stack,

// push it to stack

if (result.empty() || row[result.top()] <= row[i])

result.push(i++);

else {

// If this bar is lower than top of stack, then

// calculate area of rectangle with stack top as

// the smallest (or minimum height) bar. 'i' is

// 'right index' for the top and element before

// top in stack is 'left index'

top\_val = row[result.top()];

result.pop();

area = top\_val \* i;

if (!result.empty())

area = top\_val \* (i - result.top() - 1);

max\_area = max(area, max\_area);

}

}

// Now pop the remaining bars from stack and calculate

// area with every popped bar as the smallest bar

while (!result.empty()) {

top\_val = row[result.top()];

result.pop();

area = top\_val \* i;

if (!result.empty())

area = top\_val \* (i - result.top() - 1);

max\_area = max(area, max\_area);

}

return max\_area;

}

// Returns area of the largest rectangle with all 1s in

// A[][]

int maxRectangle(int A[][C])

{

// Calculate area for first row and initialize it as

// result

int result = maxHist(A[0]);

// iterate over row to find maximum rectangular area

// considering each row as histogram

for (int i = 1; i < R; i++) {

for (int j = 0; j < C; j++)

// if A[i][j] is 1 then add A[i -1][j]

if (A[i][j])

A[i][j] += A[i - 1][j];

// Update result if area with current row (as last

// row) of rectangle) is more

result = max(result, maxHist(A[i]));

}

return result;

}

// Driver code

int main()

{

int A[][C] = {

{ 0, 1, 1, 0 },

{ 1, 1, 1, 1 },

{ 1, 1, 1, 1 },

{ 1, 1, 0, 0 },

};

cout << "Area of maximum rectangle is "

<< maxRectangle(A);

return 0;

}

**Complexity Analysis:**

* **Time Complexity:** O(R x C).   
  Only one traversal of the matrix is required, so the time complexity is O(R X C)
* **Space Complexity:** O(C).   
  Stack is required to store the columns, so so space complexity is O(C)

# **51. Maximum size square sub-matrix with all 1s**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 03 Feb, 2022

Given a binary matrix, find out the maximum size square sub-matrix with all 1s.

For example, consider the below binary matrix.
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Algorithm:

Let the given binary matrix be M[R][C]. The idea of the algorithm is to construct an auxiliary size matrix S[][] in which each entry S[i][j] represents the size of the square sub-matrix with all 1s including M[i][j] where M[i][j] is the rightmost and bottom-most entry in sub-matrix.

1) Construct a sum matrix S[R][C] for the given M[R][C].

a) Copy first row and first columns as it is from M[][] to S[][]

b) For other entries, use following expressions to construct S[][]

If M[i][j] is 1 then

S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1

Else /\*If M[i][j] is 0\*/

S[i][j] = 0

2) Find the maximum entry in S[R][C]

3) Using the value and coordinates of maximum entry in S[i], print

sub-matrix of M[][]

For the given M[R][C] in the above example, constructed S[R][C] would be:

0 1 1 0 1

1 1 0 1 0

0 1 1 1 0

1 1 2 2 0

1 2 2 3 1

0 0 0 0 0

The value of the maximum entry in the above matrix is 3 and the coordinates of the entry are (4, 3). Using the maximum value and its coordinates, we can find out the required sub-matrix.

// C++ code for Maximum size square

// sub-matrix with all 1s

#include <bits/stdc++.h>

#define bool int

#define R 6

#define C 5

using namespace std;

void printMaxSubSquare(bool M[R][C])

{

int i,j;

int S[R][C];

int max\_of\_s, max\_i, max\_j;

/\* Set first column of S[][]\*/

for(i = 0; i < R; i++)

S[i][0] = M[i][0];

/\* Set first row of S[][]\*/

for(j = 0; j < C; j++)

S[0][j] = M[0][j];

/\* Construct other entries of S[][]\*/

for(i = 1; i < R; i++)

{

for(j = 1; j < C; j++)

{

if(M[i][j] == 1)

S[i][j] = min({S[i][j-1], S[i-1][j],

S[i-1][j-1]}) + 1; //better of using min in case of arguments more than 2

else

S[i][j] = 0;

}

}

/\* Find the maximum entry, and indexes of maximum entry

in S[][] \*/

max\_of\_s = S[0][0]; max\_i = 0; max\_j = 0;

for(i = 0; i < R; i++)

{

for(j = 0; j < C; j++)

{

if(max\_of\_s < S[i][j])

{

max\_of\_s = S[i][j];

max\_i = i;

max\_j = j;

}

}

}

cout<<"Maximum size sub-matrix is: \n";

for(i = max\_i; i > max\_i - max\_of\_s; i--)

{

for(j = max\_j; j > max\_j - max\_of\_s; j--)

{

cout << M[i][j] << " ";

}

cout << "\n";

}

}

/\* Driver code \*/

int main()

{

bool M[R][C] = {{0, 1, 1, 0, 1},

{1, 1, 0, 1, 0},

{0, 1, 1, 1, 0},

{1, 1, 1, 1, 0},

{1, 1, 1, 1, 1},

{0, 0, 0, 0, 0}};

printMaxSubSquare(M);

}

// This code is contributed by rathbhupendra

**Output**

Maximum size sub-matrix is:

1 1 1

1 1 1

1 1 1

**Time Complexity**: O(m\*n) where m is the number of rows and n is the number of columns in the given matrix. **Auxiliary space:** O(n) where n is the number of columns in the given matrix.

# **52. Min Cost Path | DP-6**

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)
* Last Updated : 21 Oct, 2021

Given a cost matrix cost[][] and a position (m, n) in cost[][], write a function that returns cost of minimum cost path to reach (m, n) from (0, 0). Each cell of the matrix represents a cost to traverse through that cell. The total cost of a path to reach (m, n) is the sum of all the costs on that path (including both source and destination). You can only traverse down, right and diagonally lower cells from a given cell, i.e., from a given cell (i, j), cells (i+1, j), (i, j+1), and (i+1, j+1) can be traversed. You may assume that all costs are positive integers.

For example, in the following figure, what is the minimum cost path to (2, 2)?
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The path with minimum cost is highlighted in the following figure. The path is (0, 0) –> (0, 1) –> (1, 2) –> (2, 2). The cost of the path is 8 (1 + 2 + 2 + 3).

![](data:image/png;base64,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)

// A Naive recursive implementation

// of MCP(Minimum Cost Path) problem

#include <bits/stdc++.h>

using namespace std;

#define R 3

#define C 3

int min(int x, int y, int z);

// Returns cost of minimum cost path

// from (0,0) to (m, n) in mat[R][C]

int minCost(int cost[R][C], int m, int n)

{

if (n < 0 || m < 0)

return INT\_MAX;

else if (m == 0 && n == 0)

return cost[m][n];

else

return cost[m][n] +

min(minCost(cost, m - 1, n - 1),

minCost(cost, m - 1, n),

minCost(cost, m, n - 1));

}

// A utility function that returns

// minimum of 3 integers

int min(int x, int y, int z)

{

if (x < y)

return (x < z) ? x : z;

else

return (y < z) ? y : z;

}

// Driver code

int main()

{

int cost[R][C] = { { 1, 2, 3 },

{ 4, 8, 2 },

{ 1, 5, 3 } };

cout << minCost(cost, 2, 2) << endl;

return 0;

}

// This code is contributed by nikhilchhipa9

**Output**

8

***Time Complexity:*** *O(m \* n)*

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree, there are many nodes which appear more than once. The time complexity of this naive recursive solution is exponential and it is terribly slow.

mC refers to minCost()

mC(2, 2)

/ | \

/ | \

mC(1, 1) mC(1, 2) mC(2, 1)

/ | \ / | \ / | \

/ | \ / | \ / | \

mC(0,0) mC(0,1) mC(1,0) mC(0,1) mC(0,2) mC(1,1) mC(1,0) mC(1,1) mC(2,0)

So the MCP problem has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/) and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](https://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of the same subproblems can be avoided by constructing a temporary array tc[][] in a bottom-up manner.

#include <bits/stdc++.h>

#define endl "\n"

using namespace std;

const int row = 3;

const int col = 3;

int minCost(int cost[row][col]) {

// for 1st column

for (int i=1 ; i<row ; i++){

cost[i][0] += cost[i-1][0];

}

// for 1st row

for (int j=1 ; j<col ; j++){

cost[0][j] += cost[0][j-1];

}

// for rest of the 2d matrix

for (int i=1 ; i<row ; i++) {

for (int j=1 ; j<col ; j++) {

cost[i][j] += min(cost[i-1][j-1], min(cost[i-1][j], cost[i][j-1]));

}

}

// returning the value in last cell

return cost[row-1][col-1];

}

int main(int argc, char const \*argv[])

{

int cost[row][col] = { {1, 2, 3},

{4, 8, 2},

{1, 5, 3} };

cout << minCost(cost) << endl;

return 0;

}

// Contributed by Mansimar-Anand TU\_2022 p\_e\_k\_k\_a Task @ Codechef/Codeforces

***Time Complexity:*** *O(row \* col)*

***Auxiliary Space:*** *O(1)*

**Alternate Solution**

# 53.**Coin Change | DP-7**

* Difficulty Level : [Hard](https://www.geeksforgeeks.org/hard/)
* Last Updated : 25 Feb, 2022

Given a value N, if we want to make change for N cents, and we have infinite supply of each of S = { S1, S2, .. , Sm} valued coins, how many ways can we make the change? The order of coins doesn’t matter.

For example, for N = 4 and S = {1,2,3}, there are four solutions: {1,1,1,1},{1,1,2},{2,2},{1,3}. So output should be 4. For N = 10 and S = {2, 5, 3, 6}, there are five solutions: {2,2,2,2,2}, {2,2,3,3}, {2,2,6}, {2,3,5} and {5,5}. So the output should be 5.

**1) Optimal Substructure**

To count the total number of solutions, we can divide all set solutions into two sets.

1) Solutions that do not contain mth coin (or Sm).

2) Solutions that contain at least one Sm.

Let count(S[], m, n) be the function to count the number of solutions, then it can be written as sum of count(S[], m-1, n) and count(S[], m, n-Sm).

Therefore, the problem has optimal substructure property as the problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems**

Following is a simple recursive implementation of the Coin Change problem. The implementation simply follows the recursive structure mentioned above.

**3) Approach (Algorithm)**

See, here each coin of a given denomination can come an infinite number of times. (Repetition allowed), this is what we call UNBOUNDED KNAPSACK. We have 2 choices for a coin of a particular denomination, either i) to include, or ii) to exclude. But here, the inclusion process is not for just once; we can include any denomination any number of times until N<0.

Basically, If we are at s[m-1], we can take as many instances of that coin ( unbounded inclusion ) i.e **count(S, m, n – S[m-1] )** ; then we move to s[m-2]. After moving to s[m-2], we can’t move back and can’t make choices for s[m-1] i.e **count(S, m-1, n )**.

Finally, as we have to find the total number of ways, so we will add these 2 possible choices, i.e **count(S, m, n – S[m-1] ) + count(S, m-1, n ) ;** which will be our required answer.

/#include <bits/stdc++.h>

using namespace std;

// Returns the count of ways we can

// sum S[0...m-1] coins to get sum n

int count(int S[], int m, int n)

{

// If n is 0 then there is 1 solution

// (do not include any coin)

if (n == 0)

return 1;

// If n is less than 0 then no

// solution exists

if (n < 0)

return 0;

// If there are no coins and n

// is greater than 0, then no

// solution exist

if (m <= 0 && n >= 1)

return 0;

// count is sum of solutions (i)

// including S[m-1] (ii) excluding S[m-1]

return count(S, m - 1, n) +

count(S, m, n - S[m - 1]);

}

// Driver code

int main()

{

int i, j;

int arr[] = { 1, 2, 3 };

int m = sizeof(arr) / sizeof(arr[0]);

cout << " " << count(arr, m, 4);

return 0;

}

// This code is contributed by shivanisinghss2110

**Output**

4

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for S = {1, 2, 3} and n = 5.

The function C({1}, 3) is called two times. If we draw the complete tree, then we can see that there are many subproblems being called more than once.
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/ \ / \

/ \ / \

C({1,2,3}, -1) C({1,2}, 2) C({1,2}, 3) C({1}, 5)

/ \ / \ / \

/ \ / \ / \

C({1,2},0) C({1},2) C({1,2},1) C({1},3) C({1}, 4) C({}, 5)

/ \ / \ /\ / \

/ \ / \ / \ / \

. . . . . . C({1}, 3) C({}, 4)

/ \

/ \

. .

Since same subproblems are called again, this problem has Overlapping Subproblems property. So the Coin Change problem has both properties (see [this](https://www.geeksforgeeks.org/archives/12635) and [this](https://www.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](https://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner.

54. **Rabin-Karp Algorithm for Pattern Searching**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 24 Feb, 2022

Given a text *txt[0..n-1]* and a pattern *pat[0..m-1]*, write a function *search(char pat[], char txt[])* that prints all occurrences of *pat[]* in *txt[]*. You may assume that n > m.

**Examples:**

Input: txt[] = "THIS IS A TEST TEXT"

pat[] = "TEST"

Output: Pattern found at index 10

Input: txt[] = "AABAACAADAABAABA"

pat[] = "AABA"

Output: Pattern found at index 0

Pattern found at index 9

Pattern found at index 12
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The [Naive String Matching](https://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/) algorithm slides the pattern one by one. After each slide, it one by one checks characters at the current shift and if all characters match then prints the match.

Like the Naive Algorithm, Rabin-Karp algorithm also slides the pattern one by one. But unlike the Naive algorithm, Rabin Karp algorithm matches the hash value of the pattern with the hash value of current substring of text, and if the hash values match then only it starts matching individual characters. So Rabin Karp algorithm needs to calculate hash values for following strings.

1) Pattern itself.

2) All the substrings of the text of length m.

Since we need to efficiently calculate hash values for all the substrings of size m of text, we must have a hash function which has the following property.

Hash at the next shift must be efficiently computable from the current hash value and next character in text or we can say *hash(txt[s+1 .. s+m])* must be efficiently computable from *hash(txt[s .. s+m-1])* and *txt[s+m]* i.e., *hash(txt[s+1 .. s+m])*= *rehash(txt[s+m], hash(txt[s .. s+m-1]))* and rehash must be O(1) operation.

The hash function suggested by Rabin and Karp calculates an integer value. The integer value for a string is the numeric value of a string.

For example, if all possible characters are from 1 to 10, the numeric value of “122” will be 122. The number of possible characters is higher than 10 (256 in general) and pattern length can be large. So the numeric values cannot be practically stored as an integer. Therefore, the numeric value is calculated using modular arithmetic to make sure that the hash values can be stored in an integer variable (can fit in memory words). To do rehashing, we need to take off the most significant digit and add the new least significant digit for in hash value. Rehashing is done using the following formula.

*hash( txt[s+1 .. s+m] ) = ( d ( hash( txt[s .. s+m-1]) – txt[s]\*h ) + txt[s + m] ) mod q*

*hash( txt[s .. s+m-1] )* : Hash value at shift *s*.

*hash( txt[s+1 .. s+m] )* : Hash value at next shift (or shift *s*+1)

*d*: Number of characters in the alphabet

*q*: A prime number

*h: d^(m-1)*

**How does the** **above expression work?**

This is simple mathematics, we compute decimal value of current window from previous window.

For example pattern length is 3 and string is “23456”

You compute the value of first window (which is “234”) as 234.

How how will you compute value of next window “345”? You will do (234 – 2\*100)\*10 + 5 and get 345.

/\* Following program is a C++ implementation of Rabin Karp

Algorithm given in the CLRS book \*/

#include <bits/stdc++.h>

using namespace std;

// d is the number of characters in the input alphabet

#define d 256

/\* pat -> pattern

txt -> text

q -> A prime number

\*/

void search(char pat[], char txt[], int q)

{

int M = strlen(pat);

int N = strlen(txt);

int i, j;

int p = 0; // hash value for pattern

int t = 0; // hash value for txt

int h = 1;

// The value of h would be "pow(d, M-1)%q"

for (i = 0; i < M - 1; i++)

h = (h \* d) % q;

// Calculate the hash value of pattern and first

// window of text

for (i = 0; i < M; i++)

{

p = (d \* p + pat[i]) % q;

t = (d \* t + txt[i]) % q;

}

// Slide the pattern over text one by one

for (i = 0; i <= N - M; i++)

{

// Check the hash values of current window of text

// and pattern. If the hash values match then only

// check for characters one by one

if ( p == t )

{

bool flag = true;

/\* Check for characters one by one \*/

for (j = 0; j < M; j++)

{

if (txt[i+j] != pat[j])

{

flag = false;

break;

}

if(flag)

cout<<i<<" ";

}

// if p == t and pat[0...M-1] = txt[i, i+1, ...i+M-1]

if (j == M)

cout<<"Pattern found at index "<< i<<endl;

}

// Calculate hash value for next window of text: Remove

// leading digit, add trailing digit

if ( i < N-M )

{

t = (d\*(t - txt[i]\*h) + txt[i+M])%q;

// We might get negative value of t, converting it

// to positive

if (t < 0)

t = (t + q);

}

}

}

/\* Driver code \*/

int main()

{

char txt[] = "GEEKS FOR GEEKS";

char pat[] = "GEEK";

// A prime number

int q = 101;

// Function Call

search(pat, txt, q);

return 0;

}

// This is code is contributed by rathbhupendra

**Output:**

Pattern found at index 0

Pattern found at index 10

**Time Complexity:**

The average and best-case running time of the Rabin-Karp algorithm is O(n+m), but its worst-case time is O(nm). Worst case of Rabin-Karp algorithm occurs when all characters of pattern and text are same as the hash values of all the substrings of txt[] match with hash value of pat[]. For example pat[] = “AAA” and txt[] = “AAAAAAA”.

# 55.**C++ Program to Find Transpose of a Matrix**

This program takes a matrix of order r\*c from the user and computes the transpose of the matrix.

In this program, user is asked to entered the number of rows and columns. The value of rows and columns should be less than 10 in this program.

Then, the user is asked to enter elements of the matrix.

The program computes the transpose of the matrix and displays it on the screen.

#include <iostream>

using namespace std;

int main() {

int a[10][10], transpose[10][10], row, column, i, j;

cout << "Enter rows and columns of matrix: ";

cin >> row >> column;

cout << "\nEnter elements of matrix: " << endl;

// Storing matrix elements

for (int i = 0; i < row; ++i) {

for (int j = 0; j < column; ++j) {

cout << "Enter element a" << i + 1 << j + 1 << ": ";

cin >> a[i][j];

}

}

// Printing the a matrix

cout << "\nEntered Matrix: " << endl;

for (int i = 0; i < row; ++i) {

for (int j = 0; j < column; ++j) {

cout << " " << a[i][j];

if (j == column - 1)

cout << endl << endl;

}

}

// Computing transpose of the matrix

for (int i = 0; i < row; ++i)

for (int j = 0; j < column; ++j) {

transpose[j][i] = a[i][j];

}

// Printing the transpose

cout << "\nTranspose of Matrix: " << endl;

for (int i = 0; i < column; ++i)

for (int j = 0; j < row; ++j) {

cout << " " << transpose[i][j];

if (j == row - 1)

cout << endl << endl;

}

return 0;

}

Output:

Enter rows and columns of matrix: 2

3

Enter elements of matrix:

Enter element a11: 1

Enter element a12: 2

Enter element a13: 9

Enter element a21: 0

Enter element a22: 4

Enter element a23: 7

Entered Matrix:

1 2 9

0 4 7

Transpose of Matrix:

1 0

2 4

9 7

# 56. **C++ Program to Calculate Difference Between Two Time Period**

In this example, we will calculate the difference between two time periods provided by the user.

// Computes time difference of two time period

// Time periods are entered by the user

#include <iostream>

using namespace std;

struct TIME

{

int seconds;

int minutes;

int hours;

};

void computeTimeDifference(struct TIME, struct TIME, struct TIME \*);

int main()

{

struct TIME t1, t2, difference;

cout << "Enter start time." << endl;

cout << "Enter hours, minutes and seconds respectively: ";

cin >> t1.hours >> t1.minutes >> t1.seconds;

cout << "Enter stop time." << endl;

cout << "Enter hours, minutes and seconds respectively: ";

cin >> t2.hours >> t2.minutes >> t2.seconds;

computeTimeDifference(t1, t2, &difference);

cout << endl << "TIME DIFFERENCE: " << t1.hours << ":" << t1.minutes << ":" << t1.seconds;

cout << " - " << t2.hours << ":" << t2.minutes << ":" << t2.seconds;

cout << " = " << difference.hours << ":" << difference.minutes << ":" << difference.seconds;

return 0;

}

void computeTimeDifference(struct TIME t1, struct TIME t2, struct TIME \*difference){

if(t2.seconds > t1.seconds)

{

--t1.minutes;

t1.seconds += 60;

}

difference->seconds = t1.seconds - t2.seconds;

if(t2.minutes > t1.minutes)

{

--t1.hours;

t1.minutes += 60;

}

difference->minutes = t1.minutes-t2.minutes;

difference->hours = t1.hours-t2.hours;

}

Output

Enter hours, minutes and seconds respectively: 11

33

52

Enter stop time.

Enter hours, minutes and seconds respectively: 8

12

15

TIME DIFFERENCE: 11:33:52 - 8:12:15 = 3:21:37

# 57. **C++ Program to Solve any Linear Equation in One Variable**

This is a C++ Program to solve linear equation. This problem shows, solution to linear equations of N variable in general.

#if !defined(MATRIX\_H)

#define MATRIX\_H

#include <stdio.h>

#include <iostream>

#include <tchar.h>

#include <math.h>

#include <stdlib.h>

class CMatrix

{

private:

int m\_rows;

int m\_cols;

char m\_name[128];

CMatrix();

public:

double \*\*m\_pData;

CMatrix(const char \*name, int rows, int cols) :

m\_rows(rows), m\_cols(cols)

{

strcpy(m\_name, name);

m\_pData = new double\*[m\_rows];

for (int i = 0; i < m\_rows; i++)

m\_pData[i] = new double[m\_cols];

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

m\_pData[i][j] = 0.0;

}

}

}

CMatrix(const CMatrix &other)

{

strcpy(m\_name, other.m\_name);

m\_rows = other.m\_rows;

m\_cols = other.m\_cols;

m\_pData = new double\*[m\_rows];

for (int i = 0; i < m\_rows; i++)

m\_pData[i] = new double[m\_cols];

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

m\_pData[i][j] = other.m\_pData[i][j];

}

}

}

~CMatrix()

{

for (int i = 0; i < m\_rows; i++)

delete[] m\_pData[i];

delete[] m\_pData;

m\_rows = m\_cols = 0;

}

void SetName(const char \*name)

{

strcpy(m\_name, name);

}

const char\* GetName() const

{

return m\_name;

}

void GetInput()

{

std::cin >> \*this;

}

void FillSimulatedInput()

{

static int factor1 = 1, factor2 = 2;

std::cout << "**\n\n**Enter Input For Matrix : " << m\_name << " Rows: "

<< m\_rows << " Cols: " << m\_cols << "**\n**";

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

std::cout << "Input For Row: " << i + 1 << " Col: " << j

+ 1 << " = ";

int data = ((i + 1) \* factor1) + (j + 1) \* factor2;

m\_pData[i][j] = data / 10.2;

std::cout << m\_pData[i][j] << "**\n**";

factor1 += (rand() % 4);

factor2 += (rand() % 3);

}

std::cout << "**\n**";

}

std::cout << "**\n**";

}

double Determinant()

{

double det = 0;

double \*\*pd = m\_pData;

switch (m\_rows)

{

case 2:

{

det = pd[0][0] \* pd[1][1] - pd[0][1] \* pd[1][0];

return det;

}

break;

case 3:

{

*/\*\*\**

*a b c*

*d e f*

*g h i*

*a b c a b c*

*d e f d e f*

*g h i g h i*

*// det (A) = aei + bfg + cdh - afh - bdi - ceg.*

*\*\*\*/*

double a = pd[0][0];

double b = pd[0][1];

double c = pd[0][2];

double d = pd[1][0];

double e = pd[1][1];

double f = pd[1][2];

double g = pd[2][0];

double h = pd[2][1];

double i = pd[2][2];

double det = (a \* e \* i + b \* f \* g + c \* d \* h); // - a\*f\*h - b\*d\*i - c\*e\*g);

det = det - a \* f \* h;

det = det - b \* d \* i;

det = det - c \* e \* g;

//std::cout << \*this;

//std::cout << "deter: " << det << " \n";

return det;

}

break;

case 4:

{

CMatrix \*temp[4];

for (int i = 0; i < 4; i++)

temp[i] = new CMatrix("", 3, 3);

for (int k = 0; k < 4; k++)

{

for (int i = 1; i < 4; i++)

{

int j1 = 0;

for (int j = 0; j < 4; j++)

{

if (k == j)

continue;

temp[k]->m\_pData[i - 1][j1++]

= this->m\_pData[i][j];

}

}

}

double det = this->m\_pData[0][0] \* temp[0]->Determinant()

- this->m\_pData[0][1] \* temp[1]->Determinant()

+ this->m\_pData[0][2] \* temp[2]->Determinant()

- this->m\_pData[0][3] \* temp[3]->Determinant();

return det;

}

break;

case 5:

{

CMatrix \*temp[5];

for (int i = 0; i < 5; i++)

temp[i] = new CMatrix("", 4, 4);

for (int k = 0; k < 5; k++)

{

for (int i = 1; i < 5; i++)

{

int j1 = 0;

for (int j = 0; j < 5; j++)

{

if (k == j)

continue;

temp[k]->m\_pData[i - 1][j1++]

= this->m\_pData[i][j];

}

}

}

double det = this->m\_pData[0][0] \* temp[0]->Determinant()

- this->m\_pData[0][1] \* temp[1]->Determinant()

+ this->m\_pData[0][2] \* temp[2]->Determinant()

- this->m\_pData[0][3] \* temp[3]->Determinant()

+ this->m\_pData[0][4] \* temp[4]->Determinant();

return det;

}

case 6:

case 7:

case 8:

case 9:

case 10:

case 11:

case 12:

default:

{

int DIM = m\_rows;

CMatrix \*\*temp = new CMatrix\*[DIM];

for (int i = 0; i < DIM; i++)

temp[i] = new CMatrix("", DIM - 1, DIM - 1);

for (int k = 0; k < DIM; k++)

{

for (int i = 1; i < DIM; i++)

{

int j1 = 0;

for (int j = 0; j < DIM; j++)

{

if (k == j)

continue;

temp[k]->m\_pData[i - 1][j1++]

= this->m\_pData[i][j];

}

}

}

double det = 0;

for (int k = 0; k < DIM; k++)

{

if ((k % 2) == 0)

det = det + (this->m\_pData[0][k]

\* temp[k]->Determinant());

else

det = det - (this->m\_pData[0][k]

\* temp[k]->Determinant());

}

for (int i = 0; i < DIM; i++)

delete temp[i];

delete[] temp;

return det;

}

break;

}

}

CMatrix& operator =(const CMatrix &other)

{

if (this->m\_rows != other.m\_rows || this->m\_cols != other.m\_cols)

{

std::cout

<< "WARNING: Assignment is taking place with by changing the number of rows and columns of the matrix";

}

for (int i = 0; i < m\_rows; i++)

delete[] m\_pData[i];

delete[] m\_pData;

m\_rows = m\_cols = 0;

strcpy(m\_name, other.m\_name);

m\_rows = other.m\_rows;

m\_cols = other.m\_cols;

m\_pData = new double\*[m\_rows];

for (int i = 0; i < m\_rows; i++)

m\_pData[i] = new double[m\_cols];

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

m\_pData[i][j] = other.m\_pData[i][j];

}

}

return \*this;

}

CMatrix CoFactor()

{

CMatrix cofactor("COF", m\_rows, m\_cols);

if (m\_rows != m\_cols)

return cofactor;

if (m\_rows < 2)

return cofactor;

else if (m\_rows == 2)

{

cofactor.m\_pData[0][0] = m\_pData[1][1];

cofactor.m\_pData[0][1] = -m\_pData[1][0];

cofactor.m\_pData[1][0] = -m\_pData[0][1];

cofactor.m\_pData[1][1] = m\_pData[0][0];

return cofactor;

}

else if (m\_rows >= 3)

{

int DIM = m\_rows;

CMatrix \*\*\*temp = new CMatrix\*\*[DIM];

for (int i = 0; i < DIM; i++)

temp[i] = new CMatrix\*[DIM];

for (int i = 0; i < DIM; i++)

for (int j = 0; j < DIM; j++)

temp[i][j] = new CMatrix("", DIM - 1, DIM - 1);

for (int k1 = 0; k1 < DIM; k1++)

{

for (int k2 = 0; k2 < DIM; k2++)

{

int i1 = 0;

for (int i = 0; i < DIM; i++)

{

int j1 = 0;

for (int j = 0; j < DIM; j++)

{

if (k1 == i || k2 == j)

continue;

temp[k1][k2]->m\_pData[i1][j1++]

= this->m\_pData[i][j];

}

if (k1 != i)

i1++;

}

}

}

bool flagPositive = true;

for (int k1 = 0; k1 < DIM; k1++)

{

flagPositive = ((k1 % 2) == 0);

for (int k2 = 0; k2 < DIM; k2++)

{

if (flagPositive == true)

{

cofactor.m\_pData[k1][k2]

= temp[k1][k2]->Determinant();

flagPositive = false;

}

else

{

cofactor.m\_pData[k1][k2]

= -temp[k1][k2]->Determinant();

flagPositive = true;

}

}

}

for (int i = 0; i < DIM; i++)

for (int j = 0; j < DIM; j++)

delete temp[i][j];

for (int i = 0; i < DIM; i++)

delete[] temp[i];

delete[] temp;

}

return cofactor;

}

CMatrix Adjoint()

{

CMatrix cofactor("COF", m\_rows, m\_cols);

CMatrix adj("ADJ", m\_rows, m\_cols);

if (m\_rows != m\_cols)

return adj;

cofactor = this->CoFactor();

// adjoint is transpose of a cofactor of a matrix

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

adj.m\_pData[j][i] = cofactor.m\_pData[i][j];

}

}

return adj;

}

CMatrix Transpose()

{

CMatrix trans("TR", m\_cols, m\_rows);

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

trans.m\_pData[j][i] = m\_pData[i][j];

}

}

return trans;

}

CMatrix Inverse()

{

CMatrix cofactor("COF", m\_rows, m\_cols);

CMatrix inv("INV", m\_rows, m\_cols);

if (m\_rows != m\_cols)

return inv;

// to find out Determinant

double det = Determinant();

cofactor = this->CoFactor();

// inv = transpose of cofactor / Determinant

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

inv.m\_pData[j][i] = cofactor.m\_pData[i][j] / det;

}

}

return inv;

}

CMatrix operator +(const CMatrix &other)

{

if (this->m\_rows != other.m\_rows || this->m\_cols != other.m\_cols)

{

std::cout

<< "Addition could not take place because number of rows and columns are different between the two matrices";

return \*this;

}

CMatrix result("", m\_rows, m\_cols);

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

result.m\_pData[i][j] = this->m\_pData[i][j]

+ other.m\_pData[i][j];

}

}

return result;

}

CMatrix operator -(const CMatrix &other)

{

if (this->m\_rows != other.m\_rows || this->m\_cols != other.m\_cols)

{

std::cout

<< "Subtraction could not take place because number of rows and columns are different between the two matrices";

return \*this;

}

CMatrix result("", m\_rows, m\_cols);

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

result.m\_pData[i][j] = this->m\_pData[i][j]

- other.m\_pData[i][j];

}

}

return result;

}

CMatrix operator \*(const CMatrix &other)

{

if (this->m\_cols != other.m\_rows)

{

std::cout

<< "Multiplication could not take place because number of columns of 1st Matrix and number of rows in 2nd Matrix are different";

return \*this;

}

CMatrix result("", this->m\_rows, other.m\_cols);

for (int i = 0; i < this->m\_rows; i++)

{

for (int j = 0; j < other.m\_cols; j++)

{

for (int k = 0; k < this->m\_cols; k++)

{

result.m\_pData[i][j] += this->m\_pData[i][k]

\* other.m\_pData[k][j];

}

}

}

return result;

}

bool operator ==(const CMatrix &other)

{

if (this->m\_rows != other.m\_rows || this->m\_cols != other.m\_cols)

{

std::cout

<< "Comparision could not take place because number of rows and columns are different between the two matrices";

return false;

}

CMatrix result("", m\_rows, m\_cols);

bool bEqual = true;

for (int i = 0; i < m\_rows; i++)

{

for (int j = 0; j < m\_cols; j++)

{

if (this->m\_pData[i][j] != other.m\_pData[i][j])

bEqual = false;

}

}

return bEqual;

}

friend std::istream& operator >>(std::istream &is, CMatrix &m);

friend std::ostream& operator <<(std::ostream &os, const CMatrix &m);

};

std::istream& operator >>(std::istream &is, CMatrix &m)

{

std::cout << "**\n\n**Enter Input For Matrix : " << m.m\_name << " Rows: "

<< m.m\_rows << " Cols: " << m.m\_cols << "**\n**";

for (int i = 0; i < m.m\_rows; i++)

{

for (int j = 0; j < m.m\_cols; j++)

{

std::cout << "Input For Row: " << i + 1 << " Col: " << j + 1

<< " = ";

is >> m.m\_pData[i][j];

}

std::cout << "**\n**";

}

std::cout << "**\n**";

return is;

}

std::ostream& operator <<(std::ostream &os, const CMatrix &m)

{

os << "**\n\n**Matrix : " << m.m\_name << " Rows: " << m.m\_rows << " Cols: "

<< m.m\_cols << "**\n\n**";

for (int i = 0; i < m.m\_rows; i++)

{

os << " | ";

for (int j = 0; j < m.m\_cols; j++)

{

char buf[32];

double data = m.m\_pData[i][j];

if (m.m\_pData[i][j] > -0.00001 && m.m\_pData[i][j] < 0.00001)

data = 0;

sprintf(buf, "%10.2lf ", data);

os << buf;

}

os << "|**\n**";

}

os << "**\n\n**";

return os;

}

#endif

int main()

{

CMatrix a("A", 6, 6);

CMatrix b("B", 6, 1);

a.FillSimulatedInput();

b.FillSimulatedInput();

std::cout << a << "**\n** Determinant : ";

std::cout << a.Determinant() << "**\n**";

std::cout << b << "**\n** Determinant : ";

std::cout << b.Determinant() << "**\n**";

CMatrix ainv = a.Inverse();

CMatrix q = a \* ainv;

q.SetName("A \* A'");

std::cout << q << "**\n**";

CMatrix x = ainv \* b;

x.SetName("X");

std::cout << x << "**\n**";

CMatrix y = a \* x; // we will get B

y.SetName("Y");

std::cout << y << "**\n**";

return 0;

}

Output:

$ g++ SolveLinearEquation.cpp

$ a.out

Enter Input For Matrix : A Rows: 6 Cols: 6

Input For Row: 1 Col: 1 = 0.294118

Input For Row: 1 Col: 2 = 0.980392

Input For Row: 1 Col: 3 = 1.86275

Input For Row: 1 Col: 4 = 2.84314

Input For Row: 1 Col: 5 = 3.62745

Input For Row: 1 Col: 6 = 5.58824

Input For Row: 2 Col: 1 = 2.94118

Input For Row: 2 Col: 2 = 4.11765

Input For Row: 2 Col: 3 = 5.88235

Input For Row: 2 Col: 4 = 8.43137

Input For Row: 2 Col: 5 = 10.3922

Input For Row: 2 Col: 6 = 12.3529

Input For Row: 3 Col: 1 = 8.13725

Input For Row: 3 Col: 2 = 9.70588

Input For Row: 3 Col: 3 = 12.0588

Input For Row: 3 Col: 4 = 15.098

Input For Row: 3 Col: 5 = 17.8431

Input For Row: 3 Col: 6 = 20.5882

Input For Row: 4 Col: 1 = 14.902

Input For Row: 4 Col: 2 = 18.2353

Input For Row: 4 Col: 3 = 21.4706

Input For Row: 4 Col: 4 = 24.7059

Input For Row: 4 Col: 5 = 27.549

Input For Row: 4 Col: 6 = 31.1765

Input For Row: 5 Col: 1 = 24.902

Input For Row: 5 Col: 2 = 27.9412

Input For Row: 5 Col: 3 = 32.451

Input For Row: 5 Col: 4 = 36.0784

Input For Row: 5 Col: 5 = 39.7059

Input For Row: 5 Col: 6 = 43.9216

Input For Row: 6 Col: 1 = 36.3725

Input For Row: 6 Col: 2 = 39.6078

Input For Row: 6 Col: 3 = 43.8235

Input For Row: 6 Col: 4 = 47.2549

Input For Row: 6 Col: 5 = 51.3725

Input For Row: 6 Col: 6 = 55.2941

Enter Input For Matrix : B Rows: 6 Cols: 1

Input For Row: 1 Col: 1 = 9.41176

Input For Row: 2 Col: 1 = 15.7843

Input For Row: 3 Col: 1 = 22.7451

Input For Row: 4 Col: 1 = 29.902

Input For Row: 5 Col: 1 = 37.1569

Input For Row: 6 Col: 1 = 44.6078

Matrix : A Rows: 6 Cols: 6

| 0.29 0.98 1.86 2.84 3.63 5.59 |

| 2.94 4.12 5.88 8.43 10.39 12.35 |

| 8.14 9.71 12.06 15.10 17.84 20.59 |

| 14.90 18.24 21.47 24.71 27.55 31.18 |

| 24.90 27.94 32.45 36.08 39.71 43.92 |

| 36.37 39.61 43.82 47.25 51.37 55.29 |

Determinant : -11.9339

Matrix : B Rows: 6 Cols: 1

| 9.41 |

| 15.78 |

| 22.75 |

| 29.90 |

| 37.16 |

| 44.61 |

Determinant : -1.#IND

Matrix : A \* A' Rows: 6 Cols: 6

| 1.00 0.00 0.00 0.00 0.00 0.00 |

| 0.00 1.00 0.00 0.00 0.00 0.00 |

| 0.00 0.00 1.00 0.00 0.00 0.00 |

| 0.00 0.00 0.00 1.00 0.00 0.00 |

| 0.00 0.00 0.00 0.00 1.00 0.00 |

| 0.00 0.00 0.00 0.00 0.00 1.00 |

Matrix : X Rows: 6 Cols: 1

| 0.82 |

| 3.47 |

| -9.38 |

| 7.71 |

| -5.76 |

| 3.98 |

Matrix : Y Rows: 6 Cols: 1

| 9.41 |

| 15.78 |

| 22.75 |

| 29.90 |

| 37.16 |

| 44.61 |

# 58. **C++ Program to Use rand and srand Functions**

1. #include <iostream>
2. #include <stdlib.h>
3. #include <time.h>
5. using namespace std;
7. int main(int argc, char \*\*argv)
8. {
9. cout << "First number: " << rand() % 100;
10. srand(time(NULL));
11. cout << "**\n**Random number: " << rand() % 100;
12. srand(1);
13. cout << "**\n**Again the first number: " << rand() % 100;
14. return 0;
15. }

Output:

$ g++ RandSrandFunctions.cpp

$ a.out

First number: 41

Random number: 98

Again the first number: 41

# 59.**C++ Program to Generate Randomized Sequence of Given Range of Numbers**

1. #include <iostream>
2. #include <cstdlib>
3. #include <time.h>
5. const int LOW = 1;
6. const int HIGH = 32000;
8. using namespace std;
10. int main()
11. {
12. int randomNumber;
13. time\_t seconds;
14. time(&seconds);
15. srand((unsigned int) seconds);
16. for (int i = 0; i < 10; i++)
17. {
18. randomNumber = rand() % (HIGH - LOW + 1) + LOW;
20. cout << randomNumber << " ";
21. }
22. cout << "...";
23. return 0;
24. }

Output:

$ g++ RandomizedSequenceOfNumbers.cpp

$ a.out

312 7423 23444 16008 31816 1823 29315 17424 11753 18384 ...

# 60. **C++ Program to Find Path Between Two Nodes in a Graph**

# This is a C++ Program to check and find if the path between two nodes exists. By running DFS on given graph we can find out whether path exists between two nodes.

# Here is source code of the C++ Program to Find Path Between Two Nodes in a Graph. The C++ program is successfully compiled and run on a Linux system. The program output is also shown below.

#include <iostream>

#include <list>

using namespace std;

// This class represents a directed graph using adjacency list representation

class Graph

{

int V; // No. of vertices

list<int> \*adj; // Pointer to an array containing adjacency lists

public:

Graph(int V); // Constructor

void addEdge(int v, int w); // function to add an edge to graph

bool isReachable(int s, int d); // returns true if there is a path from s to d

};

Graph::Graph(int V)

{

this->V = V;

adj = new list<int> [V];

}

void Graph::addEdge(int v, int w)

{

adj[v].push\_back(w); // Add w to v’s list.

}

// A BFS based function to check whether d is reachable from s.

bool Graph::isReachable(int s, int d)

{

// Base case

if (s == d)

return true;

// Mark all the vertices as not visited

bool \*visited = new bool[V];

for (int i = 0; i < V; i++)

visited[i] = false;

// Create a queue for BFS

list<int> queue;

// Mark the current node as visited and enqueue it

visited[s] = true;

queue.push\_back(s);

// it will be used to get all adjacent vertices of a vertex

list<int>::iterator i;

while (!queue.empty())

{

// Dequeue a vertex from queue and print it

s = queue.front();

queue.pop\_front();

// Get all adjacent vertices of the dequeued vertex s

// If a adjacent has not been visited, then mark it visited

// and enqueue it

for (i = adj[s].begin(); i != adj[s].end(); ++i)

{

// If this adjacent node is the destination node, then return true

if (\*i == d)

return true;

// Else, continue to do BFS

if (!visited[\*i])

{

visited[\*i] = true;

queue.push\_back(\*i);

}

}

}

return false;

}

// Driver program to test methods of graph class

int main()

{

// Create a graph given in the above diagram

Graph g(4);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(2, 0);

g.addEdge(2, 3);

g.addEdge(3, 3);

cout << "Enter the source and destination vertices: (0-3)";

int u, v;

cin >> u >> v;

if (g.isReachable(u, v))

cout << "**\n**There is a path from " << u << " to " << v;

else

cout << "**\n**There is no path from " << u << " to " << v;

int temp;

temp = u;

u = v;

v = temp;

if (g.isReachable(u, v))

cout << "**\n**There is a path from " << u << " to " << v;

else

cout << "**\n**There is no path from " << u << " to " << v;

return 0;

}

Output:

$ g++ PathBetweenNodes.cpp

$ a.out

Enter the source and destination vertices: (0-3)

1 3

There is a path from 1 to 3

There is no path from 3 to 1

Enter the source and destination vertices: (0-3)

2 3

There is a path from 2 to 3

There is no path from 3 to 2

# 61. **C++ Program to Generate N Number of Passwords of Length M Each**

# Output:

$ g++ NPasswordMLength.cpp

$ a.out

Enter the length of the password: 3

1, 7, 4, The Passwords are: 174

147

714

741

471

417

Enter the length of the password: 5

1, 7, 4, 0, 9, The Passwords are: 17409

17490

17049

17094

17904

17940

14709

14790

14079

14097

14907

…

1. #include<iostream>
2. #include<conio.h>
3. #include<stdlib.h>
5. using namespace std;
7. void permute(int \*a, int k, int size)
8. {
9. if (k == size)
10. {
11. for (int i = 0; i < size; i++)
12. {
13. cout << \*(a + i);
14. }
15. cout << endl;
16. }
17. else
18. {
19. for (int i = k; i < size; i++)
20. {
21. int temp = a[k];
22. a[k] = a[i];
23. a[i] = temp;
25. permute(a, k + 1, size);
27. temp = a[k];
28. a[k] = a[i];
29. a[i] = temp;
30. }
31. }
33. }
34. int main(int argc, char \*\*argv)
35. {
36. cout << "Enter the length of the password: ";
37. int m;
38. cin >> m;
39. int a[m];
40. for (int i = 0; i < m; i++)
41. {
42. */\*generates random number between 1 and 10\*/*
43. a[i] = rand() % 10;
44. }
45. for (int i = 0; i < m; i++)
46. {
47. cout << a[i] << ", ";
48. }
49. cout << "The Passwords are: ";
50. permute(a, 0, m);
51. }

# 

# 62. **C++ Program to Perform LU Decomposition of any Matrix**

# This is a C++ Program to perform LU Decomposition of any matrix. In numerical analysis, LU decomposition (where ‘LU’ stands for ‘Lower Upper’, and also called LU factorization) factors a matrix as the product of a lower triangular matrix and an upper triangular matrix. The product sometimes includes a permutation matrix as well. The LU decomposition can be viewed as the matrix form of Gaussian elimination. Computers usually solve square systems of linear equations using the LU decomposition, and it is also a key step when inverting a matrix, or computing the determinant of a matrix

Output:

$ g++ LUDecomposition.cpp

$ a.out

Enter size of 2d array(Square matrix) : 3

Enter values no:0, 0: 1

Enter values no:0, 1: 1

Enter values no:0, 2: -1

Enter values no:1, 0: 2

Enter values no:1, 1: -1

Enter values no:1, 2: 3

Enter values no:2, 0: 3

Enter values no:2, 1: 1

Enter values no:2, 2: -1

L Decomposition

1.000000 0.000000 0.000000

2.000000 -3.000000 0.000000

3.000000 -2.000000 -1.333333

U Decomposition

1.000000 1.000000 -1.000000

0.000000 1.000000 -1.666667

0.000000 0.000000 1.000000

1. #include<iostream>
2. #include<cstdio>
4. using namespace std;
6. int main(int argc, char \*\*argv)
7. {
8. void lu(float[][10], float[][10], float[][10], int n);
9. void output(float[][10], int);
10. float a[10][10], l[10][10], u[10][10];
11. int n = 0, i = 0, j = 0;
12. cout << "Enter size of 2d array(Square matrix) : ";
13. cin >> n;
14. for (i = 0; i < n; i++)
15. {
16. for (j = 0; j < n; j++)
17. {
18. cout << "Enter values no:" << i << ", " << j << ": ";
19. cin >> a[i][j];
20. }
21. }
22. lu(a, l, u, n);
23. cout << "**\n**L Decomposition**\n\n**";
24. output(l, n);
25. cout << "**\n**U Decomposition**\n\n**";
26. output(u, n);
27. return 0;
28. }
29. void lu(float a[][10], float l[][10], float u[][10], int n)
30. {
31. int i = 0, j = 0, k = 0;
32. for (i = 0; i < n; i++)
33. {
34. for (j = 0; j < n; j++)
35. {
36. if (j < i)
37. l[j][i] = 0;
38. else
39. {
40. l[j][i] = a[j][i];
41. for (k = 0; k < i; k++)
42. {
43. l[j][i] = l[j][i] - l[j][k] \* u[k][i];
44. }
45. }
46. }
47. for (j = 0; j < n; j++)
48. {
49. if (j < i)
50. u[i][j] = 0;
51. else if (j == i)
52. u[i][j] = 1;
53. else
54. {
55. u[i][j] = a[i][j] / l[i][i];
56. for (k = 0; k < i; k++)
57. {
58. u[i][j] = u[i][j] - ((l[i][k] \* u[k][j]) / l[i][i]);
59. }
60. }
61. }
62. }
63. }
64. void output(float x[][10], int n)
65. {
66. int i = 0, j = 0;
67. for (i = 0; i < n; i++)
68. {
69. for (j = 0; j < n; j++)
70. {
71. printf("%f ", x[i][j]);
72. }
73. cout << "**\n**";
74. }
75. }

# 63. **C++ Program to Find if a Matrix is Invertible or Not**

# This is a C++ Program to Find if a Matrix is Invertible or Not.

# **Problem Description**

# The program takes a matrix and checks if it is invertible. An invertible matrix is a square matrix whose determinant exists.

# **Problem Solution**

# 1. The program takes a square matrix.

# 2. Using a function, determinant of the matrix is calculated.

# 3. If determinant is equal to 0, it is not an invertible matrix.

# 4. Else it is an invertible matrix.

# 5. The result is printed.

# 6. Exit.

1. #include<iostream>
2. #include<math.h>
3. using namespace std;
4. double det(int n, double mat[10][10])
5. {
6. int subj = 0, subi = 0, i, j, c;
7. double submat[10][10], d = 0;
8. if (n == 2)
9. return ((mat[0][0] \* mat[1][1]) - (mat[1][0] \* mat[0][1]));
10. else
11. {
12. for (c = 0; c < n; c++)
13. {
14. for (i = 1; i < n; i++)
15. {
16. for (j = 0; j < n; j++)
17. {
18. if (j == c)
19. continue;
20. submat[subi][subj] = mat[i][j];
21. subj++;
22. }
23. subi++;
24. }
25. d = d + (pow(-1, c) \* mat[0][c] \* det(n - 1, submat));
26. }
27. }
28. return d;
29. }
30. int main(int argc, char \*\*argv)
31. {
32. int n, i, j;
33. double mat[10][10];
34. cout << "Enter order of the matrix : ";
35. cin >> n;
36. cout << "Enter the elements of the matrix : ";
37. for (i = 0; i < n; i++)
38. for (j = 0; j < n; j++)
39. cin >> mat[j][i];
40. if (det(n, mat) != 0)
41. cout << "The given matrix is invertible.**\n** ";
42. else
43. cout << "The given matrix is not invertible.**\n** ";
44. for (i = 0; i < n; i++)
45. {
46. for (j = 0; j < n; j++)
47. cout << mat[i][j] << " ";
48. cout << "**\n** ";
49. }
50. }

# 64.**C++ Program to Find if a Matrix is Orthogonal**

This is a C++ Program to Find if a Matrix is Orthogonal.

**Problem Description**

The program takes a matrix and checks if it is orthogonal. A square matrix is defined as an orthogonal matrix if its transpose matrix is same as its inverse matrix.

**Problem Solution**

1. The program takes a square matrix.

2. The transpose of the matrix is found.

3. The product of the matrix and transpose are calculated and stored.

4. If the product is an identity matrix, then it is orthogonal.

5. Else it is not an orthogonal matrix.

6. The result is printed.

7. Exit.

1. #include<iostream>
2. using namespace std;
3. int main ()
4. {
5. int m, n, p, i, j, k, sum = 0;
6. int A[10][10], T[10][10], P[10][10];
7. cout << "Enter number of rows and columns : ";
8. cin >> m >> n;
9. if (m != n)
10. {
11. cout << "Matrix is not a square matrix!";
12. exit(0);
13. }
14. cout << "Enter elements of matrix : ";
15. for (i = 0; i < m; i++)
16. for (j = 0; j < n; j++)
17. cin >> A[i][j];
19. for (i = 0; i < m; i++)
20. for (j = 0; j < n; j++)
21. T[j][i] = A[i][j];
23. for (i = 0; i < m; i++)
24. {
25. for (j = 0; j < n; j++)
26. {
27. for ( k = 0 ; k < n ; k++ )
28. sum = sum + A[i][k] \* T[k][j];
29. P[i][j] = sum;
30. sum = 0;
31. }
32. }
33. for (i = 0; i < m; i++)
34. {
35. for (j = 0; j < n; j++)
36. {
37. if (i == j)
38. if (P[i][j] != 1 )
39. break;
40. else
41. {
42. if (P[i][j] != 0 )
43. break;
44. }
45. }
46. if (j != m)
47. break;
48. }
49. if (i != m)
50. cout << "Matrix is not orthogonal.**\n** ";
51. else
52. cout << "Matrix is orthogonal.**\n** ";
53. for (i = 0; i < m; i++)
54. {
55. for (j = 0; j < n; j++)
56. cout << A[i][j] << " ";
57. cout << "**\n** ";
58. }
59. return 0;
60. }

# 65.**C++ Program to Find if an Array is a Sparse Matrix**

This is a C++ Program to Find if an Array is a Sparse Matrix.

**Problem Description**

The program takes an array and checks if it is a sparse matrix. A sparse matrix is a matrix which has maximum elements equal to 0.

**Problem Solution**

1. The program takes the number of rows and columns of the matrix.

2. Then the elements are entered.

3. If the matrix contains maximum number of elements as 0, then it is a sparse matrix.

4. Else not.

5. The result is printed.

6. Exit.

**C++ Program/Source code**

Here is the source code of C++ Program to Find if an Array is a Sparse Matrix. The program output is shown below.

1. #include<iostream>
2. using namespace std;
3. int main ()
4. {
5. int A[10][10], i, j, m, n, count = 0;
6. cout << "Enter number of rows and columns : ";
7. cin >> m >> n;
8. cout << "Enter array elements : ";
9. for (i = 0; i < m; i++)
10. {
11. for (j = 0; j < n; j++)
12. {
13. cin >> A[i][j];
14. if (A[i][j] == 0)
15. count++;
16. }
17. }
18. if (count > ((m \* n) / 2))
19. cout << "The matrix is a sparse matrix.**\n** ";
20. else
21. cout << "The given matrix is not a sparse matrix.**\n** ";
22. for (i = 0; i < m; i++)
23. {
24. for (j = 0; j < n; j++)
25. cout << A[i][j] << " ";
26. cout << "**\n** ";
27. }
28. return 0;
29. }

# 66. **C++ Program to Implement Sparse Matrix**

This C++ Program demonstrates the implementation of Sparse Matrix.

Here is source code of the C++ Program to demonstrate the implementation of Sparse Matrix. The C++ program is successfully compiled and run on a Linux system. The program output is also shown below.

$ **g++** sparse\_matrix.cpp

$ a.out

the sparse Matrix is:

1 NULL 2

NULL 3 NULL

4 6 NULL

The Size of Sparse Matrix is 5

-----

**(**program exited with code: 1**)**

1. */\**
2. *\* C++ Program to Implement Sparse Matrix*
3. *\*/*
4. #include <iostream>
5. #include <iomanip>
6. #include <string>
7. using namespace std;
9. */\**
10. *\* Class List Declaration*
11. *\*/*
12. class List
13. {
14. private:
15. int index;
16. int value;
17. List \*nextindex;
18. public:
19. List(int index)
20. {
21. this->index = index;
22. nextindex = NULL;
23. value = NULL;
24. }
25. List()
26. {
27. index = -1;
28. value = NULL;
29. nextindex = NULL;
30. }
31. void store(int index, int value)
32. {
33. List \*current = this;
34. List \*previous = NULL;
35. List \*node = new List(index);
36. node->value = value;
37. while (current != NULL && current->index < index)
38. {
39. previous = current;
40. current = current->nextindex;
41. }
42. if (current == NULL)
43. {
44. previous->nextindex = node;
45. }
46. else
47. {
48. if (current->index == index)
49. {
50. cout<<"DUPLICATE INDEX"<<endl;
51. return;
52. }
53. previous->nextindex = node;
54. node->nextindex = current;
55. }
56. return;
57. }
59. int fetch(int index)
60. {
61. List \*current = this;
62. int value = NULL;
63. while (current != NULL && current->index != index)
64. {
65. current = current->nextindex;
66. }
67. if (current != NULL)
68. {
69. value = current->value;
70. }
71. else
72. {
73. value = NULL;
74. }
75. return value;
76. }
78. int elementCount()
79. {
80. int elementCount = 0;
81. List \*current = this->nextindex;
82. for ( ; (current != NULL); current = current->nextindex)
83. {
84. elementCount++;
85. }
86. return elementCount;
87. }
88. };
89. */\**
90. *\* Class SpareArray Declaration*
91. *\*/*
92. class SparseArray
93. {
94. private:
95. List \*start;
96. int index;
97. public:
98. SparseArray(int index)
99. {
100. start = new List();
101. this->index = index;
102. }
103. void store(int index, int value)
104. {
105. if (index >= 0 && index < this->index)
106. {
107. if (value != NULL)
108. start->store(index, value);
109. }
110. else
111. {
112. cout<<"INDEX OUT OF BOUNDS"<<endl;
113. }
114. }
115. int fetch(int index)
116. {
117. if (index >= 0 && index < this->index)
118. return start->fetch(index);
119. else
120. {
121. cout<<"INDEX OUT OF BOUNDS"<<endl;
122. return NULL;
123. }
124. }
125. int elementCount()
126. {
127. return start->elementCount();
128. }
129. };
130. */\**
131. *\* Class SparseMatrix Declaration*
132. *\*/*
133. class SparseMatrix
134. {
135. private:
136. int N;
137. SparseArray \*\*sparsearray;
138. public:
139. SparseMatrix(int N)
140. {
141. this->N = N;
142. sparsearray = new SparseArray\* [N];
143. for (int index = 0; index < N; index++)
144. {
145. sparsearray[index] = new SparseArray(N);
146. }
147. }
148. void store(int rowindex, int colindex, int value)
149. {
150. if (rowindex < 0 || rowindex > N)
151. {
152. cout<<"row index out of bounds"<<endl;
153. return;
154. }
155. if (colindex < 0 || colindex > N)
156. {
157. cout<<"col index out of bounds"<<endl;
158. return;
159. }
160. sparsearray[rowindex]->store(colindex, value);
161. }
163. int get(int rowindex, int colindex)
164. {
165. if (rowindex < 0 || colindex > N)
166. {
167. cout<<"row index out of bounds"<<endl;
168. return 0;
169. }
170. if (rowindex < 0 || colindex > N)
171. {
172. cout<<"col index out of bounds"<<endl;
173. return 0;
174. }
175. return (sparsearray[rowindex]->fetch(colindex));
176. }
177. int elementCount()
178. {
179. int count = 0;
180. for (int index = 0; index < N; index++)
181. {
182. count += sparsearray[index]->elementCount();
183. }
184. return count;
185. }
186. };
187. */\**
188. *\* Main*
189. *\*/*
190. int main()
191. {
192. int iarray[3][3];
193. iarray[0][0] = 1;
194. iarray[0][1] = NULL;
195. iarray[0][2] = 2;
196. iarray[1][0] = NULL;
197. iarray[1][1] = 3;
198. iarray[1][2] = NULL;
199. iarray[2][0] = 4;
200. iarray[2][1] = 6;
201. iarray[2][2] = NULL;
202. SparseMatrix sparseMatrix(3);
203. for (int rowindex = 0; rowindex < 3; rowindex++)
204. {
205. for (int colindex = 0; colindex < 3; colindex++)
206. {
207. sparseMatrix.store(rowindex, colindex, iarray[rowindex][colindex]);
208. }
209. }
211. cout<<"the sparse Matrix is: "<<endl;
212. for (int rowindex = 0; rowindex < 3; rowindex++)
213. {
214. for (int colindex = 0; colindex < 3; colindex++)
215. {
216. if (sparseMatrix.get(rowindex, colindex) == NULL)
217. cout<<"NULL"<< "**\t**";
218. else
219. cout<<sparseMatrix.get(rowindex, colindex) << "**\t**";
220. }
221. cout<<endl;
222. }
223. cout<<"The Size of Sparse Matrix is "<<sparseMatrix.elementCount()<<endl;
225. }

# 67. **C++ Program to Compute Determinant of a Matrix**

This C++ program displays the value of the determinant of a particular matrix. A determinant is a value associated with a square matrix. It can be computed from the entries of the matrix by a specific arithmetic expression, while other ways to determine its value exist as well.

Here is the source code of the C++ Program to Compute Determinant of a Matrix. The C++ program is successfully compiled and run on a Linux system. The program output is also shown below.

Output:

$ g++ DeterminantOfMatrix.cpp

$ a.out

Enter the dimension of the matrix:

3

Enter the elements of the matrix:

3 5 2

8 4 8

2 4 7

The determinant of the given matrix is: -164

Enter the dimension of the matrix:

4

Enter the elements of the matrix:

9 5 2 5

9 5 3 7

6 5 4 8

1 5 3 7

The determinant of the given matrix is: 0

1. */\**
2. *\* C++ Program to Find the Determinant of a Given Matrix*
3. *\*/*
4. #include<iostream>
5. #include<math.h>
6. #include<conio.h>
8. using namespace std;
9. double d = 0;
10. double det(int n, double mat[10][10]);
11. double det(int n, double mat[10][10])
12. {
13. double submat[10][10];
14. if (n == 2)
15. return ((mat[0][0] \* mat[1][1]) - (mat[1][0] \* mat[0][1]));
16. else
17. {
18. for (int c = 0; c < n; c++)
19. {
20. int subi = 0; //submatrix's i value
21. for (int i = 1; i < n; i++)
22. {
23. int subj = 0;
24. for (int j = 0; j < n; j++)
25. {
26. if (j == c)
27. continue;
28. submat[subi][subj] = mat[i][j];
29. subj++;
30. }
31. subi++;
33. }
34. d = d + (pow(-1, c) \* mat[0][c] \* det(n - 1, submat));
35. }
36. }
37. return d;
38. }
39. int main(int argc, char \*\*argv)
40. {
42. cout << "Enter the dimension of the matrix:**\n**";
43. int n;
44. cin >> n;
45. double mat[10][10];
46. cout << "Enter the elements of the matrix:**\n**";
47. for (int i = 0; i < n; i++)
48. {
49. for (int j = 0; j < n; j++)
50. {
51. cin >> mat[j][i];
52. }
53. }
54. cout << "The determinant of the given matrix is: " << det(n, mat);
55. return 0;
56. }

\

34. **C++ Program to Implement Interval Tree**

This is a C++ Program to implement interval tree. In computer science, an interval tree is an ordered tree data structure to hold intervals. Specifically, it allows one to efficiently find all intervals that overlap with any given interval or point. It is often used for windowing queries, for instance, to find all roads on a computerized map inside a rectangular viewport, or to find all visible elements inside a three-dimensional scene. A similar data structure is the segment tree.

Output:

$ g++ IntervalTree.cpp

$ a.out

In-order traversal of constructed Interval Tree is

[5, 20] max = 20

[10, 30] max = 30

[12, 15] max = 15

[15, 20] max = 40

[17, 19] max = 40

[30, 40] max = 40

Searching for interval [6,7]

Overlaps with [5, 20]

-----

(program exited with code: 0)

Press return to continue

1. #include <iostream>
3. using namespace std;
5. struct Interval
6. {
7. int low, high;
8. };
10. struct ITNode
11. {
12. Interval \*i; // 'i' could also be a normal variable
13. int max;
14. ITNode \*left, \*right;
15. };
17. // A utility function to create a new Interval Search Tree Node
18. ITNode \* newNode(Interval i)
19. {
20. ITNode \*temp = new ITNode;
21. temp->i = new Interval(i);
22. temp->max = i.high;
23. temp->left = temp->right = NULL;
24. };
26. // A utility function to insert a new Interval Search Tree Node
27. // This is similar to BST Insert. Here the low value of interval
28. // is used tomaintain BST property
29. ITNode \*insert(ITNode \*root, Interval i)
30. {
31. // Base case: Tree is empty, new node becomes root
32. if (root == NULL)
33. return newNode(i);
35. // Get low value of interval at root
36. int l = root->i->low;
38. // If root's low value is smaller, then new interval goes to
39. // left subtree
40. if (i.low < l)
41. root->left = insert(root->left, i);
43. // Else, new node goes to right subtree.
44. else
45. root->right = insert(root->right, i);
47. // Update the max value of this ancestor if needed
48. if (root->max < i.high)
49. root->max = i.high;
51. return root;
52. }
54. // A utility function to check if given two intervals overlap
55. bool doOVerlap(Interval i1, Interval i2)
56. {
57. if (i1.low <= i2.high && i2.low <= i1.high)
58. return true;
59. return false;
60. }
62. // The main function that searches a given interval i in a given
63. // Interval Tree.
64. Interval \*intervalSearch(ITNode \*root, Interval i)
65. {
66. // Base Case, tree is empty
67. if (root == NULL)
68. return NULL;
70. // If given interval overlaps with root
71. if (doOVerlap(\*(root->i), i))
72. return root->i;
74. // If left child of root is present and max of left child is
75. // greater than or equal to given interval, then i may
76. // overlap with an interval is left subtree
77. if (root->left != NULL && root->left->max >= i.low)
78. return intervalSearch(root->left, i);
80. // Else interval can only overlap with right subtree
81. return intervalSearch(root->right, i);
82. }
84. void inorder(ITNode \*root)
85. {
86. if (root == NULL)
87. return;
89. inorder(root->left);
91. cout << "[" << root->i->low << ", " << root->i->high << "]" << " max = "
92. << root->max << endl;
94. inorder(root->right);
95. }
97. int main(int argc, char \*\*argv)
98. {
100. Interval ints[] = { { 15, 20 }, { 10, 30 }, { 17, 19 }, { 5, 20 },
101. { 12, 15 }, { 30, 40 } };
102. int n = sizeof(ints) / sizeof(ints[0]);
103. ITNode \*root = NULL;
104. for (int i = 0; i < n; i++)
105. root = insert(root, ints[i]);
107. cout << "In-order traversal of constructed Interval Tree is**\n**";
108. inorder(root);
110. Interval x = { 6, 7 };
112. cout << "**\n**Searching for interval [" << x.low << "," << x.high << "]";
113. Interval \*res = intervalSearch(root, x);
114. if (res == NULL)
115. cout << "**\n**No Overlapping Interval";
116. else
117. cout << "**\n**Overlaps with [" << res->low << ", " << res->high << "]";
118. }

# 68. **C++ Program for Level Order Traversal of a given Tree using Recursion**

# This is a C++ Program for Level Order Traversal of a Tree using Recursion.

**Problem Description**

Here in this problem we will be traversing the nodes of tree from left to right level by level. First the nodes at level 1 will be printed followed by the level two and so on. This problem is implemented using C++ programming language by recursion method.

Expected Input and Output

**Case 1. Balanced Tree:** When the weight on both the sides of the root node is same.

25

/ \

27 19

/ \ / \

17 91 13 55

Output: 25 27 19 17 91 13 55

**Case 2. Right Skewed Tree:** When the nodes at every level have just a right child.

1

\

2

\

3

\

4

\

5

Output: 1 2 3 4 5

# 

1. */\* C++ Program for level order traversal of a tree using recursion \*/*
2. #include <iostream>
3. #include<stdio.h>
4. using namespace std;
5. struct node
6. {
7. int info;
8. struct node \*left, \*right;
9. };
10. class Tree
11. {
12. public:
13. struct node \*root;
14. struct node \*createnode(int key);
15. int heightoftree(struct node \*newnode);
16. void currentlevel(struct node \*root, int level);
17. Tree()
18. {
19. root = NULL;
20. }
21. };
22. */\**
23. *\* Main Function*
24. *\*/*
25. int main()
26. { Tree b1;
27. */\* Creating First Tree. \*/*
28. struct node \*newnode = b1.createnode(25);
29. newnode->left = b1.createnode(27);
30. newnode->right = b1.createnode(19);
31. newnode->left->left = b1.createnode(17);
32. newnode->left->right = b1.createnode(91);
33. newnode->right->left = b1.createnode(13);
34. newnode->right->right = b1.createnode(55);
35. */\* Sample Tree 1: Balanced Tree*
36. *\* 25*
37. *\* / \*
38. *\* 27 19*
39. *\* / \ / \*
40. *\* 17 91 13 55*
41. *\*/*
42. cout<<"Level Order Traversal of Tree 1 is **\n**";
43. int i;
44. int height = b1.heightoftree(newnode);
45. for(i = 1; i <= height; i++)
46. {
47. b1.currentlevel(newnode,i);
48. }
50. */\* Creating Second Tree \*/*
51. struct node \*node = b1.createnode(1);
52. node->left = b1.createnode(2);
53. node->left->left = b1.createnode(3);
54. node->left->left->left = b1.createnode(4);
55. node->left->left->left->left = b1.createnode(5);
56. */\* Sample Tree 2- Left Skewed Tree*
57. *\* 1*
58. *\* /*
59. *\* 2*
60. *\* /*
61. *\* 3*
62. *\* /*
63. *\* 4*
64. *\* /*
65. *\* 5*
66. *\*/*
67. cout<<"**\n\n**Level Order Traversal of Tree 2 is **\n**";
68. height = b1.heightoftree(node);
69. for(i = 1; i <= height; i++)
70. {
71. b1.currentlevel(node,i);
72. }
74. */\* Creating Third Tree \*/*
75. struct node \*root = b1.createnode(15);
76. */\* Sample Tree 3- Tree having just one root node.*
77. *\* 15*
78. *\*/*
79. cout<<"**\n\n**Level Order Traversal of Tree 3 is **\n**";
80. height = b1.heightoftree(root);
81. for(i = 1; i <= height; i++)
82. {
83. b1.currentlevel(root,i);
84. }
85. return 0;
86. }
87. */\**
88. *\* Function to create nodes*
89. *\*/*
90. struct node \*Tree :: createnode(int key)
91. {
92. struct node \*newnode = new node;
93. newnode->info = key;
94. newnode->left = NULL;
95. newnode->right = NULL;
96. return(newnode);
97. }
98. */\**
99. *\* Function to ascertain the height of a Tree*
100. *\*/*
101. int Tree :: heightoftree(struct node \*root)
102. {
103. int max;
104. if (root!=NULL)
105. {
106. */\* Finding the height of left subtree. \*/*
107. int leftsubtree = heightoftree(root->left);
108. */\* Finding the height of right subtree. \*/*
109. int rightsubtree = heightoftree(root->right);
110. if (leftsubtree > rightsubtree)
111. {
112. max = leftsubtree + 1;
113. return max;
114. }
115. else
116. {
117. max = rightsubtree + 1;
118. return max;
119. }
120. }
121. }
122. */\**
123. *\* Function to print all the nodes left to right of the current level*
124. *\*/*
125. void Tree :: currentlevel(struct node \*root, int level)
126. {
127. if (root != NULL)
128. {
129. if (level == 1)
130. {
131. cout<<root->info<<"**\t**";
132. }
133. else if (level > 1)
134. {
135. currentlevel(root->left, level-1);
136. currentlevel(root->right, level-1);
137. }
138. }
139. }

# 69. **C++ Program For Inorder Tree Traversal without Recursion**

In a binary search tree, the inorder traversal method follows the Left Node Right or Left Root Right policy. In the in-order traversal algorithm, the subtree on the left side of the root node, then the root, and then the subtree on the right side of the root node is traversed.

**Method 1:**

This C++ program, without recursion, displays the nodes of a particular binary tree in an inorder fashion without using recursive traversal.

Output

enter value of root node

6

enter value of node

2

value entered in left

enter value of node

9

value entered in right

enter value of node

3

value entered in right

enter value of node

5

value entered in right

enter value of node

7

value entered in left

printing traversal in inorder

2

3

5

6

7

9

6

1. */\**
2. *\* C++ Program For Inorder Tree Traversal without recursion*
3. *\*/*
4. #include<iostream>
5. using namespace std;
6. #include<conio.h>
7. struct tree
8. {
9. tree \*l, \*r;
10. int data;
11. }\*root = NULL, \*p = NULL, \*s = NULL;
12. struct node
13. {
14. tree \*pt;
15. node \*next;
16. }\*q = NULL, \*top = NULL, \*np = NULL;
17. void create()
18. {
19. int value ,c = 0;
20. while (c < 6)
21. {
22. if (root == NULL)
23. {
24. root = new tree;
25. cout<<"enter value of root node**\n**";
26. cin>>root->data;
27. root->r = NULL;
28. root->l = NULL;
29. }
30. else
31. {
32. p = root;
33. cout<<"enter value of node**\n**";
34. cin>>value;
35. while(true)
36. {
37. if(value < p->data)
38. {
39. if (p->l == NULL)
40. {
41. p->l = new tree;
42. p = p->l;
43. p->data = value;
44. p->l = NULL;
45. p->r = NULL;
46. cout<<"value entered in left**\n**";
47. break;
48. }
49. else if (p->l != NULL)
50. {
51. p = p->l;
52. }
53. }
54. else if (value > p->data)
55. {
56. if (p->r == NULL)
57. {
58. p->r = new tree;
59. p = p->r;
60. p->data = value;
61. p->l = NULL;
62. p->r = NULL;
63. cout<<"value entered in right**\n**";
64. break;
65. }
66. else if(p->r != NULL)
67. {
68. p = p->r;
69. }
70. }
71. }
72. }
73. c++;
74. }
75. }
76. void push(tree \*ptr)
77. {
78. np = new node;
79. np->pt = ptr;
80. np->next = NULL;
81. if (top == NULL)
82. {
83. top = np;
84. }
85. else
86. {
87. q = top;
88. top = np;
89. np->next = q;
90. }
91. }
92. tree \*pop()
93. {
94. if (top == NULL)
95. {
96. cout<<"underflow**\n**";
97. }
98. else
99. {
100. q = top;
101. top = top->next;
102. return(q->pt);
103. delete(q);
104. }
105. }
106. void traverse(tree \*p)
107. {
108. push(p);
109. while (top != NULL)
110. {
111. while (p != NULL)
112. {
113. push(p);
114. p = p->l;
115. }
116. if (top != NULL && p == NULL)
117. {
118. p = pop();
119. cout<<p->data<<endl;
120. p = p->r;
121. }
122. }
123. }
124. int main()
125. {
126. int val;
127. create();
128. cout<<"printing traversal in inorder**\n**";
129. traverse(root);
130. getch();
131. }

# 70.**C++ Program to Implement Array in STL**

This C++ Program demonstrates implementation of Array in STL.

$ **g++** array.cpp

$ a.out

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 1

Enter value to be inserted: 2

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 1

Enter value to be inserted: 3

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 1

Enter value to be inserted: 4

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 1

Enter value to be inserted: 5

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 1

Enter value to be inserted: 6

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 2

Size of the Array: 5

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 3

Front Element of the Array: 2

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 4

Back Element of the Stack: 6

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 5

2 3 4 5 6

Array Implementation **in** Stl

1.Insert Element into the Array

2.Size of the array

3.Front Element of Array

4.Back Element of Array

5.Display elements of the Array

6.Exit

Enter your Choice: 6

-----

**(**program exited with code: 1**)**

Press **return** to **continue**

1. */\**
2. *\* C++ Program to Implement Array in Stl*
3. *\*/*
4. #include <iostream>
5. #include <array>
6. #include <string>
7. #include <cstdlib>
8. using namespace std;
9. int main()
10. {
11. array<int, 5> arr;
12. array<int, 5>::iterator it;
13. int choice, item;
14. arr.fill(0);
15. int count = 0;
16. while (1)
17. {
18. cout<<"**\n**"<<endl;
19. cout<<"Array Implementation in Stl"<<endl;
20. cout<<"**\n**"<<endl;
21. cout<<"1.Insert Element into the Array"<<endl;
22. cout<<"2.Size of the array"<<endl;
23. cout<<"3.Front Element of Array"<<endl;
24. cout<<"4.Back Element of Array"<<endl;
25. cout<<"5.Display elements of the Array"<<endl;
26. cout<<"6.Exit"<<endl;
27. cout<<"Enter your Choice: ";
28. cin>>choice;
29. switch(choice)
30. {
31. case 1:
32. cout<<"Enter value to be inserted: ";
33. cin>>item;
34. arr.at(count) = item;
35. count++;
36. break;
37. case 2:
38. cout<<"Size of the Array: ";
39. cout<<arr.size()<<endl;
40. break;
41. case 3:
42. cout<<"Front Element of the Array: ";
43. cout<<arr.front()<<endl;
44. break;
45. case 4:
46. cout<<"Back Element of the Stack: ";
47. cout<<arr.back()<<endl;
48. break;
49. case 5:
50. for (it = arr.begin(); it != arr.end(); ++it )
51. cout <<" "<< \*it;
52. cout<<endl;
53. break;
54. case 6:
55. exit(1);
56. break;
57. default:
58. cout<<"Wrong Choice"<<endl;
59. }
60. }
61. return 0;
62. }

# 71. **C++ Program to Implement Deque in STL**

This C++ Program demonstrates implementation of Deque in STL.

Output:

$ **g++** deque.cpp

$ a.out

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 1

Enter value to be inserted at the end: 9

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 2

Enter value to be inserted at the front: 8

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 1

Enter value to be inserted at the end: 7

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 1

Enter value to be inserted at the end: 6

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 1

Enter value to be inserted at the end: 5

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 2

Enter value to be inserted at the front: 10

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 2

Enter value to be inserted at the front: 7

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 7

Size of the Deque: 7

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 8

Elements of Deque: 7 10 8 9 7 6 5

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 5

Front Element of the Deque: 7

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 6

Back Element of the Deque: 5

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 3

Element 5 deleted

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 8

Elements of Deque: 7 10 8 9 7 6

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 4

Element 7 deleted

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 7

Size of the Deque: 5

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 8

Elements of Deque: 10 8 9 7 6

Deque Implementation **in** Stl

1.Insert Element at the End

2.Insert Element at the Front

3.Delete Element at the End

4.Delete Element at the Front

5.Front Element at Deque

6.Last Element at Deque

7.Size of the Deque

8.Display Deque

9.Exit

Enter your Choice: 9

-----

**(**program exited with code: 1**)**

Press **return** to **continue**

1. */\**
2. *\* C++ Program to Implement Deque in Stl*
3. *\*/*
4. #include <iostream>
5. #include <deque>
6. #include <string>
7. #include <cstdlib>
8. using namespace std;
9. int main()
10. {
11. deque<int> dq;
12. deque<int>::iterator it;
13. int choice, item;
14. while (1)
15. {
16. cout<<"**\n**--------"<<endl;
17. cout<<"Deque Implementation in Stl"<<endl;
18. cout<<"**\n**--------"<<endl;
19. cout<<"1.Insert Element at the End"<<endl;
20. cout<<"2.Insert Element at the Front"<<endl;
21. cout<<"3.Delete Element at the End"<<endl;
22. cout<<"4.Delete Element at the Front"<<endl;
23. cout<<"5.Front Element at Deque"<<endl;
24. cout<<"6.Last Element at Deque"<<endl;
25. cout<<"7.Size of the Deque"<<endl;
26. cout<<"8.Display Deque"<<endl;
27. cout<<"9.Exit"<<endl;
28. cout<<"Enter your Choice: ";
29. cin>>choice;
30. switch(choice)
31. {
32. case 1:
33. cout<<"Enter value to be inserted at the end: ";
34. cin>>item;
35. dq.push\_back(item);
36. break;
37. case 2:
38. cout<<"Enter value to be inserted at the front: ";
39. cin>>item;
40. dq.push\_front(item);
41. break;
42. case 3:
43. item = dq.back();
44. dq.pop\_back();
45. cout<<"Element "<<item<<" deleted"<<endl;
46. break;
47. case 4:
48. item = dq.front();
49. dq.pop\_front();
50. cout<<"Element "<<item<<" deleted"<<endl;
51. break;
52. case 5:
53. cout<<"Front Element of the Deque: ";
54. cout<<dq.front()<<endl;
55. break;
56. case 6:
57. cout<<"Back Element of the Deque: ";
58. cout<<dq.back()<<endl;
59. break;
60. case 7:
61. cout<<"Size of the Deque: "<<dq.size()<<endl;
62. break;
63. case 8:
64. cout<<"Elements of Deque: ";
65. for (it = dq.begin(); it != dq.end(); it++)
66. cout<<\*it<<" ";
67. cout<<endl;
68. break;
69. case 9:
70. exit(1);
71. break;
72. default:
73. cout<<"Wrong Choice"<<endl;
74. }
75. }
76. return 0;
77. }

# 72. **C++ Program to Represent Linear Equations in Matrix Form**

This is a C++ Program to represent a set of linear equations in matrix form.

Output:

$ g++ MatrixRepOfEquations.cpp

$ a.out

Enter the number of variables in the equations: 3

Enter the coefficients of each variable for each equations

ax + by + cz + ... = d

1 2 3 4

1 2 6 8

2 3 9 8

Matrix representation is:

1 2 3 x = 4

1 2 6 y = 8

2 3 9 z = 8

1. #include<iostream>
2. #include<conio.h>
4. using namespace std;
6. int main(void)
7. {
8. char var[] = { 'x', 'y', 'z', 'w' };
9. cout << "Enter the number of variables in the equations: ";
11. int n;
12. cin >> n;
13. cout << "**\n**Enter the coefficients of each variable for each equations";
14. cout << "**\n**ax + by + cz + ... = d";
15. int mat[n][n];
16. int constants[n][1];
17. for (int i = 0; i < n; i++)
18. {
19. for (int j = 0; j < n; j++)
20. {
21. cin >> mat[i][j];
22. }
23. cin >> constants[i][0];
24. }
26. cout << "Matrix representation is: ";
27. for (int i = 0; i < n; i++)
28. {
29. for (int j = 0; j < n; j++)
30. {
31. cout << " " << mat[i][j];
32. }
33. cout << " " << var[i];
34. cout << " = " << constants[i][0];
35. cout << "**\n**";
36. }
37. return 0;
38. }

# 73. **C++ Program to Perform Encoding of a Message Using Matrix Multiplication**

$ g++ EncodingMatrix.cpp

$ a.out

Enter the number of rows and columns for Message Matrix:

2 2

Enter elements for Matrix :::

1 2

3 4

Matrix :

1 2

3 4

-------

Encoded Matrix :

12 12

28 28

1. #include<conio.h>
2. #include<iostream>
3. using namespace std;
4. int main()
5. {
6. int a[10][10], b[10][10], c[10][10];
7. int x, y, i, j;
9. cout << "**\n**Enter the number of rows and columns for Message Matrix:**\n\n**";
10. cin >> x >> y;
12. // x denotes number rows in matrix A
13. // y denotes number columns in matrix A
14. cout << "**\n\n**Enter elements for Matrix :::**\n\n**";
15. for (i = 0; i < x; i++)
16. {
17. for (j = 0; j < y; j++)
18. {
19. cin >> a[i][j];
20. }
21. cout << "**\n**";
22. }
23. cout << "**\n\n**Matrix :**\n\n**";
24. for (i = 0; i < x; i++)
25. {
26. for (j = 0; j < y; j++)
27. {
28. cout << "**\t**" << a[i][j];
29. }
30. cout << "**\n\n**";
31. }


35. for (i = 0; i < y; i++)
36. {
37. for (j = 0; j < x; j++)
38. {
39. b[i][j]=x+y;
40. }
41. cout << "**\n**";
42. }
44. for (i = 0; i < x; i++)
45. {
46. for (j = 0; j < x; j++)
47. {
48. c[i][j] = 0;
49. for (int k = 0; k < y; k++)
50. {
51. c[i][j] = c[i][j] + a[i][k] \* b[k][j];
52. }
53. }
54. }
55. cout
56. << "**\n**-------**\n**";
57. cout << "**\n\n**Encoded Matrix :**\n\n**";
58. for (i = 0; i < x; i++)
59. {
60. for (j = 0; j < x; j++)
61. {
62. cout << "**\t**" << c[i][j];
63. }
64. cout << "**\n\n**";
65. }
66. getch();
67. return 0;
68. }

# 74. **C++ Program to Find Closest Pair of Points in an Array**

This C++ Program Finds the Closest Pair of Points in an Array.

1. */\**
2. *\* Main*
3. *\*/*
4. int main()
5. {
6. Point P[] = {{2, 3}, {12, 30}, {40, 50}, {5, 1}, {12, 10}, {3, 4}};
7. int n = sizeof(P) / sizeof(P[0]);
8. cout << "The smallest distance is " << closest(P, n);
9. return 0;
10. }

$ **g++** closest\_pair.cpp

$ a.out

The smallest distance is 1.41421

**(**program exited with code: 1**)**

Press **return** to **continue**

1. */\**
2. *\* C++ Program to Find Closest Pair of Points in an Array*
3. *\*/*
4. #include <iostream>
5. #include <cfloat>
6. #include <cstdlib>
7. #include <cmath>
8. using namespace std;
10. */\**
11. *\* Point Declaration*
12. *\*/*
13. struct Point
14. {
15. int x, y;
16. };
18. */\**
19. *\* sort array of points according to X coordinate*
20. *\*/*
21. int compareX(const void\* a, const void\* b)
22. {
23. Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;
24. return (p1->x - p2->x);
25. }
26. */\**
27. *\* sort array of points according to Y coordinate*
28. *\*/*
29. int compareY(const void\* a, const void\* b)
30. {
31. Point \*p1 = (Point \*)a, \*p2 = (Point \*)b;
32. return (p1->y - p2->y);
33. }
34. */\**
35. *\* find the distance between two points*
36. *\*/*
37. float dist(Point p1, Point p2)
38. {
39. return sqrt((p1.x - p2.x) \* (p1.x - p2.x) + (p1.y - p2.y) \* (p1.y - p2.y));
40. }
41. */\**
42. *\* return the smallest distance between two points*
43. *\*/*
44. float small\_dist(Point P[], int n)
45. {
46. float min = FLT\_MAX;
47. for (int i = 0; i < n; ++i)
48. {
49. for (int j = i + 1; j < n; ++j)
50. {
51. if (dist(P[i], P[j]) < min)
52. min = dist(P[i], P[j]);
53. }
54. }
55. return min;
56. }
57. */\**
58. *\* find the distance beween the closest points of strip of given size*
59. *\*/*
60. float stripClosest(Point strip[], int size, float d)
61. {
62. float min = d;
63. for (int i = 0; i < size; ++i)
64. {
65. for (int j = i + 1; j < size && (strip[j].y - strip[i].y) < min; ++j)
66. {
67. if (dist(strip[i],strip[j]) < min)
68. min = dist(strip[i], strip[j]);
69. }
70. }
71. return min;
72. }
73. */\**
74. *\* find the smallest distance.*
75. *\*/*
76. float closestUtil(Point Px[], Point Py[], int n)
77. {
78. if (n <= 3)
79. return small\_dist(Px, n);
80. int mid = n / 2;
81. Point midPoint = Px[mid];
82. Point Pyl[mid + 1];
83. Point Pyr[n - mid - 1];
84. int li = 0, ri = 0;
85. for (int i = 0; i < n; i++)
86. {
87. if (Py[i].x <= midPoint.x)
88. Pyl[li++] = Py[i];
89. else
90. Pyr[ri++] = Py[i];
91. }
92. float dl = closestUtil(Px, Pyl, mid);
93. float dr = closestUtil(Px + mid, Pyr, n-mid);
94. float d = min(dl, dr);
95. Point strip[n];
96. int j = 0;
97. for (int i = 0; i < n; i++)
98. {
99. if (abs(Py[i].x - midPoint.x) < d)
100. strip[j] = Py[i], j++;
101. }
102. return min(d, stripClosest(strip, j, d));
103. }
104. */\**
105. *\* finds the smallest distance*
106. *\*/*
107. float closest(Point P[], int n)
108. {
109. Point Px[n];
110. Point Py[n];
111. for (int i = 0; i < n; i++)
112. {
113. Px[i] = P[i];
114. Py[i] = P[i];
115. }
116. qsort(Px, n, sizeof(Point), compareX);
117. qsort(Py, n, sizeof(Point), compareY);
118. return closestUtil(Px, Py, n);
119. }

# 75. **C++ Program to Optimize Wire Length in Electrical Circuit**

This is a C++ Program to optimize wire length in electix circuit. This problem can be reduced to finding the shortest path between two components.

Output:

$ g++ OptimizeWireLength.cpp

$ a.out

Enter the starting component: 1

Component Distance from other component

0 4

1 0

2 8

3 15

4 22

5 12

6 12

7 11

8 10

Enter the starting component: 6

Component Distance from other component

0 9

1 12

2 6

3 13

4 12

5 2

6 0

7 1

8 6

1. #include <stdio.h>
2. #include <limits.h>
3. #include <iostream>
5. using namespace std;
7. // Number of components in the graph
8. #define V 9
10. // A utility function to find the component with minimum distance value, from
11. // the set of components not yet included in shortest path tree
12. int minDistance(int dist[], bool sptSet[])
13. {
14. // Initialize min value
15. int min = INT\_MAX, min\_index;
17. for (int v = 0; v < V; v++)
18. if (sptSet[v] == false && dist[v] <= min)
19. min = dist[v], min\_index = v;
21. return min\_index;
22. }
24. // A utility function to print the constructed distance array
25. void printSolution(int dist[], int n)
26. {
27. cout << "Component**\t**Distance from other component**\n**";
28. for (int i = 0; i < V; i++)
29. printf("%d**\t\t**%d**\n**", i, dist[i]);
30. }
32. // Funtion that implements Dijkstra's single source shortest path algorithm
33. // for a graph represented using adjacency matrix representation
34. void optimizeLength(int graph[V][V], int src)
35. {
36. int dist[V]; // The output array. dist[i] will hold the shortest
37. // distance from src to i
39. bool sptSet[V]; // sptSet[i] will true if component i is included in shortest
40. // path tree or shortest distance from src to i is finalized
42. // Initialize all distances as INFINITE and stpSet[] as false
43. for (int i = 0; i < V; i++)
44. dist[i] = INT\_MAX, sptSet[i] = false;
46. // Distance of source component from itself is always 0
47. dist[src] = 0;
49. // Find shortest path for all components
50. for (int count = 0; count < V - 1; count++)
51. {
52. // Pick the minimum distance component from the set of components not
53. // yet processed. u is always equal to src in first iteration.
54. int u = minDistance(dist, sptSet);
56. // Mark the picked component as processed
57. sptSet[u] = true;
59. // Update dist value of the adjacent components of the picked component.
60. for (int v = 0; v < V; v++)
62. // Update dist[v] only if is not in sptSet, there is an edge from
63. // u to v, and total weight of path from src to v through u is
64. // smaller than current value of dist[v]
65. if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u]
66. + graph[u][v] < dist[v])
67. dist[v] = dist[u] + graph[u][v];
68. }
70. // print the constructed distance array
71. printSolution(dist, V);
72. }
74. // driver program to test above function
75. int main()
76. {
77. */\* Let us create the example graph discussed above \*/*
78. int graph[V][V] =
79. { { 0, 4, 0, 0, 0, 0, 0, 8, 0 }, { 4, 0, 8, 0, 0, 0, 0, 11, 0 }, {
80. 0, 8, 0, 7, 0, 4, 0, 0, 2 },
81. { 0, 0, 7, 0, 9, 14, 0, 0, 0 }, { 0, 0, 0, 9, 0, 10, 0, 0,
82. 0 }, { 0, 0, 4, 0, 10, 0, 2, 0, 0 }, { 0, 0, 0, 14,
83. 0, 2, 0, 1, 6 }, { 8, 11, 0, 0, 0, 0, 1, 0, 7 }, {
84. 0, 0, 2, 0, 0, 0, 6, 7, 0 } };
86. cout << "Enter the starting component: ";
87. int s;
88. cin >> s;
89. optimizeLength(graph, s);
91. return 0;
92. }

# 76. **C++ Program to Perform Optimal Parenthesization Using Dynamic Programming**

This is a C++ Program to perform optimal paranthesization using DP.

Output:

$ g++ OptimalParanthesizationDP.cpp

$ a.out

Enter the array p[], which represents the chain of matrices such that the ith matrix Ai is of dimension p[i-1] x p[i]Enter the total length:4

Enter the dimensions: 2 4 3 5

Minimum number of multiplications is: 54

1. #include<stdio.h>
2. #include<limits.h>
3. #include<iostream>
5. using namespace std;
7. // Matrix Ai has dimension p[i-1] x p[i] for i = 1..n
9. int MatrixChainOrder(int p[], int n)
10. {
11. */\* For simplicity of the program, one extra row and one extra column are*
12. *allocated in m[][]. 0th row and 0th column of m[][] are not used \*/*
13. int m[n][n];
14. int s[n][n];
15. int i, j, k, L, q;
17. */\* m[i,j] = Minimum number of scalar multiplications needed to compute*
18. *the matrix A[i]A[i+1]...A[j] = A[i..j] where dimention of A[i] is*
19. *p[i-1] x p[i] \*/*
21. // cost is zero when multiplying one matrix.
22. for (i = 1; i < n; i++)
23. m[i][i] = 0;
25. // L is chain length.
26. for (L = 2; L < n; L++)
27. {
28. for (i = 1; i <= n - L + 1; i++)
29. {
30. j = i + L - 1;
31. m[i][j] = INT\_MAX;
32. for (k = i; k <= j - 1; k++)
33. {
34. // q = cost/scalar multiplications
35. q = m[i][k] + m[k + 1][j] + p[i - 1] \* p[k] \* p[j];
36. if (q < m[i][j])
37. {
38. m[i][j] = q;
39. s[i][j] = k;
40. }
41. }
42. }
43. }
45. return m[1][n - 1];
46. }
47. int main()
48. {
49. cout
50. << "Enter the array p[], which represents the chain of matrices such that the ith matrix Ai is of dimension p[i-1] x p[i]";
51. cout << "Enter the total length:";
52. int n;
53. cin >> n;
54. int array[n];
55. cout << "Enter the dimensions: ";
56. for (int var = 0; var < n; ++var)
57. {
58. cin >> array[var];
59. }
60. cout << "Minimum number of multiplications is: " << MatrixChainOrder(array,
61. n);
62. return 0;
63. }

# 77. **C++ Program to Implement Strassen’s Algorithm**

This is a C++ Program to implement Strassen’s algorithm for matrix multiplication. In the mathematical discipline of linear algebra, the Strassen algorithm, named after Volker Strassen, is an algorithm used for matrix multiplication. It is faster than the standard matrix multiplication algorithm and is useful in practice for large matrices, but would be slower than the fastest known algorithms for extremely large matrices.

Output:

$ g++ StrassenMulitplication.cpp

$ a.out

A = {

1.2, 0.83, 0.39, 0.41,

1.8, 1.9, 0.49, 0.23,

0.38, 0.72, 1.8, 1.9,

0.13, 1.8, 0.48, 0.82,

}

B = {

1.2, 1.6, 1.4, 1.6,

0.27, 0.63, 0.3, 0.79,

0.58, 1.2, 1.1, 0.07,

2, 1.9, 0.47, 0.47,

}

C = {

2.7, 3.7, 2.6, 2.9,

3.4, 5, 3.7, 4.5,

5.3, 6.7, 3.6, 2.2,

2.5, 3.5, 1.6, 2.1,

}

1. #include <assert.h>
2. #include <stdio.h>
3. #include <stdlib.h>
4. #include <time.h>
6. #define M 2
7. #define N (1<<M)
9. typedef double datatype;
10. #define DATATYPE\_FORMAT "%4.2g"
11. typedef datatype mat[N][N]; // mat[2\*\*M,2\*\*M] for divide and conquer mult.
12. typedef struct
13. {
14. int ra, rb, ca, cb;
15. } corners; // for tracking rows and columns.
16. // A[ra..rb][ca..cb] .. the 4 corners of a matrix.
18. // set A[a] = I
19. void identity(mat A, corners a)
20. {
21. int i, j;
22. for (i = a.ra; i < a.rb; i++)
23. for (j = a.ca; j < a.cb; j++)
24. A[i][j] = (datatype) (i == j);
25. }
27. // set A[a] = k
28. void set(mat A, corners a, datatype k)
29. {
30. int i, j;
31. for (i = a.ra; i < a.rb; i++)
32. for (j = a.ca; j < a.cb; j++)
33. A[i][j] = k;
34. }
36. // set A[a] = [random(l..h)].
37. void randk(mat A, corners a, double l, double h)
38. {
39. int i, j;
40. for (i = a.ra; i < a.rb; i++)
41. for (j = a.ca; j < a.cb; j++)
42. A[i][j] = (datatype) (l + (h - l) \* (rand() / (double) RAND\_MAX));
43. }
45. // Print A[a]
46. void print(mat A, corners a, char \*name)
47. {
48. int i, j;
49. printf("%s = {**\n**", name);
50. for (i = a.ra; i < a.rb; i++)
51. {
52. for (j = a.ca; j < a.cb; j++)
53. printf(DATATYPE\_FORMAT ", ", A[i][j]);
54. printf("**\n**");
55. }
56. printf("}**\n**");
57. }
59. // C[c] = A[a] + B[b]
60. void add(mat A, mat B, mat C, corners a, corners b, corners c)
61. {
62. int rd = a.rb - a.ra;
63. int cd = a.cb - a.ca;
64. int i, j;
65. for (i = 0; i < rd; i++)
66. {
67. for (j = 0; j < cd; j++)
68. {
69. C[i + c.ra][j + c.ca] = A[i + a.ra][j + a.ca] + B[i + b.ra][j
70. + b.ca];
71. }
72. }
73. }
75. // C[c] = A[a] - B[b]
76. void sub(mat A, mat B, mat C, corners a, corners b, corners c)
77. {
78. int rd = a.rb - a.ra;
79. int cd = a.cb - a.ca;
80. int i, j;
81. for (i = 0; i < rd; i++)
82. {
83. for (j = 0; j < cd; j++)
84. {
85. C[i + c.ra][j + c.ca] = A[i + a.ra][j + a.ca] - B[i + b.ra][j
86. + b.ca];
87. }
88. }
89. }
91. // Return 1/4 of the matrix: top/bottom , left/right.
92. void find\_corner(corners a, int i, int j, corners \*b)
93. {
94. int rm = a.ra + (a.rb - a.ra) / 2;
95. int cm = a.ca + (a.cb - a.ca) / 2;
96. \*b = a;
97. if (i == 0)
98. b->rb = rm; // top rows
99. else
100. b->ra = rm; // bot rows
101. if (j == 0)
102. b->cb = cm; // left cols
103. else
104. b->ca = cm; // right cols
105. }
107. // Multiply: A[a] \* B[b] => C[c], recursively.
108. void mul(mat A, mat B, mat C, corners a, corners b, corners c)
109. {
110. corners aii[2][2], bii[2][2], cii[2][2], p;
111. mat P[7], S, T;
112. int i, j, m, n, k;
114. // Check: A[m n] \* B[n k] = C[m k]
115. m = a.rb - a.ra;
116. assert(m==(c.rb-c.ra));
117. n = a.cb - a.ca;
118. assert(n==(b.rb-b.ra));
119. k = b.cb - b.ca;
120. assert(k==(c.cb-c.ca));
121. assert(m>0);
123. if (n == 1)
124. {
125. C[c.ra][c.ca] += A[a.ra][a.ca] \* B[b.ra][b.ca];
126. return;
127. }
129. // Create the 12 smaller matrix indexes:
130. // A00 A01 B00 B01 C00 C01
131. // A10 A11 B10 B11 C10 C11
132. for (i = 0; i < 2; i++)
133. {
134. for (j = 0; j < 2; j++)
135. {
136. find\_corner(a, i, j, &aii[i][j]);
137. find\_corner(b, i, j, &bii[i][j]);
138. find\_corner(c, i, j, &cii[i][j]);
139. }
140. }
142. p.ra = p.ca = 0;
143. p.rb = p.cb = m / 2;
145. #define LEN(A) (sizeof(A)/sizeof(A[0]))
146. for (i = 0; i < LEN(P); i++)
147. set(P[i], p, 0);
149. #define ST0 set(S,p,0); set(T,p,0)
151. // (A00 + A11) \* (B00+B11) = S \* T = P0
152. ST0;
153. add(A, A, S, aii[0][0], aii[1][1], p);
154. add(B, B, T, bii[0][0], bii[1][1], p);
155. mul(S, T, P[0], p, p, p);
157. // (A10 + A11) \* B00 = S \* B00 = P1
158. ST0;
159. add(A, A, S, aii[1][0], aii[1][1], p);
160. mul(S, B, P[1], p, bii[0][0], p);
162. // A00 \* (B01 - B11) = A00 \* T = P2
163. ST0;
164. sub(B, B, T, bii[0][1], bii[1][1], p);
165. mul(A, T, P[2], aii[0][0], p, p);
167. // A11 \* (B10 - B00) = A11 \* T = P3
168. ST0;
169. sub(B, B, T, bii[1][0], bii[0][0], p);
170. mul(A, T, P[3], aii[1][1], p, p);
172. // (A00 + A01) \* B11 = S \* B11 = P4
173. ST0;
174. add(A, A, S, aii[0][0], aii[0][1], p);
175. mul(S, B, P[4], p, bii[1][1], p);
177. // (A10 - A00) \* (B00 + B01) = S \* T = P5
178. ST0;
179. sub(A, A, S, aii[1][0], aii[0][0], p);
180. add(B, B, T, bii[0][0], bii[0][1], p);
181. mul(S, T, P[5], p, p, p);
183. // (A01 - A11) \* (B10 + B11) = S \* T = P6
184. ST0;
185. sub(A, A, S, aii[0][1], aii[1][1], p);
186. add(B, B, T, bii[1][0], bii[1][1], p);
187. mul(S, T, P[6], p, p, p);
189. // P0 + P3 - P4 + P6 = S - P4 + P6 = T + P6 = C00
190. add(P[0], P[3], S, p, p, p);
191. sub(S, P[4], T, p, p, p);
192. add(T, P[6], C, p, p, cii[0][0]);
194. // P2 + P4 = C01
195. add(P[2], P[4], C, p, p, cii[0][1]);
197. // P1 + P3 = C10
198. add(P[1], P[3], C, p, p, cii[1][0]);
200. // P0 + P2 - P1 + P5 = S - P1 + P5 = T + P5 = C11
201. add(P[0], P[2], S, p, p, p);
202. sub(S, P[1], T, p, p, p);
203. add(T, P[5], C, p, p, cii[1][1]);
205. }
206. int main()
207. {
208. mat A, B, C;
209. corners ai = { 0, N, 0, N };
210. corners bi = { 0, N, 0, N };
211. corners ci = { 0, N, 0, N };
212. srand(time(0));
213. // identity(A,bi); identity(B,bi);
214. // set(A,ai,2); set(B,bi,2);
215. randk(A, ai, 0, 2);
216. randk(B, bi, 0, 2);
217. print(A, ai, "A");
218. print(B, bi, "B");
219. set(C, ci, 0);
220. // add(A,B,C, ai, bi, ci);
221. mul(A, B, C, ai, bi, ci);
222. print(C, ci, "C");
223. return 0;
224. }

# 78. **C++ Program to Implement Fisher-Yates Algorithm for Array Shuffling**

This is a C++ Program to shuffle array using Fisher-Yates algorithm. The Fisher–Yates shuffle (named after Ronald Fisher and Frank Yates), also known as the Knuth shuffle (after Donald Knuth), is an algorithm for generating a random permutation of a finite set—in plain terms, for randomly shuffling the set. A variant of the Fisher–Yates shuffle, known as Sattolo’s algorithm, may be used to generate random cycles of length n instead. The Fisher–Yates shuffle is unbiased, so that every permutation is equally likely. The modern version of the algorithm is also rather efficient, requiring only time proportional to the number of items being shuffled and no additional storage space.

Output:

$ g++ Fisher-YatesShuffling.cpp

$ a.out

Enter the array size: 7

Enter the array elements: 12 23 34 45 56 67 78

78 23 67 45 34 12 56

#include <iostream>

#include <stdlib.h>

using namespace std;

void fisherYatesShuffling(int \*arr, int n)

{

int a[n];

int ind[n];

for (int i = 0; i < n; i++)

ind[i] = 0;

int index;

for (int i = 0; i < n; i++)

{

do

{

index = rand() % n;

}

while (ind[index] != 0);

ind[index] = 1;

a[i] = \*(arr + index);

}

for (int i = 0; i < n; i++)

{

cout << a[i] << " ";

}

}

int main(int argc, char \*\*argv)

{

cout << "Enter the array size: ";

int n;

cin >> n;

cout << "Enter the array elements: ";

int a[n];

for (int i = 0; i < n; i++)

{

cin >> a[i];

}

fisherYatesShuffling(a, n);

}

# 79. **C++ Program to Implement Park-Miller Random Number Generation Algorithm**

This is a C++ Program to generate random numbers using Park-Miller algorithm. A general formula of a random number generator (RNG) of this type is:

X\_{k+1} = g X(k) mod n

where the modulus n is a prime number or a power of a prime number, the multiplier g is an element of high multiplicative order modulo n (e.g., a primitive root modulo n), and the seed X0 is co-prime to n.

Output:

$ g++ ParkMillerRandomNumbers.cpp

$ a.out

Random numbers are:

1.08525e+009

5.0826e+008

1.35229e+009

1.56324e+009

8.90733e+008

1.81003e+009

1.50959e+009

8.62973e+008

1.85299e+009

6.77684e+008

#include <iostream>

#include <math.h>

#include <stdlib.h>

using namespace std;

const long m = 2147483647L;

const long a = 48271L;

const long q = 44488L;

const long r = 3399L;

static long r\_seed = 12345678L;

double uniform()

{

long hi = r\_seed / q;

long lo = r\_seed - q \* hi;

long t = a \* lo - r \* hi;

if (t > 0)

r\_seed = t;

else

r\_seed = t + m;

return r\_seed;

}

int main(int argc, char \*\*argv)

{

double A[10];

for (int i = 0; i < 10; i++)

A[i] = uniform();

cout<<"Random numbers are:**\n**";

for (int i = 0; i < 10; i++)

cout << A[i]<<endl;

}

# 80. **C++ Program to Implement Naor-Reingold Pseudo Random Function**

Output:

This is a C++ Program to genrate random numbers using Naor-Reingold random function. Moni Naor and Omer Reingold described efficient constructions for various cryptographic primitives in private key as well as public-key cryptography. Their result is the construction of an efficient pseudorandom function. Let p and l be prime numbers with l |p-1. Select an element g ? {\mathbb F\_p}^\* of multiplicative order l. Then for each n-dimensional vector a = (a1, …, an)? (\mathbb F\_{l})^{n} they define the function

f\_{a}(x) = g^{a\_{1}^{x\_{1}} a\_{2}^{x\_{2}}…a\_{n}^{x\_{n}}} \in \mathbb F\_p

where x = x1 … xn is the bit representation of integer x, 0 = x = 2^n-1, with some extra leading zeros if necessary.

$ g++ Naor-Reingold.cpp

$ a.out

The Random numbers are:

2 4 16 4 2 4 16 16 4 2

#include <iostream>

#include <math.h>

#include <stdlib.h>

using namespace std;

int main(int argc, char \*\*argv)

{

int p = 7, l = 3, g = 2, n = 4, x;

int a[] = { 1, 2, 2, 1 };

int bin[4];

cout << "The Random numbers are: ";

for (int i = 0; i < 10; i++)

{

x = rand() % 16;

for (int j = 3; j >= 0; j--)

{

bin[j] = x % 2;

x /= 2;

}

int mul = 1;

for (int k = 0; k < 4; k++)

mul \*= pow(a[k], bin[k]);

cout << pow(g, mul)<<" ";

}

}

# 81. **C++ Program to Implement wheel Sieve to Generate Prime Numbers Between Given Range**

Output:

$ g++ WheelSeive.cpp

$ a.out

1st prime is: 2

2nd prime is: 3

3rd prime is: 5

4th prime is: 7

5th prime is: 11

6th prime is: 13

7th prime is: 17

8th prime is: 19

9th prime is: 23

10th prime is: 29

11th prime is: 31

12th prime is: 37

13th prime is: 41

14th prime is: 43

15th prime is: 47

#include <iostream>

#include <math.h>

#include <stdlib.h>

using namespace std;

#define MAX\_NUM 50

// array will be initialized to 0 being global

int primes[MAX\_NUM];

void gen\_sieve\_primes(void)

{

for (int p = 2; p < MAX\_NUM; p++) // for all elements in array

{

if (primes[p] == 0) // it is not multiple of any other prime

primes[p] = 1; // mark it as prime

// mark all multiples of prime selected above as non primes

int c = 2;

int mul = p \* c;

for (; mul < MAX\_NUM;)

{

primes[mul] = -1;

c++;

mul = p \* c;

}

}

}

void print\_all\_primes()

{

int c = 0;

for (int i = 0; i < MAX\_NUM; i++)

{

if (primes[i] == 1)

{

c++;

if (c < 4)

{

switch (c)

{

case 1:

cout << c << "st prime is: " << i << endl;

break;

case 2:

cout << c << "nd prime is: " << i << endl;

break;

case 3:

cout << c << "rd prime is: " << i << endl;

break;

default:

break;

}

}

else

cout << c << "th prime is: " << i << endl;

}

}

}

int main()

{

gen\_sieve\_primes();

print\_all\_primes();

return 0;

}

# 82. **C++ Program to Implement Sieve of Eratosthenes**

This C++ program to implement Sieve of Eratosthenes. The program initializes an integer array with all the elements initialized to 0. Then the algorithm follows where the each non-prime element’s index is marked as 1 inside the nested loops. The prime numbers are those whose value of index is marked as 0.

$ a.out

1 2 3 5 7 11 13 17 19 23

29 31 37 41 43 47 53 59 61 67

71 73 79 83 89 97

*/\**

*\* C++ Program to implement Sieve of Eratosthenes*

*\*/*

#include <iostream>

const int len = 100;

int main()

{

int arr[100] = {0};

for (int i = 2; i < 100; i++)

{

for (int j = i \* i; j < 100; j+=i)

{

arr[j - 1] = 1;

}

}

for (int i = 1; i < 100; i++)

{

if (arr[i - 1] == 0)

std::cout << i << "**\t**";

}

}

# 83.**C++ Program to Implement Sieve of Atkins**

This C++ Program demonstrates the implementation of Sieve of Atkins.

$ **g++** sieve\_atkins.cpp

$ a.out

Following are the prime numbers below 300

2 3 5 7 11 13 17 19 23 29

31 37 41 43 47 53 59 61 67 71

73 79 83 89 97 101 103 107 109 113

127 131 137 139 149 151 157 163 167 173

179 181 191 193 197 199 211 223 227 229

233 239 241 251 257 263 269 271 277 281

283 293

*\**

*\* C++ Program to Implement Sieve of Atkins*

*\*/*

#include <iostream>

#include <cmath>

#include <vector>

#define ll long long

using namespace std;

*/\**

*\* Sieve of Atkins*

*\*/*

void sieve\_atkins(ll int n)

{

vector<bool> is\_prime(n + 1);

is\_prime[2] = true;

is\_prime[3] = true;

for (ll int i = 5; i <= n; i++)

{

is\_prime[i] = false;

}

ll int lim = ceil(sqrt(n));

for (ll int x = 1; x <= lim; x++)

{

for (ll int y = 1; y <= lim; y++)

{

ll int num = (4 \* x \* x + y \* y);

if (num <= n && (num % 12 == 1 || num % 12 == 5))

{

is\_prime[num] = true;

}

num = (3 \* x \* x + y \* y);

if (num <= n && (num % 12 == 7))

{

is\_prime[num] = true;

}

if (x > y)

{

num = (3 \* x \* x - y \* y);

if (num <= n && (num % 12 == 11))

{

is\_prime[num] = true;

}

}

}

}

for (ll int i = 5; i <= lim; i++)

{

if (is\_prime[i])

{

for (ll int j = i \* i; j <= n; j += i)

{

is\_prime[j] = false;

}

}

}

for (ll int i = 2; i <= n; i++)

{

if (is\_prime[i])

{

cout<<i<<"**\t**";

}

}

}

*/\**

*\* Main*

*\*/*

int main()

{

ll int n;

n = 300;

cout<<"Following are the prime numbers below "<<n<<endl;

sieve\_atkins(n);

cout<<endl;

return 0;

}

# 84. **C++ Program to Implement Segmented Sieve**

This C++ Program demonstrates the implementation of Segmented Sieve.

$ **g++** sieve\_segemented.cpp

$ a.out

Enter Lower Bound: 7

Enter Upper Bound: 600

Number of primes between 7 and 600: 106

-----

**(**program exited with code: 1**)**

Press **return** to **continue**

*/\**

*\* C++ Program to Implement Segmented Sieve*

*\*/*

#include <iostream>

#include <cstring>

#define MAX 46656

#define LMT 216

#define LEN 4830

#define RNG 100032

#define sq(x) ((x)\*(x))

#define mset(x,v) memset(x, v , sizeof(x))

#define chkC(x,n) (x[n >> 6] & (1 << ((n >> 1) & 31)))

#define setC(x,n) (x[n >> 6] |= (1 << ((n >> 1) & 31)))

using namespace std;

unsigned base[MAX/64], segment[RNG/64], primes[LEN];

*/\**

*\* Generates all the necessary prime numbers and marks them in base[]*

*\*/*

void sieve()

{

unsigned i, j, k;

for (i = 3; i < LMT; i += 2)

{

if (!chkC(base, i))

{

for (j = i \* i, k = i << 1; j < MAX; j += k)

setC(base, j);

}

}

for (i = 3, j = 0; i < MAX; i += 2)

{

if (!chkC(base, i))

primes[j++] = i;

}

}

*/\**

*\* Returns the prime-count within range [a,b] and marks them in segment[]*

*\*/*

int segmented\_sieve(int a, int b)

{

unsigned i, j, k, cnt = (a <= 2 && 2 <=b )? 1 : 0;

if (b < 2)

return 0;

if (a < 3)

a = 3;

if (a % 2 == 0)

a++;

mset (segment, 0);

for (i = 0; sq(primes[i]) <= b; i++)

{

j = primes[i] \* ((a + primes[i] - 1) / primes[i]);

if (j % 2 == 0) j += primes[i];

for (k = primes[i] << 1; j <= b; j += k)

{

if (j != primes[i])

setC(segment, (j - a));

}

}

for (i = 0; i <= b - a; i += 2)

{

if (!chkC(segment, i))

cnt++;

}

return cnt;

}

*/\**

*\* Main*

*\*/*

int main()

{

sieve();

int a, b;

cout<<"Enter Lower Bound: ";

cin>>a;

cout<<"Enter Upper Bound: ";

cin>>b;

cout<<"Number of primes between "<<a<<" and "<<b<<": ";

cout<<segmented\_sieve(a, b)<<endl;

return 0;

}

# 85.**C++ Program to Implement Solovay-Strassen Primality Test**

This C++ Program demonstrates the implementation of Solovay-Strassen Primality Test.

Output:

$ **g++** solovay\_strassen.cpp

$ a.out

Enter integr to **test** primality: 219891801103773

219891801103773 is not prime

**(**program exited with code: 1**)**

Press **return** to **continue**

*/\**

*\* C++ Program to Implement Solovay-Strassen Primality Test*

*\*/*

#include <cstring>

#include <iostream>

#include <cstdlib>

#define ll long long

using namespace std;

*/\**

*\* modular exponentiation*

*\*/*

ll modulo(ll base, ll exponent, ll mod)

{

ll x = 1;

ll y = base;

while (exponent > 0)

{

if (exponent % 2 == 1)

x = (x \* y) % mod;

y = (y \* y) % mod;

exponent = exponent / 2;

}

return x % mod;

}

*/\**

*\* calculates Jacobian(a/n) n>0 and n is odd*

*\*/*

int calculateJacobian(ll a,ll n)

{

if (!a)

return 0;

int ans = 1;

ll temp;

if (a < 0)

{

a = -a;

if (n % 4 == 3)

ans=-ans;

}

if (a == 1)

return ans;

while (a)

{

if (a < 0)

{

a = -a;

if (n % 4 == 3)

ans = -ans;

}

while (a % 2 == 0)

{

a = a / 2;

if (n % 8 == 3 || n % 8 == 5)

ans = -ans;

}

swap(a, n);

if (a % 4 == 3 && n % 4 == 3)

ans = -ans;

a = a % n;

if (a > n / 2)

a = a - n;

}

if (n == 1)

return ans;

return 0;

}

*/\**

*\* Solovay-Strassen Primality Test*

*\* Iterations determine the accuracy of the test*

*\*/*

bool Solovoy(ll p, int iteration)

{

if (p < 2)

return false;

if (p != 2 && p % 2 == 0)

return false;

for (int i = 0; i < iteration; i++)

{

ll a = rand() % (p - 1) + 1;

ll jacobian = (p + calculateJacobian(a, p)) % p;

ll mod = modulo(a, (p - 1) / 2, p);

if (!jacobian || mod != jacobian)

{

return false;

}

}

return true;

}

//Main

int main()

{

int iteration = 50;

ll num;

cout<<"Enter integr to test primality: ";

cin>>num;

if (Solovoy(num, iteration))

cout<<num<<" is prime"<<endl;

else

cout<<num<<" is not prime"<<endl;

return 0;

}

# 86. **C++ Program to Find the GCD and LCM of n Numbers**

This is a C++ Program to find GCD and LCM of given two numbers.

Output:

$ g++ GCDLCM.cpp

$ a.out

Enter the two numbers:

5

8

The GCD of two numbers is: 1

The LCM of two numbers is: 40

Enter the two numbers:

100

50

The GCD of two numbers is: 50

The LCM of two numbers is: 100

#include<iostream>

#include<conio.h>

#include<stdlib.h>

using namespace std;

int gcd(int x, int y)

{

int r = 0, a, b;

a = (x > y) ? x : y; // a is greater number

b = (x < y) ? x : y; // b is smaller number

r = b;

while (a % b != 0)

{

r = a % b;

a = b;

b = r;

}

return r;

}

int lcm(int x, int y)

{

int a;

a = (x > y) ? x : y; // a is greater number

while (true)

{

if (a % x == 0 && a % y == 0)

return a;

++a;

}

}

int main(int argc, char \*\*argv)

{

cout << "Enter the two numbers: ";

int x, y;

cin >> x >> y;

cout << "The GCD of two numbers is: " << gcd(x, y) << endl;

;

cout << "The LCM of two numbers is: " << lcm(x, y) << endl;

;

return 0;

}

# 87. **C++ Program to Generate All Unique Partitions of an Integer**

This is a C++ Program to find the unique partitions of a given integer such that the addition of a partition result an integer. Given a positive integer n, generate all possible unique ways to represent n as a sum of positive integers.

$ **g++** unique\_partitions.cpp

$ a.out

Enter an Integer**(**0 to **exit)**: 2

All Unique Partitions of 2

2

1 1

Enter an Integer**(**0 to **exit)**: 3

All Unique Partitions of 3

3

2 1

1 1 1

Enter an Integer**(**0 to **exit)**: 4

All Unique Partitions of 4

4

3 1

2 2

2 1 1

1 1 1 1

Enter an Integer**(**0 to **exit)**: 5

All Unique Partitions of 5

5

4 1

3 2

3 1 1

2 2 1

2 1 1 1

1 1 1 1 1

Enter an Integer**(**0 to **exit)**: 7

All Unique Partitions of 7

7

6 1

5 2

5 1 1

4 3

4 2 1

4 1 1 1

3 3 1

3 2 2

3 2 1 1

3 1 1 1 1

2 2 2 1

2 2 1 1 1

2 1 1 1 1 1

1 1 1 1 1 1 1

Enter an Integer**(**0 to **exit)**: 0

***/\****

***\* C++ Program to Generate All Unique Partitions of an Integer***

***\*/***

**#include<iostream>**

**using namespace std;**

***/\****

***\* print an array p[] of size 'n'***

***\*/***

**void printArray(int p[], int n)**

**{**

**for (int i = 0; i < n; i++)**

**cout << p[i] << " ";**

**cout << endl;**

**}**

**void printAllUniqueParts(int n)**

**{**

**int p[n]; // An array to store a partition**

**int k = 0; // Index of last element in a partition**

**p[k] = n; // Initialize first partition as number itself**

**// This loop first prints the current partition then generates the next partition.**

**// The loop stops when the current partition has all 1s**

**while (true)**

**{**

**// print current partition**

**printArray(p, k + 1);**

**// Find the rightmost non-one value in p[]. Also, update the rem\_val**

**// So that we know how much value can be accommodated**

**int rem\_val = 0;**

**while (k >= 0 && p[k] == 1)**

**{**

**rem\_val += p[k];**

**k--;**

**}**

**// if k < 0, all the values are 1 so there are no more partitions**

**if (k < 0)**

**return;**

**// Decrease the p[k] found above and adjust the rem\_val**

**p[k]--;**

**rem\_val++;**

**// If rem\_val is more, then the sorted order is violeted.**

**// Divide rem\_val in differnt values of size p[k]**

**// Copy these values at different positions after p[k]**

**while (rem\_val > p[k])**

**{**

**p[k+1] = p[k];**

**rem\_val = rem\_val - p[k];**

**k++;**

**}**

**// Copy rem\_val to next position and increment position**

**p[k+1] = rem\_val;**

**k++;**

**}**

**}**

***/\****

***\* Main***

***\*/***

**int main()**

**{**

**int value;**

**while(1)**

**{**

**cout<<"Enter an Integer(0 to exit): ";**

**cin>>value;**

**if (value == 0)**

**break;**

**cout << "All Unique Partitions of "<<value<<endl;**

**printAllUniqueParts(value);**

**cout<<endl;**

**}**

**return 0;**

**}**

# 88. **C++ Program to Generate Prime Numbers Between a Given Range Using the Sieve of Sundaram**

Output:

$ g++ SieveOfSundaram.cpp

$ a.out

Welcome to the Sieve of Sundaram

Input a positive integer to find all the prime numbers up to and

including that number: 10

2 3 5 7

Number of Primes: 4

Welcome to the Sieve of Sundaram

Input a positive integer to find all the prime numbers up to and

including that number: 100

2 3 5 7 11 13 17 19 23 29 31 37 41 43 47 53 59 61 67 71 73 79 83 89 97

Number of Primes: 25

#include <iostream>

using namespace std;

int main()

{

cout << "Welcome to the Sieve of Sundaram**\n**" << endl;

int arraySize;

int numberPrimes = 0;

cout << "Input a positive integer to find all the prime numbers up to and "

<< "**\n**including that number: ";

cin >> arraySize;

int n = arraySize / 2;

*/\* array to start off with that will eventually get*

*all the composite numbers removed and the remaining*

*ones output to the screen \*/*

int isPrime[arraySize + 1];

for (int i = 0; i < n; ++i)

{

isPrime[i] = i;

}

for (int i = 1; i < n; i++)

{

for (int j = i; j <= (n - i) / (2 \* i + 1); j++)

{

isPrime[i + j + 2 \* i \* j] = 0;*/\*From this list, remove all*

*numbers of the form i + j + 2ij \*/*

}

}

int TheseArePrime = 0;

if (arraySize > 2)

{

isPrime[TheseArePrime++] = 2;*/\*this IF statement adds 2 to the output \*/*

}

for (int i = 1; i < n; i++)

{

if (isPrime[i] != 0)

{

isPrime[TheseArePrime++] = i \* 2 + 1;

}

}

int size = sizeof isPrime / sizeof(int);//total size of array/size of array data type

for (int x = 0; x <= size; x++)

{

if (isPrime[x] != 0)

{

cout << isPrime[x] << "**\t**";//outputs all prime numbers found

numberPrimes++;// the counter of the number of primes found

}

else

{

break;

}

}

cout << "**\n**Number of Primes: " << numberPrimes << endl;

return 0;

}

# 89. **C++ Program to Implement Fermat Primality Test**

Output:

$ **g++** fermat\_primality.cpp

$ a.out

Enter integer to **test** primality: 479001599

479001599 is prime

*/\**

*\* C++ Program to Implement Fermat Primality Test*

*\*/*

#include <cstring>

#include <iostream>

#include <cstdlib>

#define ll long long

using namespace std;

*/\**

*\* modular exponentiation*

*\*/*

ll modulo(ll base, ll exponent, ll mod)

{

ll x = 1;

ll y = base;

while (exponent > 0)

{

if (exponent % 2 == 1)

x = (x \* y) % mod;

y = (y \* y) % mod;

exponent = exponent / 2;

}

return x % mod;

}

*/\**

*\* Fermat's test for checking primality*

*\*/*

bool Fermat(ll p, int iterations)

{

if (p == 1)

{

return false;

}

for (int i = 0; i < iterations; i++)

{

ll a = rand() % (p - 1) + 1;

if (modulo(a, p - 1, p) != 1)

{

return false;

}

}

return true;

}

*/\**

*\* Main*

*\*/*

int main()

{

int iteration = 50;

ll num;

cout<<"Enter integer to test primality: ";

cin>>num;

if (Fermat(num, iteration))

cout<<num<<" is prime"<<endl;

else

cout<<num<<" is not prime"<<endl;

return 0;

}

# 90. **C++ Program to Perform Addition Operation Using Bitwise Operators**

This is a C++ Program to perform addition using bitwise operators. Using AND and XOR operators addition can be done, where carry is given by AND between two operands and result can be given by XOR between two operands.

Output:

$ g++ BitWiseAddition.cpp

$ a.out

Enter the numbers to be added:23 24

The Summation is: 47

#include<iostream>

#include<conio.h>

#include<stdlib.h>

using namespace std;

int add(int x, int y)

{

int carry;

while (y != 0)

{

carry = x & y;

x = x ^ y;

y = carry << 1;

}

return x;

}

int main(int argc, char \*\*argv)

{

cout << "Enter the numbers to be added:";

int x, y;

cin >> x >> y;

cout << "The Summation is: " << add(x, y);

}

# 91. **C++ Program to Implement Booth’s Multiplication Algorithm for Multiplication of 2 signed Numbers**

This is a C++ Program to multiply two signed numbers using booth’s algorithm. Booth’s multiplication algorithm is a multiplication algorithm that multiplies two signed binary numbers in two’s complement notation. Booth used desk calculators that were faster at shifting than adding and created the algorithm to increase their speed. Booth’s algorithm is of interest in the study of computer architecture.

Output:

$ g++ BoothsMultiplication.cpp

$ a.out

--Enter the multiplicand and multipier in signed 2's complement form if negative--

Number of multiplicand bit=5

Multiplicand=1 0 1 1 1

Number of multiplier bit=5

Multiplier=1 0 0 1 1

qn q[n+1] BR AC QR sc

initial 00000 10011 5

1 0 subtracting BR 01001

ashr 00100 11001 4

1 1 ashr 00010 01100 3

0 1 adding BR 11001

ashr 11100 10110 2

0 0 ashr 11110 01011 1

1 0 subtracting BR 00111

ashr 00011 10101 0

#include<iostream>

#include<conio.h>

using namespace std;

void add(int a[], int x[], int qrn);

void complement(int a[], int n)

{

int i;

int x[8] = { NULL };

x[0] = 1;

for (i = 0; i < n; i++)

{

a[i] = (a[i] + 1) % 2;

}

add(a, x, n);

}

void add(int ac[], int x[], int qrn)

{

int i, c = 0;

for (i = 0; i < qrn; i++)

{

ac[i] = ac[i] + x[i] + c;

if (ac[i] > 1)

{

ac[i] = ac[i] % 2;

c = 1;

}

else

c = 0;

}

}

void ashr(int ac[], int qr[], int &qn, int qrn)

{

int temp, i;

temp = ac[0];

qn = qr[0];

cout << "**\t\t**ashr**\t\t**";

for (i = 0; i < qrn - 1; i++)

{

ac[i] = ac[i + 1];

qr[i] = qr[i + 1];

}

qr[qrn - 1] = temp;

}

void display(int ac[], int qr[], int qrn)

{

int i;

for (i = qrn - 1; i >= 0; i--)

cout << ac[i];

cout << " ";

for (i = qrn - 1; i >= 0; i--)

cout << qr[i];

}

int main(int argc, char \*\*argv)

{

int mt[10], br[10], qr[10], sc, ac[10] = { 0 };

int brn, qrn, i, qn, temp;

cout

<< "**\n**--Enter the multiplicand and multipier in signed 2's complement form if negative--";

cout << "**\n** Number of multiplicand bit=";

cin >> brn;

cout << "**\n**multiplicand=";

for (i = brn - 1; i >= 0; i--)

cin >> br[i]; //multiplicand

for (i = brn - 1; i >= 0; i--)

mt[i] = br[i]; // copy multipier to temp array mt[]

complement(mt, brn);

cout << "**\n**No. of multiplier bit=";

cin >> qrn;

sc = qrn; //sequence counter

cout << "Multiplier=";

for (i = qrn - 1; i >= 0; i--)

cin >> qr[i]; //multiplier

qn = 0;

temp = 0;

cout << "qn**\t**q[n+1]**\t\t**BR**\t\t**AC**\t**QR**\t\t**sc**\n**";

cout << "**\t\t\t**initial**\t\t**";

display(ac, qr, qrn);

cout << "**\t\t**" << sc << "**\n**";

while (sc != 0)

{

cout << qr[0] << "**\t**" << qn;

if ((qn + qr[0]) == 1)

{

if (temp == 0)

{

add(ac, mt, qrn);

cout << "**\t\t**subtracting BR**\t**";

for (i = qrn - 1; i >= 0; i--)

cout << ac[i];

temp = 1;

}

else if (temp == 1)

{

add(ac, br, qrn);

cout << "**\t\t**adding BR**\t**";

for (i = qrn - 1; i >= 0; i--)

cout << ac[i];

temp = 0;

}

cout << "**\n\t**";

ashr(ac, qr, qn, qrn);

}

else if (qn - qr[0] == 0)

ashr(ac, qr, qn, qrn);

display(ac, qr, qrn);

cout << "**\t**";

sc--;

cout << "**\t**" << sc << "**\n**";

}

cout << "Result=";

display(ac, qr, qrn);

}

# 92. **C++ Program to Implement the Schonhage-Strassen Algorithm for Multiplication of Two Numbers**

# Output:

# $ g++ Schonhage-StrassenAlgorithm.cpp

# $ a.out

# 

# Enter the numbers:3452 1245

# The Linear Convolution is: ( 3 10 25 43 44 33 10 )

# Product of the numbers is: 4297740

# 

#include <iostream>

using namespace std;

int noOfDigit(long a)

{

int n = 0;

while (a > 0)

{

a /= 10;

n++;

}

return n;

}

void schonhageStrassenMultiplication(long x, long y, int n, int m)

{

int linearConvolution[n + m - 1];

for (int i = 0; i < (n + m - 1); i++)

linearConvolution[i] = 0;

long p = x;

for (int i = 0; i < m; i++)

{

x = p;

for (int j = 0; j < n; j++)

{

linearConvolution[i + j] += (y % 10) \* (x % 10);

x /= 10;

}

y /= 10;

}

cout << "The Linear Convolution is: ( ";

for (int i = (n + m - 2); i >= 0; i--)

{

cout << linearConvolution[i] << " ";

}

cout << ")";

long product = 0;

int nextCarry = 0, base = 1;

;

for (int i = 0; i < n + m - 1; i++)

{

linearConvolution[i] += nextCarry;

product = product + (base \* (linearConvolution[i] % 10));

nextCarry = linearConvolution[i] / 10;

base \*= 10;

}

cout << "**\n**The Product of the numbers is: " << product;

}

int main(int argc, char \*\*argv)

{

cout << "Enter the numbers:";

long a, b;

cin >> a >> b;

int n = noOfDigit(a);

int m = noOfDigit(b);

schonhageStrassenMultiplication(a, b, n, m);

}

# 93. **C++ Program to Implement Russian Peasant Multiplication**

This C++ Program demonstrates the implementation of Russian Peasant Multiplication.

int main()

{

cout << russianPeasant(15, 5) << endl;

cout << russianPeasant(13, 6) << endl;

return 0;

}

Output

$ **g++** russian\_peasant.cpp

$ a.out

75

78

*/\**

*\* C++ Program to Implement Russian Peasant Multiplication*

*\*/*

#include <iostream>

using namespace std;

*/\**

*\* multiply two numbers using Russian Peasant method*

*\*/*

unsigned int russianPeasant(unsigned int a, unsigned int b)

{

int res = 0;

while (b > 0)

{

if (b & 1)

res = res + a;

a = a << 1;

b = b >> 1;

}

return res;

}

*/\**

*\* Main*

*\*/*

int main()

{

cout << russianPeasant(15, 5) << endl;

cout << russianPeasant(13, 6) << endl;

return 0;

}

# 94. **C++ Program to Implement Fermat’s Little Theorem**

Output

$ **g++** fermat\_little.cpp

$ a.out

Enter number to **find** modular multiplicative inverse: 1111

Enter Modular Value: 331

216

*/\**

*\* C++ Program to Implement Fermat's Little Theorem*

*\*/*

#include <iostream>

using namespace std;

*/\* calculates (a^b)%MOD \*/*

int pow(int a, int b, int MOD)

{

int x = 1, y = a;

while (b > 0)

{

if (b % 2 == 1)

{

x = (x \* y);

if (x > MOD)

x %= MOD;

}

y = (y \* y);

if (y > MOD)

y %= MOD;

b /= 2;

}

return x;

}

int modInverse(int a, int m)

{

return pow(a, m - 2, m);

}

//Main

int main()

{

int a, m;

cout<<"Enter number to find modular multiplicative inverse: ";

cin>>a;

cout<<"Enter Modular Value: ";

cin>>m;

cout<<modInverse(a, m)<<endl;

}

# 95. **C++ Program to Solve the 0-1 Knapsack Problem**

This is a C++ Program to solve 0-1 knapsack problem. The knapsack problem or rucksack problem is a problem in combinatorial optimization: Given a set of items, each with a mass and a value, determine the number of each item to include in a collection so that the total weight is less than or equal to a given limit and the total value is as large as possible. It derives its name from the problem faced by someone who is constrained by a fixed-size knapsack and must fill it with the most valuable items.

Output:

$ g++ 0-1Knapsack.cpp

$ a.out

Enter the number of items in a Knapsack:5

Enter value and weight for item 0:11 111

Enter value and weight for item 1:22 121

Enter value and weight for item 2:33 131

Enter value and weight for item 3:44 141

Enter value and weight for item 4:55 151

Enter the capacity of knapsack 300

99

#include<stdio.h>

#include<conio.h>

#include<iostream>

using namespace std;

// A utility function that returns maximum of two integers

int max(int a, int b)

{

return (a > b) ? a : b;

}

// Returns the maximum value that can be put in a knapsack of capacity W

int knapSack(int W, int wt[], int val[], int n)

{

// Base Case

if (n == 0 || W == 0)

return 0;

// If weight of the nth item is more than Knapsack capacity W, then

// this item cannot be included in the optimal solution

if (wt[n - 1] > W)

return knapSack(W, wt, val, n - 1);

// Return the maximum of two cases: (1) nth item included (2) not included

else

return max(val[n - 1] + knapSack(W - wt[n - 1], wt, val, n - 1),

knapSack(W, wt, val, n - 1));

}

// Driver program to test above function

int main()

{

cout << "Enter the number of items in a Knapsack:";

int n, W;

cin >> n;

int val[n], wt[n];

for (int i = 0; i < n; i++)

{

cout << "Enter value and weight for item " << i << ":";

cin >> val[i];

cin >> wt[i];

}

// int val[] = { 60, 100, 120 };

// int wt[] = { 10, 20, 30 };

// int W = 50;

cout << "Enter the capacity of knapsack";

cin >> W;

cout << knapSack(W, wt, val, n);

return 0;

}

# 96. **C++ Perform to a 2D FFT Inplace Given a Complex 2D Array**

# 

Output:

$ g++ TwoDFFT.cpp

$ a.out

Enter the size:

2

Enter the 2D elements

2 3

4 2

2.5 + 0.0 i

5.5 + 0.0 i

-0.5 + -1.8369701987210297E-16 i

0.5 + -3.0616169978683826E-16 i

2.5 + 0.0 i

-0.5 + -3.6739403974420594E-16 i

-0.5 + -1.8369701987210297E-16 i

-1.5 + -1.8369701987210297E-16 i

#include <iostream>

#include <math.h>

using namespace std;

#define PI 3.14159265

int n;

int main(int argc, char \*\*argv)

{

cout << "Enter the size: ";

cin >> n;

double inputData[n][n];

cout << "Enter the 2D elements ";

for (int i = 0; i < n; i++)

for (int j = 0; j < n; j++)

cin >> inputData[i][j];

double realOut[n][n];

double imagOut[n][n];

double amplitudeOut[n][n];

int height = n;

int width = n;

// Two outer loops iterate on output data.

for (int yWave = 0; yWave < height; yWave++)

{

for (int xWave = 0; xWave < width; xWave++)

{

// Two inner loops iterate on input data.

for (int ySpace = 0; ySpace < height; ySpace++)

{

for (int xSpace = 0; xSpace < width; xSpace++)

{

// Compute real, imag, and ampltude.

realOut[yWave][xWave] += (inputData[ySpace][xSpace] \* cos(

2 \* PI \* ((1.0 \* xWave \* xSpace / width) + (1.0

\* yWave \* ySpace / height)))) / sqrt(

width \* height);

imagOut[yWave][xWave] -= (inputData[ySpace][xSpace] \* sin(

2 \* PI \* ((1.0 \* xWave \* xSpace / width) + (1.0

\* yWave \* ySpace / height)))) / sqrt(

width \* height);

amplitudeOut[yWave][xWave] = sqrt(

realOut[yWave][xWave] \* realOut[yWave][xWave]

+ imagOut[yWave][xWave]

\* imagOut[yWave][xWave]);

}

cout << realOut[yWave][xWave] << " + " << imagOut[yWave][xWave]

<< " i (" << amplitudeOut[yWave][xWave] << ")**\n**";

}

}

}

}

# 97. **C Program to Accepts two Strings & Compare them**

Problem Description

This program accepts two strings as input and compares them.

Problem Solution

1. Take two strings as input.

2. Compare the two strings and display the result whether both are equal, or first string is greater than the second or the first string is less than the second string

3. Exit.

#include <stdio.h>

int main ()

{

int count1 = 0, count2 = 0, flag = 0, i;

char string1[30], string2[30];

printf ("Enter the First string**\n**");

gets (string1);

printf ("Enter the Second string**\n**");

gets (string2);

while (string1[count1] != '**\0**')

count1 ++;

while (string2[count2] != '**\0**')

count2 ++;

i = 0;

while (string1[i] == string2[i] && string1[i] != '**\0**')

{

i ++;

}

if (string1[i] > string2[i])

printf ("First string is greater than Second string**\n**");

else if (string1[i] < string2[i])

printf("Second string is greater than First string**\n**");

else

printf ("Both strings are EQUAL**\n**");

return 0;

}

# 

# 98. **C Program to Find out the Roots of a Quadratic Equation**

**Problem Description**

This C Program calculates the roots of a quadratic equation.

**Problem Solution**

First it finds discriminant using the formula : disc = b \* b – 4 \* a \* c. There are 3 types of roots. They are complex, distinct & equal roots. We have to find the given equation belongs to which type of root.

*/\**

*\* C program to find out the roots of a quadratic equation*

*\* for non-zero coefficients. In case of errors the program*

*\* should report suitable error message.*

*\*/*

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

void main()

{

float a, b, c, root1, root2;

float realp, imagp, disc;

printf("Enter the values of a, b and c **\n**");

scanf("%f %f %f", &a, &b, &c);

*/\* If a = 0, it is not a quadratic equation \*/*

if (a == 0 || b == 0 || c == 0)

{

printf("Error: Roots cannot be determined **\n**");

exit(1);

}

else

{

disc = b \* b - 4.0 \* a \* c;

if (disc < 0)

{

printf("Imaginary Roots**\n**");

realp = -b / (2.0 \* a) ;

imagp = sqrt(abs(disc)) / (2.0 \* a);

printf("Root1 = %f +i %f**\n**", realp, imagp);

printf("Root2 = %f -i %f**\n**", realp, imagp);

}

else if (disc == 0)

{

printf("Roots are real and equal**\n**");

root1 = -b / (2.0 \* a);

root2 = root1;

printf("Root1 = %f**\n**", root1);

printf("Root2 = %f**\n**", root2);

}

else if (disc > 0 )

{

printf("Roots are real and distinct **\n**");

root1 =(-b + sqrt(disc)) / (2.0 \* a);

root2 =(-b - sqrt(disc)) / (2.0 \* a);

printf("Root1 = %f **\n**", root1);

printf("Root2 = %f **\n**", root2);

}

}

}

# 99.C Program to Find the Frequency of the Word ‘the’ in a given Sentence

**Problem Description**

This program takes the sentence as input and finds the frequency of the word ‘the’ in a given sentence.

**Problem Solution**

1. Take any sentence as input.

2. Check for the word ‘the’ in the input sentence.

3. Use a variable to keep the count of number of ‘the’ in the sentence.

*/\**

*\* C program to accept a string and find the number of times the word*

*\* 'the' appears in that string*

*\*/*

#include <stdio.h>

void main()

{

int count = 0, i, times = 0, t, h, e, space;

char string[100];

puts("Enter a string:");

gets(string);

*/\* Traverse the string to count the number of characters \*/*

while (string[count] != '**\0**')

{

count++;

}

*/\* Finding the frequency of the word 'the' \*/*

for (i = 0; i <= count - 3; i++)

{

t =(string[i] == 't' || string[i] == 'T');

h =(string[i + 1] == 'h' || string[i + 1] == 'H');

e =(string[i + 2] == 'e'|| string[i + 2] == 'E');

space =(string[i + 3] == ' ' || string[i + 3] == '**\0**');

if ((t && h && e && space) == 1)

times++;

}

printf("Frequency of the word 'the' is %d**\n**", times);

}

# 100. C Program to Find First N Fibonacci Numbers

This C Program calculate the Fibonacci numbers in the series. The first two numbers in the Fibonacci sequence are 0 and 1 and each subsequent number is the sum of the previous two. The formula for this program is: Fn = Fn-1 + Fn-2

$ cc pgm10.c

$ a.out

Enter the value of num

15

First 15 FIBONACCI numbers are ...

0

1

1

2

3

5

8

13

21

34

55

89

144

233

377

*/\**

*\* C program to generate and print first N FIBONACCI numbers*

*\* in the series.*

*\*/*

#include <stdio.h>

void main()

{

int fib1 = 0, fib2 = 1, fib3, num, count = 0;

printf("Enter the value of num **\n**");

scanf("%d", &num);

printf("First %d FIBONACCI numbers are ...**\n**", num);

printf("%d**\n**", fib1);

printf("%d**\n**", fib2);

count = 2; */\* fib1 and fib2 are already used \*/*

while (count < num)

{

fib3 = fib1 + fib2;

count++;

printf("%d**\n**", fib3);

fib1 = fib2;

fib2 = fib3;

}

}

# 101. **C Program to Calculate the Sum of cos(x) Series**

# **Problem Description**

# This C Program calculates the sum of cos(x) series.

# **Problem Solution**

# Take input from the user and perform operations as shown in the program below.

*/\**

*\* C program to find the sum of cos(x) series*

*\*/*

#include <stdio.h>

#include <math.h>

void main()

{

int n, x1, i, j;

float x, sign, cosx, fact;

printf("Enter the number of the terms in a series**\n**");

scanf("%d", &n);

printf("Enter the value of x(in degrees)**\n**");

scanf("%f", &x);

x1 = x;

*/\* Degrees to radians \*/*

x = x \* (3.142 / 180.0);

cosx = 1;

sign = -1;

for (i = 2; i <= n; i = i + 2)

{

fact = 1;

for (j = 1; j <= i; j++)

{

fact = fact \* j;

}

cosx = cosx + (pow(x, i) / fact) \* sign;

sign = sign \* (-1);

}

printf("Sum of the cosine series = %7.2f**\n**", cosx);

printf("The value of cos(%d) using library function = %f**\n**", x1,

cos(x));

}

# 102. **C Program to Read a Grade & Display the Equivalent Description**

**Problem Description**

This program takes a grade as input and displays its equivalent description.

**Problem Solution**

1. Take the grade as input.

2. Use switch statement to verify the grade.

3. Print the output and exit.

**Program Explanation**

1. Take the letter as input and store it in the variable grade.

2. Convert the input letter into its uppercase using function toupper().

3. Using switch statement, verify the input letter.

4. If the letter is S, then copy the string ” SUPER” into the variable remark and break.

5. If the letter is A, then copy the string ” VERY GOOD” into the variable remark and break.

6. If the letter is B, then copy the string ” FAIR” into the variable remark and break.

7. If the letter is Y, then copy the string ” ABSENT” into the variable remark and break.

8. If the letter is F , then copy the string ” FAILS” into the variable remark and break.

9. In the default case, copy the string ” ERROR IN GRADE” into the variable remark and break.

10. Print the variable remark as output and exit.

Note: Join free Sanfoundry classes at [Telegram](https://t.me/sanfoundryclasses/) or [Youtube](https://www.youtube.com/c/SanfoundryOfficial)

*/\**

*\* C Program to accept a grade and declare the equivalent description*

*\* if code is S, then print SUPER*

*\* if code is A, then print VERY GOOD*

*\* if code is B, then print FAIR*

*\* if code is Y, then print ABSENT*

*\* if code is F, then print FAILS*

*\*/*

#include <stdio.h>

#include <ctype.h>

#include <string.h>

void main()

{

char remark[15];

char grade;

printf("Enter the grade **\n**");

scanf("%c", &grade);

*/\* lower case letter to upper case \*/*

grade = toupper(grade);

switch(grade)

{

case 'S':

strcpy(remark, " SUPER");

**break**;

case 'A':

strcpy(remark, " VERY GOOD");

**break**;

case 'B':

strcpy(remark, " FAIR");

**break**;

case 'Y':

strcpy(remark, " ABSENT");

**break**;

case 'F':

strcpy(remark, " FAILS");

**break**;

default :

strcpy(remark, "ERROR IN GRADE **\n**");

**break**;

}

printf("RESULT : %s**\n**", remark);

}

# 

# 103. C Program to Read a String and find the Sum of all Digits in the String

**Problem Description**

This program takes a string containing both digits and alphabet as input and finds the sum of all digits in the string.

**Problem Solution**

1. Take the string as input.

2. Check for the digits in the string.

3. Count the number of digits and add all the digits to get the sum.

# **Program Explanation**

# 1. Take the string containing both digits and alphabet as input and store it in the array string[].

# 2. Using for loop and if statement check for the digits in the array. If it is, then increment the variable nc by 1 and increment the variable sum with the current digit.

# 3. Do the step-2 till the end of the input string.

# 4. Variable nc gives the count of number of digits in the array and variable sum gives the sum of all the digits in the array.

# 

3. */\**
4. *\* C program to find the sum of all digits present in the string*
5. *\*/*
6. #include <stdio.h>
7. void main()
8. {
9. char string[80];
10. int count, nc = 0, sum = 0;
12. printf("Enter the string containing both digits and alphabet **\n**");
13. scanf("%s", string);
14. for (count = 0; string[count] != '**\0**'; count++)
15. {
16. if ((string[count] >= '0') && (string[count] <= '9'))
17. {
18. nc += 1;
19. sum += (string[count] - '0');
20. }
21. }
22. printf("NO. of Digits in the string = %d**\n**", nc);
23. printf("Sum of all digits = %d**\n**", sum);
24. }

# 104. **C++ Program to Implement Hash Tables Chaining with Binary Trees**

$ **g++** xor\_list.cpp

$ a.out

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 1

Enter value to be inserted: 100

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 2

Elements of XOR Linked List:

100

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 1

Enter value to be inserted: 200

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 2

Elements of XOR Linked List:

200 100

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 1

Enter value to be inserted: 300

Operations on XOR Linked Lis

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 2

Elements of XOR Linked List:

300 200 100

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 1

Enter value to be inserted: 400

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 2

Elements of XOR Linked List:

400 300 200 100

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 1

Enter value to be inserted: 500

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 2

Elements of XOR Linked List:

500 400 300 200 100

Operations on XOR Linked List

1.Insert Element at First

2.Display List

3.Quit

Enter your Choice: 3

**(**program exited with code: 1**)**

Press **return** to **continue**

1. */\**
2. *\* C++ Program to Implement Hash Tables Chaining with Binary Trees*
3. *\*/*
4. #include <iostream>
5. #include <string>
6. #include <vector>
7. #include <cstdlib>
8. using namespace std;
10. */\**
11. *\* Node Class Declaration*
12. *\*/*
13. template <class T>
14. class BSTNode
15. {
16. private:
17. T value;
18. BSTNode \*left, \*right;
19. public:
20. BSTNode(T value)
21. {
22. this->value = value;
23. left = NULL;
24. right = NULL;
25. }
26. */\**
27. *\* Adding element to a node*
28. *\*/*
29. void add(T& value)
30. {
31. if (value < this->value)
32. {
33. if (left)
34. left->add(value);
35. else
36. left = new BSTNode(value);
37. }
38. else if (this->value < value)
39. {
40. if (right)
41. right->add(value);
42. else
43. right = new BSTNode(value);
44. }
45. }
46. */\**
47. *\* Check if node contains element*
48. *\*/*
49. bool contains(T& value)
50. {
51. if (value < this->value)
52. {
53. if (left)
54. return left->contains(value);
55. else
56. return false;
57. }
58. else if (this->value < value)
59. {
60. if (right)
61. return right->contains(value);
62. else
63. return false;
64. }
65. else
66. {
67. return true;
68. }
69. }
70. friend class BSTHashtable;
71. };
73. */\**
74. *\* Table Class Declaration*
75. *\*/*
76. class BSTHashtable
77. {
78. private:
79. int size;
80. vector<BSTNode<string>\*>\* bucket;
81. int hash(string& s)
82. {
83. unsigned int hashVal = 0;
84. for (unsigned int i = 0; i < s.length(); i++)
85. hashVal ^= (hashVal << 5) + (hashVal >> 2) + s[i];
86. return hashVal % size;
87. }
88. public:
89. BSTHashtable(int vectorSize)
90. {
91. size = vectorSize;
92. bucket = new vector<BSTNode<string>\*>(size);
93. }
94. */\**
95. *\* Adding string in the table*
96. *\*/*
97. void add(string& s)
98. {
99. int index = hash(s);
100. if (bucket->at(index) == NULL)
101. bucket->at(index) = new BSTNode<string>(s);
102. else
103. bucket->at(index)->add(s);
104. }
105. */\**
106. *\* Check if table contains string*
107. *\*/*
108. bool contains(string& s)
109. {
110. int index = hash(s);
111. if (bucket->at(index) == NULL)
112. return false;
113. cout<<"String **\"**"<<s<<"**\"** found at index: "<<index<<endl;
114. return bucket->at(index)->contains(s);
115. }
116. */\**
117. *\* Display Table*
118. *\*/*
119. void display()
120. {
121. for (unsigned int i = 0; i < bucket->size(); i++)
122. {
123. cout <<"[" << i << "] ";
124. if (bucket->at(i) != NULL)
125. {
126. BSTNode<string> \*node = bucket->at(i);
127. display\_bst(node);
128. }
129. cout << endl;
130. }
131. }
132. */\**
133. *\* Display BST*
134. *\*/*
135. void display\_bst(BSTNode<string> \*node)
136. {
137. if (node!=NULL)
138. {
139. display\_bst(node->left);
140. cout << node->value << " ";
141. display\_bst(node->right);
142. }
143. }
144. };
146. */\**
147. *\* Main Contains Menu*
148. *\*/*
149. int main()
150. {
151. BSTHashtable table(10);
152. string str;
153. int choice;
154. while (1)
155. {
156. cout<<"**\n**----------------------"<<endl;
157. cout<<"Operations on BST Hash Table"<<endl;
158. cout<<"**\n**----------------------"<<endl;
159. cout<<"1.Insert element into the table"<<endl;
160. cout<<"2.Find element in the table"<<endl;
161. cout<<"3.Display Table Chained with Binary Tree"<<endl;
162. cout<<"4.Exit"<<endl;
163. cout<<"Enter your choice: ";
164. cin>>choice;
165. switch(choice)
166. {
167. case 1:
168. cout<<"Enter String to be inserted: ";
169. cin>>str;
170. table.add(str);
171. break;
172. case 2:
173. cout<<"Enter String to search: ";
174. cin>>str;
175. if (table.contains(str) == 0)
176. {
177. cout<<"String **\"**"<<str<<"**\"** not found in the table"<<endl;
178. continue;
179. }
180. break;
181. case 3:
182. cout<<"Displaying Table Chained with Binary Tree: "<<endl;
183. table.display();
184. break;
185. case 4:
186. exit(1);
187. default:
188. cout<<"**\n**Enter correct option**\n**";
189. }
190. }
191. return 0;
192. }

# 105. **C++ Program to Implement Hash Tables chaining with Singly Linked Lists**

# This C++ Program demonstrates operations on Hash Tables chaining with Singly Linked Lists.

1. */\**
2. *\* C++ Program to Implement Hash Tables chaining*
3. *\* with Singly Linked Lists*
4. *\*/*
5. #include<iostream>
6. #include<cstdlib>
7. #include<string>
8. #include<cstdio>
9. using namespace std;
10. const int TABLE\_SIZE = 128;
12. */\**
13. *\* HashNode Class Declaration*
14. *\*/*
15. class HashNode
16. {
17. public:
18. . int key;
19. int value;
20. HashNode\* next;
21. HashNode(int key, int value)
22. {
23. this->key = key;
24. this->value = value;
25. this->next = NULL;
26. }
27. };
29. */\**
30. *\* HashMap Class Declaration*
31. *\*/*
32. class HashMap
33. {
34. private:
35. HashNode\*\* htable;
36. public:
37. HashMap()
38. {
39. htable = new HashNode\*[TABLE\_SIZE];
40. for (int i = 0; i < TABLE\_SIZE; i++)
41. htable[i] = NULL;
42. }
43. ~HashMap()
44. {
45. for (int i = 0; i < TABLE\_SIZE; ++i)
46. {
47. HashNode\* entry = htable[i];
48. while (entry != NULL)
49. {
50. HashNode\* prev = entry;
51. entry = entry->next;
52. delete prev;
53. }
54. }
55. delete[] htable;
56. }
57. */\**
58. *\* Hash Function*
59. *\*/*
60. int HashFunc(int key)
61. {
62. return key % TABLE\_SIZE;
63. }
65. */\**
66. *\* Insert Element at a key*
67. *\*/*
68. void Insert(int key, int value)
69. {
70. int hash\_val = HashFunc(key);
71. HashNode\* prev = NULL;
72. HashNode\* entry = htable[hash\_val];
73. while (entry != NULL)
74. {
75. prev = entry;
76. entry = entry->next;
77. }
78. if (entry == NULL)
79. {
80. entry = new HashNode(key, value);
81. if (prev == NULL)
82. {
83. htable[hash\_val] = entry;
84. }
85. else
86. {
87. prev->next = entry;
88. }
89. }
90. else
91. {
92. entry->value = value;
93. }
94. }
95. */\**
96. *\* Remove Element at a key*
97. *\*/*
98. void Remove(int key)
99. {
100. int hash\_val = HashFunc(key);
101. HashNode\* entry = htable[hash\_val];
102. HashNode\* prev = NULL;
103. if (entry == NULL || entry->key != key)
104. {
105. cout<<"No Element found at key "<<key<<endl;
106. return;
107. }
108. while (entry->next != NULL)
109. {
110. prev = entry;
111. entry = entry->next;
112. }
113. if (prev != NULL)
114. {
115. prev->next = entry->next;
116. }
117. delete entry;
118. cout<<"Element Deleted"<<endl;
119. }
120. */\**
121. *\* Search Element at a key*
122. *\*/*
123. int Search(int key)
124. {
125. bool flag = false;
126. int hash\_val = HashFunc(key);
127. HashNode\* entry = htable[hash\_val];
128. while (entry != NULL)
129. {
130. if (entry->key == key)
131. {
132. cout<<entry->value<<" ";
133. flag = true;
134. }
135. entry = entry->next;
136. }
137. if (!flag)
138. return -1;
139. }
140. };
141. */\**
142. *\* Main Contains Menu*
143. *\*/*
144. int main()
145. {
146. HashMap hash;
147. int key, value;
148. int choice;
149. while (1)
150. {
151. cout<<"**\n**----------------------"<<endl;
152. cout<<"Operations on Hash Table"<<endl;
153. cout<<"**\n**----------------------"<<endl;
154. cout<<"1.Insert element into the table"<<endl;
155. cout<<"2.Search element from the key"<<endl;
156. cout<<"3.Delete element at a key"<<endl;
157. cout<<"4.Exit"<<endl;
158. cout<<"Enter your choice: ";
159. cin>>choice;
160. switch(choice)
161. {
162. case 1:
163. cout<<"Enter element to be inserted: ";
164. cin>>value;
165. cout<<"Enter key at which element to be inserted: ";
166. cin>>key;
167. hash.Insert(key, value);
168. break;
169. case 2:
170. cout<<"Enter key of the element to be searched: ";
171. cin>>key;
172. cout<<"Element at key "<<key<<" : ";
173. if (hash.Search(key) == -1)
174. {
175. cout<<"No element found at key "<<key<<endl;
176. continue;
177. }
178. break;
179. case 3:
180. cout<<"Enter key of the element to be deleted: ";
181. cin>>key;
182. hash.Remove(key);
183. break;
184. case 4:
185. exit(1);
186. default:
187. cout<<"**\n**Enter correct option**\n**";
188. }
189. }
190. return 0;
191. }

# 106. **C++ Program to Implement Radix Sort**

# **roblem Description**

# 1. In this algorithm sorting of data is done from least significant digit to most significant digit.

# 2. Here we need 10 different spaces labeled 0 to 9.

# 3. Assume we have ‘n’ number of inputs.

# 4. Let ‘d’ be the maximum number of digit the input data has.

# 5. The time complexity for radix sort is O(n\*d).

# 6. Radix sort solves the problem of card sorting by sorting on the least significant digit first.

# **Problem Solution**

# 1. Get the maximum value from the input array which has ‘d’ digits.

# 2. Starting from least significant digit, sort the data.

# 3. Take this data as input for next significant digit.

# 4. Run the iteration till d digit.

# 5. Display the result.

# 6. Exit.

# **Program Explanation**

# 1. Take input of data.

# 2. Get the maximum of input data.

# 3. Run the countSort() till (m/exp) > 0.

# 4. Sort the data on the basis of the digit at (exp)th place.

# 5. Assign the sorted data back to arr[] array.

# 6. Check the condition in step 3.

# 7. If false, print the sorted output.

# 8. Exit.

#include <iostream>

using namespace std;

// Get maximum value from array.

int getMax(int arr[], int n)

{

int max = arr[0];

for (int i = 1; i < n; i++)

if (arr[i] > max)

max = arr[i];

return max;

}

// Count sort of arr[].

void countSort(int arr[], int n, int exp)

{

// Count[i] array will be counting the number of array values having that 'i' digit at their (exp)th place.

int output[n], i, count[10] = {0};

// Count the number of times each digit occurred at (exp)th place in every input.

for (i = 0; i < n; i++)

count[(arr[i] / exp) % 10]++;

// Calculating their cumulative count.

for (i = 1; i < 10; i++)

count[i] += count[i-1];

// Inserting values according to the digit '(arr[i] / exp) % 10' fetched into count[(arr[i] / exp) % 10].

for (i = n - 1; i >= 0; i--)

{

output[count[(arr[i] / exp) % 10] - 1] = arr[i];

count[(arr[i] / exp) % 10]--;

}

// Assigning the result to the arr pointer of main().

for (i = 0; i < n; i++)

arr[i] = output[i];

}

// Sort arr[] of size n using Radix Sort.

void radixsort(int arr[], int n)

{

int exp, m;

m = getMax(arr, n);

// Calling countSort() for digit at (exp)th place in every input.

for (exp = 1; m/exp > 0; exp \*= 10)

countSort(arr, n, exp);

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

radixsort(arr, n);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 

# 107.**C++ Program to Implement Bucket Sort**

# **Problem Description**

# 1. We should implement Bucket Sort on uniformly distributed data over a range by splitting the range into equal parts.

# 2. Assign those parts as buckets and each bucket ‘i’ will be having ‘Ni’ number of the elements.

# 3. Selecting these Bucket for inserting will cost time complexity of O(N) where N is a total number of elements.

# 4. Sort them separately. We have used insertion sort which has a time complexity of summation of O(Ni^2).

# 5. Complexity for bucket sort is O(N + summation of(Ni^2)).

# 6. It is better than the other sorting algorithms (insertion sort, bubble sort, etc) with complexities O(N^2).

# **Problem Solution**

# 1. Divide the range into equal parts and assign a bucket to each part.

# 2. Split the data and insert them into the corresponding bucket using insertion sort.

# 3. Merge all the buckets into one.

# 4. Display the result.

# 5. Exit.

**Program Explanation**

1. Create Node, Bucket and BucketList structures.

2. Take range and data, which should be uniformly distributed over the range.

3. Allocate memory to their objects accordingly.

4. Insert the data into the list according to their value which comes out to dividing data into the bucket.

5. Sort data using insertion sort in the linked lists.

6. Display the result.

7. Exit.

#include <iostream>

using namespace std;

// A structure to represent a node.

struct Node

{

int value;

struct Node\* next;

};

// A structure to represent a Head Bucket Node of the bucket list.

struct Bucket

{

// Pointer to head node of Bucket.

struct Node \*head;

};

struct BucketList

{

int V;

struct Bucket \* array;

};

// A utility function to create a new node for a particular entry in a bucket.

struct Node\* newNode(int value)

{

struct Node\* newnode = new Node;

newnode->value = value;

newnode->next = NULL;

return newnode;

}

// A utility function that creates a list of the bucket over the range of input data.

struct BucketList\* createBucket(int V)

{

int i;

struct BucketList\* bl = new BucketList;

bl->V = V;

bl->array = new Bucket[V];

// Initialize each Bucket list as empty by making head as NULL.

for(i = 0; i < V; i++)

bl->array[i].head = NULL;

return bl;

}

// A function to Insert the nodes to corresponding Buckets.

void addNode(struct BucketList\* bl, int bckt, int value)

{

// Creating new data node.

struct Node \*newnode = newNode(value);

struct Node \*temp = new Node;

if(bl->array[bckt].head != NULL)

{

temp = bl->array[bckt].head;

// Sorting.

// If the head node value is lesser than the newnode value, then add node at beginning.

if(temp->value > newnode->value)

{

newnode->next = bl->array[bckt].head;

bl->array[bckt].head = newnode;

}

else

{

// Search for the node whose value is more than the newnode value.

while(temp->next != NULL)

{

if((temp->next)->value > newnode->value)

break;

temp = temp->next;

}

// Insert newnode after temp node.

newnode->next = temp->next;

temp->next = newnode;

}

}

else

{

// Assign head of the Bucket as newnode since bucket head is NULL.

bl->array[bckt].head = newnode;

}

}

// A function to print the result as sorted Data.

void printBuckets(struct BucketList \*bl)

{

int v;

struct Node\* pCrawl = new Node;

for(v = 0; v < bl->V; v++)

{

// To view the data in individual bucket remove next line from comment.

// cout<<"\n\t bucket "<<v+1;

pCrawl = bl->array[v].head;

while (pCrawl != NULL)

{

cout<<"->"<< pCrawl->value;

pCrawl = pCrawl->next;

}

}

}

int main()

{

// Create the BucketLists for the data and set 10 as default number of Buckets.

int V = 10, range, NOE, i;

struct BucketList\* mybucket = createBucket(V);

cout<<"**\n\n**Enter the upper limit in the power of 10 (10 or 100 or 1000 ..) to create Bucket: ";

cin>>range;

// Dividing range into 10 parts so it will have 10 buckets as default.

range = range/10;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>NOE;

int arr[NOE];

for(i = 0; i < NOE; i++)

{

cout<<"Enter element "<<i+1<<" : ";

cin>>arr[i];

addNode(mybucket, arr[i]/range, arr[i]);

}

// Print the adjacency list representation of the BucketList i.e the sorted Output.

cout<<"**\n**Sorted Data ";

printBuckets(mybucket);

return 0;

}

# 108.**C++ Program to Implement Bubble Sort**

# **Problem Description**

# 1. Bubble sort algorithm sort data by comparing two consecutive numbers.

# 2. The time complexity of this algorithm is O(n^2).

# **Problem Solution**

# 1. Compare two consecutive number.

# 2. Switch values if the number with higher index value is smaller.

# 3. Display the result.

# 4. Exit.

**Program Explanation**

1. Take input of data.

2. Call BubbleSort() function with ‘arr’ the array of data and ‘n’ the number of values, in the argument list.

3. Implement Sorting algorithm using nested for loop.

4. The first loop will run on ‘i’ from 0 to n-1.

5. The second loop will run on ‘j’ from 0 to n-i-1.

6. Compare two consecutive values.

7. Switch the values if arr[j+1] <arr[j].

8. Return to main and display the result.

9. Exit.

#include <iostream>

using namespace std;

// Sort arr[] of size n using Bubble Sort.

void BubbleSort (int arr[], int n)

{

int i, j;

for (i = 0; i < n; ++i)

{

for (j = 0; j < n-i-1; ++j)

{

// Comparing consecutive data and switching values if value at j > j+1.

if (arr[j] > arr[j+1])

{

arr[j] = arr[j]+arr[j+1];

arr[j+1] = arr[j]-arr[j + 1];

arr[j] = arr[j]-arr[j + 1];

}

}

// Value at n-i-1 will be maximum of all the values below this index.

}

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

BubbleSort(arr, n);

// Display the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 109.**C++ Program to Implement Heap Sort**

**Problem Description**

1. Heap sort is a comparison based algorithm.

2. It is improved version of selection sort.

3. The time complexity is O(n\*log(n)).

**Problem Solution**

1. Build a max heap using the given data element.

2. Delete the root node repeatedly.

3. Store the node at the end of the array.

4. Display the result.

5. Exit.

**Program Explanation**

1. Take input of data.

2. Call Build\_MaxHeap() function with ‘arr’ the array of data and ‘n-1’ the number of values, in the argument list.

3. After building the max heap call HeapSort().

4. Switch the root value of heap with the last index value of array since root value is highest among all.

5. Decrement the last index value.

6. Repeat it for all the element.

7. Return to main and display the result.

8. Exit.

#include <iostream>

using namespace std;

// A function to heapify the array.

void MaxHeapify(int a[], int i, int n)

{

int j, temp;

temp = a[i];

j = 2\*i;

while (j <= n)

{

if (j < n && a[j+1] > a[j])

j = j+1;

// Break if parent value is already greater than child value.

if (temp > a[j])

break;

// Switching value with the parent node if temp < a[j].

else if (temp <= a[j])

{

a[j/2] = a[j];

j = 2\*j;

}

}

a[j/2] = temp;

return;

}

void HeapSort(int a[], int n)

{

int i, temp;

for (i = n; i >= 2; i--)

{

// Storing maximum value at the end.

temp = a[i];

a[i] = a[1];

a[1] = temp;

// Building max heap of remaining element.

MaxHeapify(a, 1, i - 1);

}

}

void Build\_MaxHeap(int a[], int n)

{

int i;

for(i = n/2; i >= 1; i--)

MaxHeapify(a, i, n);

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

n++;

int arr[n];

for(i = 1; i < n; i++)

{

cout<<"Enter element "<<i<<": ";

cin>>arr[i];

}

// Building max heap.

Build\_MaxHeap(arr, n-1);

HeapSort(arr, n-1);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 1; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 110.**C++ Program to Implement Merge Sort**

**Problem Description**

1. Merge-sort is based on an algorithmic design pattern called divide-and-conquer.

2. It forms tree structure.

3. The height of the tree will be log(n).

4. we merge n element at every level of the tree.

5. The time complexity of this algorithm is O(n\*log(n)).

**Problem Solution**

1. Split the data into two equal half until we get at most one element in both half.

2. Merge Both into one making sure the resulting sequence is sorted.

3. Recursively split them and merge on the basis of constraint given in step 1.

4. Display the result.

5. Exit.

**Program Explanation**

1. Take input of data.

2. Call MergeSort() function.

3. Recursively split the array into two equal parts.

4. Split them until we get at most one element in both half.

5. Combine the result by invoking Merge().

6. It combines the individually sorted data from low to mid and mid+1 to high.

7. Return to main and display the result.

8. Exit.

#include <iostream>

using namespace std;

// A function to merge the two half into a sorted data.

void Merge(int \*a, int low, int high, int mid)

{

// We have low to mid and mid+1 to high already sorted.

int i, j, k, temp[high-low+1];

i = low;

k = 0;

j = mid + 1;

// Merge the two parts into temp[].

while (i <= mid && j <= high)

{

if (a[i] < a[j])

{

temp[k] = a[i];

k++;

i++;

}

else

{

temp[k] = a[j];

k++;

j++;

}

}

// Insert all the remaining values from i to mid into temp[].

while (i <= mid)

{

temp[k] = a[i];

k++;

i++;

}

// Insert all the remaining values from j to high into temp[].

while (j <= high)

{

temp[k] = a[j];

k++;

j++;

}

// Assign sorted data stored in temp[] to a[].

for (i = low; i <= high; i++)

{

a[i] = temp[i-low];

}

}

// A function to split array into two parts.

void MergeSort(int \*a, int low, int high)

{

int mid;

if (low < high)

{

mid=(low+high)/2;

// Split the data into two half.

MergeSort(a, low, mid);

MergeSort(a, mid+1, high);

// Merge them to get sorted output.

Merge(a, low, high, mid);

}

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

MergeSort(arr, 0, n-1);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 111.**C++ Program to Implement Selection Sort**

**Problem Description**

1. Selection sort algorithm sort data by comparing one element to every other element and decide its position.

2. The time complexity of this algorithm is O(n^2).

**Problem Solution**

1. Starting from the beginning pick one number.

2. Compare it with others one by one.

3. replace if the other number is lesser than this one.

4. Display the result.

5. Exit.

#include <iostream>

using namespace std;

// Sort arr[] of size n using Selection Sort.

void SelectionSort (int arr[], int n)

{

int i, j;

for (i = 0; i < n; ++i)

{

for (j = i+1; j < n; ++j)

{

// Comparing consecutive data and switching values if value at i > j.

if (arr[i] > arr[j])

{

arr[i] = arr[i]+arr[j];

arr[j] = arr[i]-arr[j];

arr[i] = arr[i]-arr[j];

}

}

// Value at i will be minimum of all the values above this index.

}

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

SelectionSort(arr, n);

// Display the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

**Program Explanation**

1. Take input of data.

2. Call SelectionSort() function with ‘arr’ the array of data and ‘n’ the number of values, in the argument list.

3. Implement Sorting algorithm using nested for loop.

4. The first loop will run on ‘i’ from 0 to n-1.

5. The second loop will run on ‘j’ from i+1 to n-1.

6. Compare value at i with value at j.

7. Switch the values if arr[j+1] < arr[j]. 8. Return to main and display the result. 9. Exit.

# 112.**C++ Program to Implement Insertion Sort**

**Problem Description**

1. Insertion sort algorithm sort data by inserting them one by one into the list.

2. The time complexity of this algorithm is O(n^2).

**Problem Solution**

1. This algorithm is based on sorting playing cards by picking and inserting them one by one.

2. Here we take data element and place it in sorted list.

3. It should be placed so that list remains sorted.

4. Display the result.

5. Exit.

#include <iostream>

using namespace std;

// A structure to represent a node.

struct list

{

int data;

list \*next;

};

// Function implementing insertion sort.

list\* InsertinList(list \*head, int n)

{

// Creating newnode and temp node.

list \*newnode = new list;

list \*temp = new list;

// Using newnode as the node to be inserted in the list.

newnode->data = n;

newnode->next = NULL;

// If head is null then assign new node to head.

if(head == NULL)

{

head = newnode;

return head;

}

else

{

temp = head;

// If newnode->data is lesser than head->data, then insert newnode before head.

if(newnode->data < head->data)

{

newnode->next = head;

head = newnode;

return head;

}

// Traverse the list till we get value more than newnode->data.

while(temp->next != NULL)

{

if(newnode->data < (temp->next)->data)

break;

temp=temp->next;

}

// Insert newnode after temp.

newnode->next = temp->next;

temp->next = newnode;

return head;

}

}

int main()

{

int n, i, num;

// Declaring head of the linked list.

list \*head = new list;

head = NULL;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>num;

// Inserting num in the list.

head = InsertinList(head, num);

}

// Display the sorted data.

cout<<"**\n**Sorted Data ";

while(head != NULL)

{

cout<<"->"<<head->data;

head = head->next;

}

return 0;

}

**Program Explanation**

1. Create a head node of the list structure.

2. Take input of data and simultaneously insert it into a list using InsertinList().

3. Assign the new element as newnode.

4. If the head is null then assign newnode to head.

5. Otherwise, insert the newnode so that list remains sorted.

6. Return head to main.

7. Display the result.

8. Exit.

# 113.**C++ Program to Implement Quick Sort Using Randomization**

**Problem Description**

1. Quick sort is based on an algorithmic design pattern called divide-and-conquer.

2. Unlike Merge Sort it doesn’t require extra memory space.

3. The average time complexity is O(n\*log(n)) but the worst case complexity is O(n^2).

4. To reduce the chances of the worst case we have implemented Quicksort using randomization.

5. Here we will be selecting the pivot randomly.

**Problem Solution**

1. Randomly select pivot value from the given subpart of the array.

2. Partition that subpart so that the values left of the pivot are smaller and to the right are greater from the pivot.

3. Consider both as new sub-array and repeat step 1 until only one element left in subpart.

4. Display the result.

5. Exit.

#include<iostream>

#include<cstdlib>

using namespace std;

// Swapping two values.

void swap(int \*a, int \*b)

{

int temp;

temp = \*a;

\*a = \*b;

\*b = temp;

}

// Partitioning the array on the basis of values at high as pivot value.

int Partition(int a[], int low, int high)

{

int pivot, index, i;

index = low;

pivot = high;

// Getting index of pivot.

for(i=low; i < high; i++)

{

if(a[i] < a[pivot])

{

swap(&a[i], &a[index]);

index++;

}

}

// Swapping value at high and at the index obtained.

swap(&a[pivot], &a[index]);

return index;

}

// Random selection of pivot.

int RandomPivotPartition(int a[], int low, int high)

{

int pvt, n, temp;

n = rand();

// Randomizing the pivot value in the given subpart of array.

pvt = low + n%(high-low+1);

// Swapping pvt value from high, so pvt value will be taken as pivot while partitioning.

swap(&a[high], &a[pvt]);

return Partition(a, low, high);

}

// Implementing QuickSort algorithm.

int QuickSort(int a[], int low, int high)

{

int pindex;

if(low < high)

{

// Partitioning array using randomized pivot.

pindex = RandomPivotPartition(a, low, high);

// Recursively implementing QuickSort.

QuickSort(a, low, pindex-1);

QuickSort(a, pindex+1, high);

}

return 0;

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

QuickSort(arr, 0, n-1);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 114.**C++ Program to Implement Shell Sort**

**Problem Description**

1. Shell sort is an improvement over insertion sort.

2. It compares the element separated by a gap of several positions.

3. A data element is sorted with multiple passes and with each pass gap value reduces.

4. The worst case time complexity is O(n\*log(n)).

**Problem Solution**

1. Assign gap value as half the length of the array.

2. Compare element present at a difference of gap value.

3. Sort them and reduce the gap value to half and repeat.

4. Display the result.

5. Exit.

#include<iostream>

using namespace std;

// A function implementing Shell sort.

void ShellSort(int a[], int n)

{

int i, j, k, temp;

// Gap 'i' between index of the element to be compared, initially n/2.

for(i = n/2; i > 0; i = i/2)

{

for(j = i; j < n; j++)

{

for(k = j-i; k >= 0; k = k-i)

{

// If value at higher index is greater, then break the loop.

if(a[k+i] >= a[k])

break;

// Switch the values otherwise.

else

{

temp = a[k];

a[k] = a[k+i];

a[k+i] = temp;

}

}

}

}

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

ShellSort(arr, n);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 115.**C++ Program to Implement Sorting of Less than 100 Numbers in O(n) Complexity**

**Problem Description**

1. We can implement the task best using Radix sort.

2. In this algorithm sorting of data is done from least significant digit to most significant digit.

3. Here we need 10 different spaces labeled 0 to 9.

4. Assume we have ‘n’ number of inputs.

5. Let ‘d’ be the maximum number of digit the input data has, here d can have values either 1 or 2 or 3.

6. The time complexity for radix sort is O(n\*3) that is O(n).

7. Radix sort solves the problem of card sorting by sorting on the least significant digit first.

**Problem Solution**

1. Get the maximum value from the input array which has ‘d’ digits.

2. Starting from least significant digit, sort the data.

3. Take this data as input for next significant digit.

4. Run the iteration till d digit.

5. Display the result.

6. Exit.

#include <iostream>

using namespace std;

// Get maximum value from array.

int getMax(int arr[], int n)

{

int max = arr[0];

for (int i = 1; i < n; i++)

if (arr[i] > max)

max = arr[i];

return max;

}

// Count sort of arr[].

void countSort(int arr[], int n, int exp)

{

// Count[i] array will be counting the number of array values having that 'i' digit at their (exp)th place.

int output[n], i, count[10] = {0};

// Count the number of times each digit occurred at (exp)th place in every input.

for (i = 0; i < n; i++)

count[(arr[i] / exp) % 10]++;

// Calculating their cumulative count.

for (i = 1; i < 10; i++)

count[i] += count[i-1];

// Inserting values according to the digit '(arr[i] / exp) % 10' fetched into count[(arr[i] / exp) % 10].

for (i = n - 1; i >= 0; i--)

{

output[count[(arr[i] / exp) % 10] - 1] = arr[i];

count[(arr[i] / exp) % 10]--;

}

// Assigning the result to the arr pointer of main().

for (i = 0; i < n; i++)

arr[i] = output[i];

}

// Sort arr[] of size n using Radix Sort.

void radixsort(int arr[], int n)

{

int exp, m;

m = getMax(arr, n);

// Calling countSort() for digit at (exp)th place in every input.

for (exp = 1; m/exp > 0; exp \*= 10)

countSort(arr, n, exp);

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

radixsort(arr, n);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 116.**C++ Program to Implement Merge Sort using Linked List**

**Problem Description**

1. Merge-sort is based on an algorithmic design pattern called divide-and-conquer.

2. It forms tree structure.

3. The height of the tree will be log(n).

4. we merge n element at every level of the tree.

5. The time complexity of this algorithm is O(n\*log(n)).

**Problem Solution**

1. Split the data into two equal half until we get at most one element in both half.

2. Merge Both into one making sure the resulting sequence is sorted.

3. Recursively split them and merge on the basis of constraint given in step 1.

4. Display the result.

5. Exit.

#include<iostream>

using namespace std;

// A structure representing a node of a linked list.

struct node

{

int data;

node \*next;

};

// A function creating a new node.

node\* NewNode(int d)

{

struct node \*temp = new node;

temp->data = d;

temp->next = NULL;

// Returning temp as the new node.

return temp;

}

// A function adding the given data at the end of the linked list.

node\* AddToList(node \*tail, int data)

{

struct node \*newnode;

newnode = NewNode(data);

if(tail == NULL)

{

tail = newnode;

}

// If tail is not null assign newnode to the next of tail.

else

{

tail->next = newnode;

// Shift tail pointer to the added node.

tail = tail->next;

}

return tail;

}

node\* Merge(node\* h1, node\* h2)

{

node \*t1 = new node;

node \*t2 = new node;

node \*temp = new node;

// Return if the first list is empty.

if(h1 == NULL)

return h2;

// Return if the Second list is empty.

if(h2 == NULL)

return h1;

t1 = h1;

// A loop to traverse the second list, to merge the nodes to h1 in sorted way.

while (h2 != NULL)

{

// Taking head node of second list as t2.

t2 = h2;

// Shifting second list head to the next.

h2 = h2->next;

t2->next = NULL;

// If the data value is lesser than the head of first list add that node at the beginning.

if(h1->data > t2->data)

{

t2->next = h1;

h1 = t2;

t1 = h1;

continue;

}

// Traverse the first list.

flag:

if(t1->next == NULL)

{

t1->next = t2;

t1 = t1->next;

}

// Traverse first list until t2->data more than node's data.

else if((t1->next)->data <= t2->data)

{

t1 = t1->next;

goto flag;

}

else

{

// Insert the node as t2->data is lesser than the next node.

temp = t1->next;

t1->next = t2;

t2->next = temp;

}

}

// Return the head of new sorted list.

return h1;

}

// A function implementing Merge Sort on linked list using reference.

void MergeSort(node \*\*head)

{

node \*first = new node;

node \*second = new node;

node \*temp = new node;

first = \*head;

temp = \*head;

// Return if list have less than two nodes.

if(first == NULL || first->next == NULL)

{

return;

}

else

{

// Break the list into two half as first and second as head of list.

while(first->next != NULL)

{

first = first->next;

if(first->next != NULL)

{

temp = temp->next;

first = first->next;

}

}

second = temp->next;

temp->next = NULL;

first = \*head;

}

// Implementing divide and conquer approach.

MergeSort(&first);

MergeSort(&second);

// Merge the two part of the list into a sorted one.

\*head = Merge(first, second);

}

int main()

{

int n, i, num;

struct node \*head = new node;

struct node \*tail = new node;

head = NULL;

tail = NULL;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

// Create linked list.

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>num;

tail = AddToList(tail, num);

if(head == NULL)

head = tail;

}

// Send reference of head into MergeSort().

MergeSort(&head);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

while(head != NULL)

{

cout<<".."<<head->data;

head=head->next;

}

return 0;

}

# 117.**C++ Program to Implement Sorting of Less than 100 Numbers in O(n) Complexity**

**Problem Description**

1. We can implement the task best using Radix sort.

2. In this algorithm sorting of data is done from least significant digit to most significant digit.

3. Here we need 10 different spaces labeled 0 to 9.

4. Assume we have ‘n’ number of inputs.

5. Let ‘d’ be the maximum number of digit the input data has, here d can have values either 1 or 2 or 3.

6. The time complexity for radix sort is O(n\*3) that is O(n).

7. Radix sort solves the problem of card sorting by sorting on the least significant digit first.

**Problem Solution**

1. Get the maximum value from the input array which has ‘d’ digits.

2. Starting from least significant digit, sort the data.

3. Take this data as input for next significant digit.

4. Run the iteration till d digit.

5. Display the result.

6. Exit.

#include <iostream>

using namespace std;

// Get maximum value from array.

int getMax(int arr[], int n)

{

int max = arr[0];

for (int i = 1; i < n; i++)

if (arr[i] > max)

max = arr[i];

return max;

}

// Count sort of arr[].

void countSort(int arr[], int n, int exp)

{

// Count[i] array will be counting the number of array values having that 'i' digit at their (exp)th place.

int output[n], i, count[10] = {0};

// Count the number of times each digit occurred at (exp)th place in every input.

for (i = 0; i < n; i++)

count[(arr[i] / exp) % 10]++;

// Calculating their cumulative count.

for (i = 1; i < 10; i++)

count[i] += count[i-1];

// Inserting values according to the digit '(arr[i] / exp) % 10' fetched into count[(arr[i] / exp) % 10].

for (i = n - 1; i >= 0; i--)

{

output[count[(arr[i] / exp) % 10] - 1] = arr[i];

count[(arr[i] / exp) % 10]--;

}

// Assigning the result to the arr pointer of main().

for (i = 0; i < n; i++)

arr[i] = output[i];

}

// Sort arr[] of size n using Radix Sort.

void radixsort(int arr[], int n)

{

int exp, m;

m = getMax(arr, n);

// Calling countSort() for digit at (exp)th place in every input.

for (exp = 1; m/exp > 0; exp \*= 10)

countSort(arr, n, exp);

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

radixsort(arr, n);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

**Program Explanation**

1. Take input of data.

2. Get the maximum of input data.

3. Run the countSort() till (m/exp) > 0.

4. Sort the data on the basis of the digit at (exp)th place.

5. Assign the sorted data back to arr[] array.

6. Check the condition in step 3.

7. If false, print the sorted output.

8. Exit.

# 118.**C++ Program to Implement Merge Sort using Linked List**

**Problem Description**

1. Merge-sort is based on an algorithmic design pattern called divide-and-conquer.

2. It forms tree structure.

3. The height of the tree will be log(n).

4. we merge n element at every level of the tree.

5. The time complexity of this algorithm is O(n\*log(n)).

**Problem Solution**

1. Split the data into two equal half until we get at most one element in both half.

2. Merge Both into one making sure the resulting sequence is sorted.

3. Recursively split them and merge on the basis of constraint given in step 1.

4. Display the result.

5. Exit.

#include<iostream>

using namespace std;

// A structure representing a node of a linked list.

struct node

{

int data;

node \*next;

};

// A function creating a new node.

node\* NewNode(int d)

{

struct node \*temp = new node;

temp->data = d;

temp->next = NULL;

// Returning temp as the new node.

return temp;

}

// A function adding the given data at the end of the linked list.

node\* AddToList(node \*tail, int data)

{

struct node \*newnode;

newnode = NewNode(data);

if(tail == NULL)

{

tail = newnode;

}

// If tail is not null assign newnode to the next of tail.

else

{

tail->next = newnode;

// Shift tail pointer to the added node.

tail = tail->next;

}

return tail;

}

node\* Merge(node\* h1, node\* h2)

{

node \*t1 = new node;

node \*t2 = new node;

node \*temp = new node;

// Return if the first list is empty.

if(h1 == NULL)

return h2;

// Return if the Second list is empty.

if(h2 == NULL)

return h1;

t1 = h1;

// A loop to traverse the second list, to merge the nodes to h1 in sorted way.

while (h2 != NULL)

{

// Taking head node of second list as t2.

t2 = h2;

// Shifting second list head to the next.

h2 = h2->next;

t2->next = NULL;

// If the data value is lesser than the head of first list add that node at the beginning.

if(h1->data > t2->data)

{

t2->next = h1;

h1 = t2;

t1 = h1;

continue;

}

// Traverse the first list.

flag:

if(t1->next == NULL)

{

t1->next = t2;

t1 = t1->next;

}

// Traverse first list until t2->data more than node's data.

else if((t1->next)->data <= t2->data)

{

t1 = t1->next;

goto flag;

}

else

{

// Insert the node as t2->data is lesser than the next node.

temp = t1->next;

t1->next = t2;

t2->next = temp;

}

}

// Return the head of new sorted list.

return h1;

}

// A function implementing Merge Sort on linked list using reference.

void MergeSort(node \*\*head)

{

node \*first = new node;

node \*second = new node;

node \*temp = new node;

first = \*head;

temp = \*head;

// Return if list have less than two nodes.

if(first == NULL || first->next == NULL)

{

return;

}

else

{

// Break the list into two half as first and second as head of list.

while(first->next != NULL)

{

first = first->next;

if(first->next != NULL)

{

temp = temp->next;

first = first->next;

}

}

second = temp->next;

temp->next = NULL;

first = \*head;

}

// Implementing divide and conquer approach.

MergeSort(&first);

MergeSort(&second);

// Merge the two part of the list into a sorted one.

\*head = Merge(first, second);

}

int main()

{

int n, i, num;

struct node \*head = new node;

struct node \*tail = new node;

head = NULL;

tail = NULL;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

// Create linked list.

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>num;

tail = AddToList(tail, num);

if(head == NULL)

head = tail;

}

// Send reference of head into MergeSort().

MergeSort(&head);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

while(head != NULL)

{

cout<<".."<<head->data;

head=head->next;

}

return 0;

}

**Program Explanation**

1. Take input of data and create a linked list.

2. Call MergeSort() function with reference of head pointer in the argument list.

3. Recursively split the linked into two equal parts.

4. Split them until we get at most one element in both halves.

5. Combine lists into one linked list by invoking Merge() with the head of both the halves in the argument list.

6. Inside Merge(), take each of the nodes of the second list and insert it into the first list, according to the data part of the node.

7. Assign the head of the merged list to the head in MergeSort().

8. Return to main and display the result.

9. Exit.

# 119.**C++ Program to Implement Counting Sort**

**Problem Description**

1. Counter sort implements on a given finite range (k) of the integers.

2. It counts the occurrence of each element.

3. Since it maintains the counter of each integer in the range space complexity is O(k).

4. The time complexity is O(n+k).

**Problem Solution**

1. count the number of occurrences of each element.

2. Store it in the array of size same as the range of data input.

3. Use the element value to refer the counter index.

4. Display the result.

5. Exit.

#include<iostream>

using namespace std;

// A function implementing Counter sort.

void CounterSort(int a[], int n, int r, int lower)

{

int i, j = 0, counter[r] = {0};

// Counting the number occurrence of each element.

for(i=0; i<n; i++)

counter[a[i]-lower]++;

i=0;

// placing the elements back into array.

while(i < r)

{

flag:

a[j] = lower+i;

j++;

counter[i]--;

// place the same element until its counter is zero.

if(counter[i] > 0)

goto flag;

i++;

}

}

int main()

{

int n, i, range, ulimit, llimit;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

cout<<"**\n**Enter the lower and upper limit of the data to be entered: ";

cin>>llimit>>ulimit;

// Range of the input data.

range = ulimit-llimit+1;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

CounterSort(arr, n, range, llimit);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 120.**C++ Program to Perform the Shaker Sort**

**Problem Description**

1. Shaker sort, unlike bubble sort, orders the array in both directions.

2. The worst case time complexity is O(n^2).

**Problem Solution**

1. In each iteration, sorting is done in two parts.

2. Firstly set the highest value to the highest index and decrement the index.

3. Then lowest value to the lowest index and increment the index.

4. Display the result.

5. Exit.

#include<iostream>

using namespace std;

// A function to swap values using call by reference.

void swap(int \*a, int \*b)

{

int temp;

temp = \*a;

\*a = \*b;

\*b = temp;

}

// A function implementing shaker sort.

void ShakerSort(int a[], int n)

{

int i, j, k;

for(i = 0; i < n;)

{

// First phase for ascending highest value to the highest unsorted index.

for(j = i+1; j < n; j++)

{

if(a[j] < a[j-1])

swap(&a[j], &a[j-1]);

}

// Decrementing highest index.

n--;

// Second phase for descending lowest value to the lowest unsorted index.

for(k = n-1; k > i; k--)

{

if(a[k] < a[k-1])

swap(&a[k], &a[k-1]);

}

// Incrementing lowest index.

i++;

}

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

ShakerSort(arr, n);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 121.**C++ Program to Perform Stooge Sort**

**Problem Description**

1. Stooge sort is a recursive sorting algorithm.

2. It divides the array into two overlapping parts, 2/3 each.

3. Sort the array in three steps by sorting I then II and again I part.

4. It is fairly inefficient algorithm with worst case time complexity O(n^2.7095).

**Problem Solution**

1. Recursively divide the divide the array into two parts of size 2/3 of array length.

2. Sort the first part.

3. Sort second part.

4. Again sort the first part.

5. Display the result.

6. Exit.

**Program/Source Code**

C++ program to implement Shaker Sort.

This program is successfully run on Dev-C++ using TDM-GCC 4.9.2 MinGW compiler on a Windows system.

#include<iostream>

using namespace std;

// A function implementing stooge sort.

void StoogeSort(int a[],int start, int end)

{

int temp;

// Further breaking the array if the Subpart's length is more than 2.

if(end-start+1 > 2)

{

temp = (end-start+1)/3;

StoogeSort(a, start, end-temp);

StoogeSort(a, start+temp, end);

StoogeSort(a, start, end-temp);

}

// swapping the element at start and end.

if(a[end] < a[start])

{

temp = a[start];

a[start] = a[end];

a[end] = temp;

}

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

StoogeSort(arr, 0, n-1);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 122.**C++ Program to Count Inversion in an Array**

**Problem Description**

1. The number of switches required to make an array sorted is termed as inversion count.

2. Its value varies with the sorting algorithms.

3. The time complexity is O(n^2).

**Problem Solution**

1. Compare the values of the element with each other.

2. Increment the counter if the value at lower index is higher.

3. Display the result.

4. Exit.

**Program/Source Code**

C++ program to count the inversion in an array.

This program is successfully run on Dev-C++ using TDM-GCC 4.9.2 MinGW compiler on a Windows system.

#include<iostream>

using namespace std;

int CountInversion(int a[], int n)

{

int i, j, count = 0;

for(i = 0; i < n; i++)

{

for(j = i+1; j < n; j++)

if(a[i] > a[j])

count++;

}

return count;

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

// Printing the number of inversion in the array.

cout<<"**\n**The number of inversion in the array: "<<CountInversion(arr, n);

return 0;

}

**Program Explanation**

1. Take input of data.

2. Call CountInversion() function with ‘arr’ the array of data and ‘n’ the number of values, in the argument list.

3. Using nested loops compare all the element with each other.

4. Increment the counter if a[i] > a[j] where i < j. 5. Return to main and display the result. 6. Exit.

Case 1:

Enter the number of data element: 10

Enter element 1: 9

Enter element 2: 3

Enter element 3: 2

Enter element 4: 6

Enter element 5: 8

Enter element 6: 4

Enter element 7: 5

Enter element 8: 7

Enter element 9: 0

Enter element 10: 1

The number of inversion in the array: 29

# 123.**C++ Program to Compare Binary and Sequential Search**

**Problem Description**

1. Implement both binary and sequential search.

2. The time complexity of Binary search is O(log(n)).

3. The time complexity of Linear search is O(n).

**Problem Solution**

1. Implement the binary search and count the number of iteration to compute the result.

2. Implement the linear search and count the number of iteration to compute the result.

3. Compare the number of iteration and show the better algorithm.

4. Exit.

**Program/Source Code**

C++ program to compare Binary and Sequential Search.

This program is successfully run on Dev-C++ using TDM-GCC 4.9.2 MinGW compiler on a Windows system.

#include<iostream>

using namespace std;

// A function implementing Binary search on a sorted array.

int BinarySearch(int a[], int start, int end, int item, int iter)

{

int i, mid;

// Every time this function called, counted as a iteration of binary search.

cout<<"**\n**iteration "<<iter+1;

iter++;

// Assigning middle of the array.

mid = start + (end-start+1)/2;

// If value is less than value at start index more than end index then item is not in the array.

if(item > a[end] || item < a[start] || mid == end)

{

cout<<"**\n**Not found";

return iter;

}

// Return if item found at mid index.

else if(item == a[mid])

{

cout<<"**\n** item found at "<<mid<<" index.";

return iter;

}

// Return if item found at start index.

else if(item == a[start])

{

cout<<"**\n** item found at "<<start<<" index.";

return iter;

}

// Return if item found at end index.

else if(item == a[end])

{

cout<<"**\n** item found at "<<end<<" index.";

return iter;

}

// According to the item value choose the partion to proceed further.

else if(item > a[mid])

BinarySearch(a, mid, 19, item, iter);

else

BinarySearch(a, start, mid, item, iter);

}

// A function implementing Binary search on a sorted array.

int LinearSearch(int a[], int n, int item)

{

int i;

for(i = 0; i < n; i++)

{

cout<<"**\n**iteration "<<i+1;

// Directly comparing the item with the array element sequentially.

if(a[i] == item)

{

cout<<"**\n** item found at "<<i<<" index.";

// Returning the number of iteration taken place.

return i+1;

}

}

cout<<"**\n**Not found";

}

int main()

{

int n, i, Biter, Liter, a[20]={1, 9, 18, 24, 27, 35, 38, 41, 49, 53, 55, 66, 67, 72, 75, 77, 81, 89, 90, 97};

cout<<"**\n**Enter the element to be searched: ";

cin>>n;

cout<<"**\n\n\t\t\t**Binary Search :";

cout<<"**\n\t\t\t**\*\*\*\*\*\*\*\*\*\*\*\*\*";

Biter = BinarySearch(a, 0, 19, n, 0);

cout<<"**\n\n\t\t\t**Linear Search :";

cout<<"**\n\t\t\t**\*\*\*\*\*\*\*\*\*\*\*\*\*";

Liter = LinearSearch(a, 20, n);

// Comparing the number of iteration and printing the better approach for this search.

if(Liter > Biter)

cout<<"**\n\n**Binary search is better for this search.";

else if(Liter < Biter)

cout<<"**\n\n**Linear search is better for this search.";

else

cout<<"**\n\n**Both are equally efficient for this search.";

return 0;

}

**Program Explanation**

1. Assign the data to the array in a sorted manner.

2. Call BinarySearch() function with ‘arr’ the array of data and ‘n’ the number of values, start and end index, iteration count and element to be searched in the argument list.

3. Increment the iteration counter and compare the item value with the a[mid].

4. If item < a[mid] choose first half otherwise second half to proceed further.

5. Return iteration value to main.

6. Call the LinearSearch() function with ‘arr’ the array of data and ‘n’ the number of values, iteration count and element to be searched in the argument list.

7. Sequentially search for the item in the array.

8. Return iteration value to main.

9. Compare the number of iteration and show the better algorithm.

10. Exit.

# 124.**C++ Program to Implement a Binary Search Algorithm for a Specific Search Sequence**

**Problem Description**

1. Implement binary search to find the existence of a search sequence in an array.

2. The time complexity of Binary search is O(log(n)).

**Problem Solution**

1. Implement the binary search to find the first value of search sequence.

2. If it is there, then compare the remaining item sequentially.

3. Otherwise, the sequence is not there.

4. Exit.

**Program/Source Code**

C++ program to compare Binary and Sequential Search.

This program is successfully run on Dev-C++ using TDM-GCC 4.9.2 MinGW compiler on a Windows system.

#include<iostream>

using namespace std;

// A function implementing Binary search on a sorted array.

int BinarySearch(int a[], int start, int end, int item, int iter)

{

int i, mid;

iter++;

// Assigning middle of the array.

mid = start + (end-start+1)/2;

// If value is less than value at start index more than end index then item is not in the array.

if(item > a[end] || item < a[start] || mid == end)

{

cout<<"**\n**Not found";

return -1;

}

// Return the mid index.

else if(item == a[mid])

{

return mid;

}

// Return the start index.

else if(item == a[start])

{

return start;

}

// Return the end index.

else if(item == a[end])

{

return end;

}

// According to the item value choose the partion to proceed further.

else if(item > a[mid])

BinarySearch(a, mid, 19, item, iter);

else

BinarySearch(a, start, mid, item, iter);

}

int main()

{

int n, i, flag=0, Bindex, a[20]={1, 9, 18, 24, 27, 35, 38, 41, 49, 53, 55, 66, 67, 72, 75, 77, 81, 89, 90, 97};

cout<<"**\n**Enter the number of element in the search sequence: ";

cin>>n;

int s[n];

for(i = 0; i < n; i++)

cin>>s[i];

// Get the index of the first value in the search sequence found in data set array.

Bindex = BinarySearch(a, 0, 19, s[0], 0);

if(Bindex == -1)

{

// if return index is -1 then not found.

cout<<"**\n**Not found.";

return 0;

}

else

{

// If first value found then check for others sequentially.

for(i = Bindex; i < n+Bindex; i++)

if(a[i] != s[i-Bindex])

flag = 5;

if(flag == 5)

cout<<"**\n**Not found.";

else

cout<<"**\n**Sequence found between index "<<Bindex<<" and "<<Bindex+n<<".";

}

return 0;

}

**Program Explanation**

1. Assign the data to the array in a sorted manner.

2. Call BinarySearch() function with ‘arr’ the array of data and ‘n’ the number of values, start and end index, iteration count and s[0] be the element to be searched in the argument list.

3. Increment the iteration counter and compare the item value with the a[mid].

4. If item < a[mid] choose first half otherwise second half to proceed further. 5. Return index value to main. 6. In main(), sequentially compare the remaining items of search sequence to next items in the array. 7. Print the index range of the sequence found. 8. Exit.

# 125.**C++ Program to Implement Interpolation Search Algorithm**

**Problem Description**

1. It is a better approach for uniform data.

2. Implement binary search using interpolation approach.

3. The time complexity is O(log(n)).

**Problem Solution**

1. Implement the binary search on a sorted array.

2. Calculate mid value using interpolation formula.

3. Exit.

**Program Explanation**

1. Assign the data to the array in a sorted manner.

2. Take the input of the element to be searched.

3. Call InterpolationSearch() function.

4. Calculate mid value using ‘start+((item-a[start])\*(end-start))/(a[end]-a[start])’ expression.

5. If the item is equal to the value at mid index, print result and return to main.

6. If the item is lesser than the value at mid index, proceed with the left sub-array.

7. If the item is more than the value at mid index, proceed with the right sub-array.

8. If the calculated mid value is equal to either start or end then the item is not found in the array.

9. Return to main and ask for user’s choice to search more.

10. Exit.

#include<iostream>

using namespace std;

// A function implementing Interpolation search on a sorted array.

void InterpolationSearch(int a[], int start, int end, int item)

{

int mid;

// Assigning middle of the array.

mid = start+((item-a[start])\*(end-start))/(a[end]-a[start]);

if(item == a[mid])

{

cout<<"**\n**Item found at "<<mid<<" index.";

return;

}

// Return if item found at start index.

else if(item == a[start])

{

cout<<"**\n**Item found at "<<start<<" index.";

return;

}

// Return if item found at end index.

else if(item == a[end])

{

cout<<"**\n**Item found at "<<end<<" index.";

return;

}

else if(mid == start || mid == end)

{

cout<<"**\n**Element not found";

return;

}

// According to the item value choose the partition to proceed further.

else if(item > a[mid])

InterpolationSearch(a, mid, 19, item);

else

InterpolationSearch(a, start, mid, item);

}

int main()

{

int n, i, biter, a[20]={1, 9, 18, 24, 27, 35, 38, 41, 49, 53, 55, 66, 67, 72, 75, 77, 81, 89, 90, 97};

char ch;

up:

cout<<"**\n**Enter the Element to be searched: ";

cin>>n;

// Implement Interpolation search.

InterpolationSearch(a, 0, 19, n);

// Ask user to enter choice for further searching.

cout<<"**\n\n\t**Do you want to search more...enter choice(y/n)?";

cin>>ch;

if(ch == 'y' || ch == 'Y')

goto up;

return 0;

}

# 126.**C++ Program to Search Sorted Sequence Using Divide and Conquer with the Aid of Fibonacci Numbers**

**Problem Description**

1. It implements a Divide and Conquer approach using Fibonacci numbers.

2. Using Fibonacci numbers we calculate mid of data array to search the data item.

3. The time complexity is O(log(n)).

**Problem Solution**

1. Calculate the mid of the array.

2. Divide the array into two sub-array.

3. Compare the item with mid element and proceed accordingly.

4. Exit.

**Program Explanation**

1. Assign the data to the array in a sorted manner.

2. Take input of the element to be searched.

3. Call FibonacciSearch() function.

4. Calculate the mid value using ‘start+fab[index-2]’ expression.

5. If the item is equal to the value at mid index, print result and return to main.

6. If the item is lesser than the value at mid index, proceed with the left sub-array.

7. If the item is more than the value at mid index, proceed with the right sub-array.

8. If the calculated mid value is equal to either start or end then the item is not found in the array.

9. Return to main and ask for user’s choice to search more.

10. Exit.

#include<iostream>

using namespace std;

void FibonacciSearch(int \*a, int start, int end, int \*fab, int index, int item)

{

int i, mid;

// Assigning middle of the array using Fibonacci element.

mid = start+fab[index-2];

// Return if item found at mid index.

if(item == a[mid])

{

cout<<"**\n** item found at "<<mid<<" index.";

return;

}

// Return if item found at start index.

else if(item == a[start])

{

cout<<"**\n** item found at "<<start<<" index.";

return;

}

// Return if item found at end index.

else if(item == a[end])

{

cout<<"**\n** item found at "<<end<<" index.";

return;

}

// If mid becomes start or end of the sub-array then element not found.

else if(mid == start || mid == end)

{

cout<<"**\n**Element not found";

return;

}

// According to the item value choose the partion to proceed further.

else if(item > a[mid])

FibonacciSearch(a, mid, end, fab, index-1, item);

else

FibonacciSearch(a, start, mid, fab, index-2, item);

}

main()

{

int n, i, biter, fab[20], a[20]={1, 9, 18, 24, 27, 35, 38, 41, 49, 53, 55, 66, 67, 72, 75, 77, 81, 89, 90, 97};

char ch;

fab[0] = 0;

fab[1] = 1;

i = 1;

while(fab[i] < 20)

{

i++;

fab[i] = fab[i-1]+fab[i-2];

}

up:

cout<<"**\n**Enter the Element to be searched: ";

cin>>n;

// Implement Fibonacci search.

FibonacciSearch(a, 0, 19, fab, i, n);

// Ask user to enter choice for further searching.

cout<<"**\n\n\t**Do you want to search more...enter choice(y/n)?";

cin>>ch;

if(ch == 'y' || ch == 'Y')

goto up;

return 0;

}

# 127.**C++ Program to Perform Uniform Binary Search**

**Problem Description**

1. Implement binary search using a lookup table.

2. It is an improvement in binary search since table lookup is faster than a shift and addition.

3. The time complexity is O(log(n)).

**Problem Solution**

1. Implement the binary search on a sorted array.

2. For the mid index value of any of the sub-array, instead of calculating refer lookup table.

3. Exit.

**Program Explanation**

1. Assign the data to the array in a sorted manner.

2. Calculate the maximum length of lookup array and declare a new array ‘del’.

3. Assign the values to the lookup array as n/2, n/4 and so on till ‘0’, where n is the length of the data array.

4. Call UniBinarySearch() function.

5. Assign mid to the value at ‘0’ index of ‘del’ array and compare key to the value at mid index.

6. If the key is equal then return the index value to the main.

7. If index value in ‘del’ is zero then the element is not there, return -1 to main.

8. If lesser, subtract next value stored in ‘del’ array and shift the pointer to next value in ‘del’ array.

9. If greater, add next value stored in ‘del’ array and shift the pointer to next value in ‘del’ array.

10. print the index value returned by the function and ask for user’s choice to search more.

11. Exit.

#include<iostream>

using namespace std;

// A function to create lookup array.

void MakeDelta(int \*delta, int N)

{

int power = 1, i = 0;

do

{

int half = power;

power \*= 2;

delta[i] = (N+half)/power;

i++;

}while (delta[i-1] != 0);

}

// A function implementing Uniform Binary search.

int UniBinarySearch(int \*a, int \*del, int key)

{

int i = del[0]-1, d = 0;

flag:

// If item found at mid index return to main.

if (key == a[i])

return i;

// If lookup table vlaue is 0 then no more sub-part of array remain to search hence element not found.

else if (del[d] == 0)

return -1;

else

{

// Shift to left subpart using lookup array 'del'.

if (key < a[i])

{

i -= del[++d];

goto flag;

}

// Shift to right subpart using lookup array 'del'.

else

{

i += del[++d];

goto flag;

}

}

}

int main(void)

{

int i, n = 20,d = 0, pow = 1, index;

char ch;

int a[20] = {1, 2, 5, 8, 10, 12, 14, 15, 17, 19, 43, 65, 67, 71, 75, 79, 83, 90, 94, 99};

// Determine the size of delta array.

while(pow <= n)

{

pow \*=2;

d++;

}

int del[d];

// Create lookup array.

MakeDelta(del, n);

up:

cout<<"**\n**Enter the Element to be searched: ";

cin>>n;

// Implement Uniform Binary search and get index value.

index = UniBinarySearch(a, del, n);

if(index == -1)

cout<<"**\n**Item not found";

else

cout<<"**\n**Item "<<n<<" found at "<<index+1<<" position";

// Ask user to enter choice for further searching.

cout<<"**\n\n\t**Do you want to search more...enter choice(y/n)?";

cin>>ch;

if(ch == 'y' || ch == 'Y')

goto up;

return 0;

}

# 128.**C++ Program to Find kth Largest Element in a Sequence**

**Problem Description**

1. Extract the Kth largest element from a sequence.

2. By selectively sorting the array to get Kth largest element it has the complexity of O(k\*n).

2. We can improve the time complexity by approaching the problem using max-heap.

3. The time complexity is O(n+k\*log(n)).

**Problem Solution**

1. Approach the solution using max heap technique.

2. Build the max heap k times.

3. In each iteration pop max of the heap out of the sequence.

4. Display the Kth max of the heap.

5. Exit.

**Program Explanation**

1. Take input of data.

2. Call Build\_MaxHeap() function with ‘arr’ the array of data and ‘n-1’ the number of values, in the argument list.

3. Send the max of the heap to the end of the sequence.

4. Heapify the remaining sequence.

5. Repeat the process for ‘k’ times.

6. Display the final state of the array.

7. Display the max from the heap extracted from kth iteration as a result.

8. Exit.

#include <iostream>

using namespace std;

// A function to heapify the array.

void MaxHeapify(int a[], int i, int n)

{

int j, temp;

temp = a[i];

j = 2\*i;

while (j <= n)

{

if (j < n && a[j+1] > a[j])

j = j+1;

// Break if parent value is already greater than child value.

if (temp > a[j])

break;

// Switching value with the parent node if temp < a[j].

else if (temp <= a[j])

{

a[j/2] = a[j];

j = 2\*j;

}

}

a[j/2] = temp;

return;

}

// A function to build max heap from the initial array by checking all non-leaf node to satisfy the condition.

void Build\_MaxHeap(int a[], int n)

{

int i;

for(i = n/2; i >= 1; i--)

MaxHeapify(a, i, n);

}

int main()

{

int n, i, temp, k;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

n++;

int arr[n];

for(i = 1; i < n; i++)

{

cout<<"Enter element "<<i<<": ";

cin>>arr[i];

}

cout<<"**\n**Enter the k value: ";

cin>>k;

Build\_MaxHeap(arr, n-1);

// Build max-heap k times, extract the maximum and store it in the end of the array.

for(i = n-1; i >= n-k; i--)

{

temp = arr[i];

arr[i] = arr[1];

arr[1] = temp;

MaxHeapify(arr, 1, i - 1);

}

// Printing the array state.

cout<<"**\n**After max-heapify the given array "<<k<<" times the array state is: ";

for(i = 1; i < n; i++)

cout<<"->"<<arr[i];

// The Kth largest element.

cout<<"**\n\n**The "<<k<<"th largest element is: "<<arr[n-k];

return 0;

}

# 129.**C++ Program to Find Second Smallest of n Elements with Given Complexity Constraint**

**Problem Description**

1. Traverse the data array linearly and find the second smallest element.

2. The time complexity of the algorithm is O(n).

**Problem Solution**

1. Linearly traverse the data array.

2. Keep track of the smallest number.

3. Simultaneously keep updating the second smallest number also.

4. Exit.

**Program Explanation**

1. Assign the data to the array.

2. Call SecondSmallest() function with ‘arr’ the array of data and number of elements, in the argument list.

3. Assign variable ‘s’ and ‘ss’ as the first element of the array.

4. Traverse the array.

5. Check if the value of s is larger than current array element, update the variable ‘s’.

6. Otherwise, check if the value of ss is larger than current array element, update the variable ‘ss’.

7. Return ss as the second smallest element, to the main().

8. Print the result.

9. Exit.

#include<iostream>

using namespace std;

// A function to calculate second.

int SecondSmallest(int \*a, int n)

{

int s, ss, i;

// A variable 's' keeping track of smallest number.

s = a[0];

// A variable 'ss' keeping track of second smallest number.

ss = a[0];

// Traverse the data array.

for(i = 1; i < n; i++)

{

// If array element is lesser than current 's' value then update.

if(s > a[i])

{

ss = s;

s = a[i];

}

// Otherwise the number can be second smallest number so check for the condition and update 'ss'.

else if(ss > a[i])

{

ss = a[i];

}

}

// Return second smallest number.

return ss;

}

int main()

{

int n, i;

cout<<"Enter the number of element in dataset: ";

cin>>n;

int a[n];

// Take input.

for(i = 0; i < n; i++)

{

cout<<"Enter "<<i+1<<"th element: ";

cin>>a[i];

}

// Print the result.

cout<<"**\n\n**The second Smallest number of the given data array is: "<<SecondSmallest(a, n);

return 0;

}

# 130.**C++ Program to Implement Quick Sort Using Randomization**

**Problem Description**

1. Quick sort is based on an algorithmic design pattern called divide-and-conquer.

2. Unlike Merge Sort it doesn’t require extra memory space.

3. The average time complexity is O(n\*log(n)) but the worst case complexity is O(n^2).

4. To reduce the chances of the worst case we have implemented Quicksort using randomization.

5. Here we will be selecting the pivot randomly.

**Problem Solution**

1. Randomly select pivot value from the given subpart of the array.

2. Partition that subpart so that the values left of the pivot are smaller and to the right are greater from the pivot.

3. Consider both as new sub-array and repeat step 1 until only one element left in subpart.

4. Display the result.

5. Exit.

**Program Explanation**

1. Take input of data.

2. Call QuickSort() function.

3. Through RandomPivotPartition(), select pivot randomly.

4. Create a partition of the array on the basis of the pivot.

5. Recursively insert the partitions into QuickSort() and repeat step 2 until low is lesser than high.

6. Return to main and display the result.

7. Exit.

#include<iostream>

#include<cstdlib>

using namespace std;

// Swapping two values.

void swap(int \*a, int \*b)

{

int temp;

temp = \*a;

\*a = \*b;

\*b = temp;

}

// Partitioning the array on the basis of values at high as pivot value.

int Partition(int a[], int low, int high)

{

int pivot, index, i;

index = low;

pivot = high;

// Getting index of pivot.

for(i=low; i < high; i++)

{

if(a[i] < a[pivot])

{

swap(&a[i], &a[index]);

index++;

}

}

// Swapping value at high and at the index obtained.

swap(&a[pivot], &a[index]);

return index;

}

// Random selection of pivot.

int RandomPivotPartition(int a[], int low, int high)

{

int pvt, n, temp;

n = rand();

// Randomizing the pivot value in the given subpart of array.

pvt = low + n%(high-low+1);

// Swapping pvt value from high, so pvt value will be taken as pivot while partitioning.

swap(&a[high], &a[pvt]);

return Partition(a, low, high);

}

// Implementing QuickSort algorithm.

int QuickSort(int a[], int low, int high)

{

int pindex;

if(low < high)

{

// Partitioning array using randomized pivot.

pindex = RandomPivotPartition(a, low, high);

// Recursively implementing QuickSort.

QuickSort(a, low, pindex-1);

QuickSort(a, pindex+1, high);

}

return 0;

}

int main()

{

int n, i;

cout<<"**\n**Enter the number of data element to be sorted: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

QuickSort(arr, 0, n-1);

// Printing the sorted data.

cout<<"**\n**Sorted Data ";

for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

# 131.**C++ Program to Find k Numbers Closest to Median of S, Where S is a Set of n Numbers**

**Problem Description**

1. We need to find k numbers which have a minimum difference with the median of the data set.

2. It includes sorting using quick sort and then printing k numbers as a result.

3. The time complexity will be O(n\*log(n)+k).

**Problem Solution**

1. Take input of the data.

2. Sort the data using the quick-sort algorithm.

3. Starting from the median index, using two variable moves towards the end of the array.

4. compare each value to the median and print those which are closer to it.

5. Repeat this k time printing the k numbers closest to the median.

6. Exit.

**Program Explanation**

1. Take input of the data.

2. Call QuickSort() function to sort the data.

3. Check if the number of the data element are odd then assign the middle index to low and the index next to it to high and calculate median.

4. Run a loop for k times and print the element which his closer to the median.

5. Otherwise, the number of the data element are even then the median will be an average of two middle values so, it can be fractional so use floating variable.

6. Run a loop for k times and print the element which his closer to the median.

7. Exit.

#include<iostream>

using namespace std;

// Swapping two values.

void swap(int \*a, int \*b)

{

int temp;

temp = \*a;

\*a = \*b;

\*b = temp;

}

// Partitioning the array on the basis of values at high as pivot value.

int Partition(int a[], int low, int high)

{

int pivot, index, i;

index = low;

pivot = high;

// Getting index of pivot.

for(i=low; i < high; i++)

{

if(a[i] < a[pivot])

{

swap(&a[i], &a[index]);

index++;

}

}

// Swapping value at high and at the index obtained.

swap(&a[pivot], &a[index]);

return index;

}

// Implementing QuickSort algorithm.

int QuickSort(int a[], int low, int high)

{

int pindex;

if(low < high)

{

// Partitioning array using randomized pivot.

pindex = Partition(a, low, high);

// Recursively implementing QuickSort.

QuickSort(a, low, pindex-1);

QuickSort(a, pindex+1, high);

}

return 0;

}

int main()

{

int n, i, high, low, k;

double d1,d2, median;

cout<<"Enter the number of element in dataset: ";

cin>>n;

int a[n];

// Taking input of the data set.

for(i = 0; i < n; i++)

{

cout<<"**\n**Enter "<<i+1<<"th element: ";

cin>>a[i];

}

cout<<"**\n**Enter the number of element nearest to the median required: ";

cin>>k;

// Sort the data.

QuickSort(a, 0, n-1);

//Print the result.

cout<<"**\t**The K element nearest to the median are: ";

// Check the number of data element to be even or odd and proceed accordingly.

if(n%2 == 1)

{

median = a[n/2];

high = n/2+1;

low = n/2;

// Loop to search for the next element generating minimum difference from median.

while(k > 0)

{

// If difference from the first half element is minimum.

if((median-a[low] <= a[high]-median) && low >= 0)

{

cout<<" "<<a[low];

low--;

k--;

}

// If difference from the Second half element is minimum.

else if((median-a[low] > a[high]-median) && high <= n-1)

{

cout<<" "<<a[high];

high++;

k--;

}

}

}

else

{

// Need to use floating variable since the median can be in the fractional form.

d1 = a[n/2];

d2 = a[n/2-1];

median = (d1+d2)/2;

high = n/2;

low = n/2-1;

while(k > 0)

{

d1 = a[low];

d2 = a[high];

// If difference from the first half element is minimum.

if((median-d2 <= d1-median) && low >= 0)

{

cout<<" "<<a[low];

low--;

k--;

}

// If difference from the Second half element is minimum.

else if((median-d2 > d1-median) && high <= n-1)

{

cout<<" "<<a[high];

high++;

k--;

}

}

}

return 0;

}

# 132.**C++ Program to Find Median of Two Sorted Arrays**

**Problem Description**

1. We need to find combined median of two different data set.

2. It includes sorting of both arrays using quick sort and then printing the median by simultaneously traversing both arrays.

3. The time complexity will be O(n\*log(n)+m\*log(m)+m+n).

**Problem Solution**

1. Take input of both the data set of length m and n respectively.

2. Sort the data sets using the quick-sort algorithm.

3. Calculate the median, considering both arrays as a single array.

4. Exit.

**Program Explanation**

1. Take input of the first data set in the array ‘a’ of length ‘n’ and the second data set as ‘b’ of length ‘m’.

2. Call QuickSort() function to sort both the data set.

3. Check if m+n is odd, then assign k as ‘(m+n)/2 + 1’ and skip first m+n smallest element from both arrays to reach the combined median.

4. Otherwise, m+n is even, then assign k as ‘(m+n)/2 + 1’ and skip first m+n-1 smallest element from both arrays.

5. Take the average of next two smallest elements as the combined average.

6. Print the median.

7. Exit.

#include<iostream>

using namespace std;

// Swapping two values.

void swap(int \*a, int \*b)

{

int temp;

temp = \*a;

\*a = \*b;

\*b = temp;

}

// Partitioning the array on the basis of values at high as pivot value.

int Partition(int a[], int low, int high)

{

int pivot, index, i;

index = low;

pivot = high;

// Getting index of pivot.

for(i=low; i < high; i++)

{

if(a[i] < a[pivot])

{

swap(&a[i], &a[index]);

index++;

}

}

// Swapping value at high and at the index obtained.

swap(&a[pivot], &a[index]);

return index;

}

// Implementing QuickSort algorithm.

int QuickSort(int a[], int low, int high)

{

int pindex;

if(low < high)

{

// Partitioning array using randomized pivot.

pindex = Partition(a, low, high);

// Recursively implementing QuickSort.

QuickSort(a, low, pindex-1);

QuickSort(a, pindex+1, high);

}

return 0;

}

int main()

{

int n, m, bi, ai, i, k;

double median;

cout<<"Enter the number of element in the first data set: ";

cin>>n;

int a[n];

// Take input of first sequence.

for(i = 0; i < n; i++)

{

cout<<"Enter "<<i+1<<"th element: ";

cin>>a[i];

}

cout<<"**\n**Enter the number of element in the second data set: ";

cin>>m;

int b[m];

// Take input of second sequence.

for(i = 0; i < m; i++)

{

cout<<"Enter "<<i+1<<"th element: ";

cin>>b[i];

}

// Sort the data of both arrays.

QuickSort(a, 0, n-1);

QuickSort(b, 0, m-1);

//Print the result.

cout<<"**\t**The Median from these data set is: ";

ai = 0;

bi = 0;

// If the m+n is odd then one median will be there otherwise average of two will be taken as median.

if((m+n)%2 == 1)

{

// K is the number of element present upto the median from the beginning of the data array.

k =(n+m)/2+1;

while(k > 0)

{

// Compare current element of array 'a' and 'b' and skip next the smaller one.

if(a[ai] <= b[bi] && ai < n)

{

k--;

// Print if we have skipped k element.

if(k == 0)

cout<<a[ai];

ai++;

}

else if(a[ai] > b[bi] && bi < m)

{

k--;

// Print if we have skipped k element.

if(k == 0)

cout<<b[bi];

bi++;

}

}

}

else

{

k = (n+m)/2+1;

while(k > 0)

{

// Compare current element of array 'a' and 'b' and skip next the smaller one.

if(a[ai] <= b[bi] && ai < n)

{

k--;

// Add the last two numbers so as we can calculate average.

if(k <= 1)

median += a[ai];

ai++;

}

else if(a[ai] > b[bi] && bi < m)

{

k--;

// Add the last two numbers so as we can calculate average.

if(k <= 1)

median += b[bi];

bi++;

}

}

// Take average.

cout<<median/2;

}

}

# 133.**C++ Program to Find ith Largest Number from a Given List Using Order-Statistic Algorithm**

**Problem Description**

1. Implements Order-Statistic tree.

2. It is an improvement in BST by adding two more key functions- rank() and select().

3. The time complexity of Order-statistic tree generation is O(n+n\*log(n)).

4. Once the tree is constructed, this algorithm takes O(log(n)) to find Kth largest number.

**Problem Solution**

1. Construct Order-Statistic tree for the given unsorted data array.

2. Using the select function get the kth largest number from the given data set.

3. Print the result.

4. Exit.

**Program Explanation**

1. Construct Order-Statistic tree for the given unsorted data array by inserting data into tree one by one.

2. Using insert(), it will create a binary search tree where the rank of each node is zero initially.

3. Traverse the tree inorder and assign the rank using a static integer variable.

4. For kth largest number use select() with the root of the tree and N-k in its argument list.

5. Inside select(), a temporary variable traverses the tree and compares N-k to the rank of the current node.

6. If found to be equal, return to main and display the result.

7. If it is greater then shift the temporary variable to the right child.

8. If it is smaller then shift the temporary variable to the left child.

9. After returning to main display the result.

10. Exit.

#include<iostream>

using namespace std;

static int count = 0;

// A structure representing a node of a tree.

struct node

{

int data;

int rank;

node \*left;

node \*right;

};

// A function creating new node of tree and assigning the data.

node\* CreateNode(int data)

{

node \*newnode = new node;

newnode->data = data;

newnode->rank = 0;

newnode->left = NULL;

newnode->right = NULL;

return newnode;

}

// A function to create binary search tree.

node\* Insert(node\* root, int data)

{

// Create node using data from argument list.

node \*temp = CreateNode(data);

node \*t = new node;

t = root;

// If root is null, assign it to the node created.

if(root == NULL)

root = temp;

else

{

// Find the position for the new node to be inserted.

while(t != NULL)

{

if(t->data < data )

{

if(t->right == NULL)

{

// If current node is NULL then insert the node.

t->right = temp;

break;

}

// Shift pointer to the left.

t = t->right;

}

else if(t->data > data)

{

if(t->left == NULL)

{

// If current node is NULL then insert the node.

t->left = temp;

break;

}

// Shift pointer to the left.

t = t->left;

}

}

}

return root;

}

// A function to assign a rank to each node of the tree.

void AssignRank(node \*root)

{

if(root->left != NULL)

AssignRank(root->left);

root->rank = count;

count++;

if(root->right != NULL)

AssignRank(root->right);

}

// A function to search Kth smallest element from the data stored in the tree.

int Select(node\* root, int k)

{

// Search for the entered rank and shift the pointer accordingly, if rank not matched.

if(root->rank == k)

return root->data;

else if(root->rank > k)

return Select(root->left, k);

else

return Select(root->right, k);

}

// A function to take an inorder traversal of the tree and print the tree data of each node.

void print(node \*root)

{

if(root->left != NULL)

print(root->left);

cout<<"**\n** data: "<<root->data<<" rank: "<<root->rank;

if(root->right != NULL)

print(root->right);

}

int main()

{

char ch;

int n, i, k, a[20]={40, 53, 95, 1, 9, 67, 72, 66, 75, 77, 18, 24, 35, 90, 38, 41, 49, 81, 27, 97};

node \*root = new node;

root = NULL;

// Construct the BST.

for(i = 0; i < 20; i++)

root = Insert(root, a[i]);

cout<<"Enter the k value: ";

cin>>k;

// Assign rank to each of the nodes of the Binary Search tree.

AssignRank(root);

// Inorder traversal of the tree and displaying the data and the rank corresponding to that data.

cout<<"**\n**Rank associated to each node:-";

print(root);

// Print the result.

cout<<"**\n\n**The kth Largest element is: "<<Select(root, 20-k);

return 0;

}

# 134.**C++ Program to Find kth Smallest Element by the Method of Partitioning the Array**

**Problem Description**

1. Implement partitioning to find the Kth smallest number from a dataset of n element.

2. The time complexity of this algorithm is O(n\*log(n)).

**Problem Solution**

1. Take the input of the data set.

2. Use the partition algorithm.

3. As we place the pivot at the (k-1)th index it will be the kth smallest number.

3. Exit.

**Program Explanation**

1. Take the input of the data set.

2. Take the input of the value of k.

3. Call Partition().

4. Inside Partition(), rearrange the array according to the pivot using CreatePartition().

5. Get the new index of the pivot as ‘pindex’ and compare it with (k-1).

6. If both the values are equal then return the value as a result to the main().

7. If pindex > k-1, recursively call Partition() for the part before the pivot value.

8. If pindex < k-1, recursively call Partition() for the part after the pivot value. 9. Inside main(), print the kth smallest element. 10. Exit.

Output:

Case 1:

Enter the number of data element: 10

Enter element 1: 9

Enter element 2: 4

Enter element 3: 0

Enter element 4: 3

Enter element 5: 7

Enter element 6: 8

Enter element 7: 1

Enter element 8: 5

Enter element 9: 6

Enter element 10: 2

Enter the k for the kth smallest element: 4

The kth smallest element: 3

#include<iostream>

using namespace std;

// Swapping two values.

void swap(int \*a, int \*b)

{

int temp;

temp = \*a;

\*a = \*b;

\*b = temp;

}

// Partitioning the array on the basis of values at high as pivot value.

int CreatePartition(int a[], int low, int high)

{

int pivot, index, i;

index = low;

pivot = high;

// Getting index of pivot.

for(i=low; i < high; i++)

{

if(a[i] < a[pivot])

{

swap(&a[i], &a[index]);

index++;

}

}

// Swapping value at high and at the index obtained.

swap(&a[pivot], &a[index]);

return index;

}

// Implementing Partition.

int Partition(int a[], int low, int high, int k)

{

int pindex;

if(low < high)

{

// Partitioning array using last element as a pivot.

// Recursively implementing partitioning in the direction to place the pivot at (k-1)th pivot.

pindex = CreatePartition(a, low, high);

if(pindex == k-1)

return k-1;

else if(pindex > k-1)

Partition(a, low, pindex-1, k);

else

Partition(a, pindex+1, high, k);

}

}

int main()

{

int n, i, k, kk;

cout<<"**\n**Enter the number of data element: ";

cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": ";

cin>>arr[i];

}

cout<<"**\n**Enter the k for the kth smallest element: ";

cin>>k;

kk = Partition(arr, 0, n-1, k);

// Printing the result.

cout<<"**\n**The kth smallest element: "<<arr[kk];

return 0;

}